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C H A P T E R 1

Overview

**T**HIS overview of the Java™ Message Service Application Programming Interface (the JMS API) answers the following questions.

* What is messaging?
* What is the JMS API?
* How can you use the JMS API?
* How does the JMS API work with the Java 2 Platform, Enterprise Edition (J2EE™ platform)?

### What Is Messaging?

Messaging is a method of communication between software components or applica- tions. A messaging system is a peer-to-peer facility: A messaging client can send messages to, and receive messages from, any other client. Each client connects to a messaging agent that provides facilities for creating, sending, receiving, and reading messages.

Messaging enables distributed communication that is *loosely coupled*. A com- ponent sends a message to a destination, and the recipient can retrieve the message from the destination. However, the sender and the receiver do not have to be available at the same time in order to communicate. In fact, the sender does not need to know anything about the receiver; nor does the receiver need to know any- thing about the sender. The sender and the receiver need to know only what message format and what destination to use. In this respect, messaging differs
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from tightly coupled technologies, such as Remote Method Invocation (RMI), which require an application to know a remote application’s methods.

Messaging also differs from electronic mail (e-mail), which is a method of communication between people or between software applications and people. Messaging is used for communication between software applications or software components.

### What Is the JMS API?

The Java Message Service is a Java API that allows applications to create, send, receive, and read messages. Designed by Sun and several partner companies, the JMS API defines a common set of interfaces and associated semantics that allow programs written in the Java programming language to communicate with other messaging implementations.

The JMS API minimizes the set of concepts a programmer must learn to use messaging products but provides enough features to support sophisticated mes- saging applications. It also strives to maximize the portability of JMS applications across JMS providers in the same messaging domain.

The JMS API enables communication that is not only loosely coupled but also

* + - **Asynchronous.** A JMS provider can deliver messages to a client as they ar- rive; a client does not have to request messages in order to receive them.
    - **Reliable.** The JMS API can ensure that a message is delivered once and only once. Lower levels of reliability are available for applications that can afford to miss messages or to receive duplicate messages.

The JMS Specification was first published in August 1998. The latest version of the JMS Specification is Version 1.0.2b, which was released in August 2001. You can download a copy of the Specification from the JMS Web site, http:// java.sun.com/products/jms/.

### When Can You Use the JMS API?

An enterprise application provider is likely to choose a messaging API over a tightly coupled API, such as Remote Procedure Call (RPC), under the following circumstances.

* + - The provider wants the components not to depend on information about other components’ interfaces, so that components can be easily replaced.
    - The provider wants the application to run whether or not all components are up and running simultaneously.
    - The application business model allows a component to send information to another and to continue to operate without receiving an immediate response.

For example, components of an enterprise application for an automobile man- ufacturer can use the JMS API in situations like these.

* + - The inventory component can send a message to the factory component when the inventory level for a product goes below a certain level, so the factory can make more cars.
    - The factory component can send a message to the parts components so that the factory can assemble the parts it needs.
    - The parts components in turn can send messages to their own inventory and order components to update their inventories and to order new parts from suppliers.
    - Both the factory and the parts components can send messages to the account- ing component to update their budget numbers.
    - The business can publish updated catalog items to its sales force.

Using messaging for these tasks allows the various components to interact with one another efficiently, without tying up network or other resources. [Figure 1.1](#_bookmark7) illustrates how this simple example might work.

.
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**Figure 1.1** Messaging in an Enterprise Application

Manufacturing is only one example of how an enterprise can use the JMS API. Retail applications, financial services applications, health services applica- tions, and many others can make use of messaging.

### How Does the JMS API Work with the J2EE™ Platform?

When the JMS API was introduced in 1998, its most important purpose was to allow Java applications to access existing messaging-oriented middleware (MOM) systems, such as MQSeries from IBM. Since that time, many vendors have adopted and implemented the JMS API, so that a JMS product can now provide a complete messaging capability for an enterprise.

At the 1.2 release of the J2EE platform, a service provider based on J2EE technology (“J2EE provider”) was required to provide the JMS API interfaces but was not required to implement them. Now, with the 1.3 release of the J2EE plat- form (“the J2EE 1.3 platform”), the JMS API is an integral part of the platform, and application developers can use messaging with components using J2EE APIs (“J2EE components”).

The JMS API in the J2EE 1.3 platform has the following features.

* + - Application clients, Enterprise JavaBeans (EJB™) components, and Web components can send or synchronously receive a JMS message. Application

clients can in addition receive JMS messages asynchronously. (Applets, how- ever, are not required to support the JMS API.)

* + - * A new kind of enterprise bean, the message-driven bean, enables the asyn- chronous consumption of messages. A JMS provider may optionally imple- ment concurrent processing of messages by message-driven beans.
      * Message sends and receives can participate in distributed transactions.

The addition of the JMS API enhances the J2EE platform by simplifying enterprise development, allowing loosely coupled, reliable, asynchronous interac- tions among J2EE components and legacy systems capable of messaging. A developer can easily add new behavior to a J2EE application with existing busi- ness events by adding a new message-driven bean to operate on specific business events. The J2EE platform’s EJB container architecture, moreover, enhances the JMS API by providing support for distributed transactions and allowing for the concurrent consumption of messages.

Another technology new to the J2EE 1.3 platform, the J2EE Connector Archi- tecture, provides tight integration between J2EE applications and existing Enter- prise Information (EIS) systems. The JMS API, on the other hand, allows for a very loosely coupled interaction between J2EE applications and existing EIS systems.

C H A P T E R 2

Basic JMS API Concepts

**T**HIS chapter introduces the most basic JMS API concepts, the ones you must know to get started writing simple JMS client applications:

* + - * JMS API architecture
      * Messaging domains
      * Message consumption

The next chapter introduces the JMS API programming model. Later chapters cover more advanced concepts, including the ones you need to write J2EE appli- cations that use message-driven beans.

### JMS API Architecture

A JMS application is composed of the following parts.

* + - A *JMS provider* is a messaging system that implements the JMS interfaces and provides administrative and control features. An implementation of the J2EE platform at release 1.3 includes a JMS provider.
    - *JMS clients* are the programs or components, written in the Java programming language, that produce and consume messages.
    - *Messages* are the objects that communicate information between JMS clients.
    - *Administered objects* are preconfigured JMS objects created by an administra- tor for the use of clients. The two kinds of administered objects are destina- tions and connection factories, which are described in [Section 3.1 on page 22.](#_bookmark33)
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* + - *Native clients* are programs that use a messaging product’s native client API instead of the JMS API. An application first created before the JMS API be- came available and subsequently modified is likely to include both JMS and native clients.

[Figure 2.1](#_bookmark16) illustrates the way these parts interact. Administrative tools allow you to bind destinations and connection factories into a Java Naming and Direc- tory Interface™ (JNDI) API namespace. A JMS client can then look up the admin- istered objects in the namespace and then establish a logical connection to the same objects through the JMS provider.

![](data:image/png;base64,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)

**Figure 2.1** JMS API Architecture

### Messaging Domains

Before the JMS API existed, most messaging products supported either the *point-to- point* or the *publish/subscribe* approach to messaging. The JMS Specification pro- vides a separate domain for each approach and defines compliance for each domain. A standalone JMS provider may implement one or both domains. A J2EE provider must implement both domains.

In fact, most current implementations of the JMS API provide support for both the point-to-point and the publish/subscribe domains, and some JMS clients combine the use of both domains in a single application. In this way, the JMS API has extended the power and flexibility of messaging products.

#### Point-to-Point Messaging Domain

A point-to-point (PTP) product or application is built around the concept of message queues, senders, and receivers. Each message is addressed to a specific queue, and receiving clients extract messages from the queue(s) established to hold their mes- sages. Queues retain all messages sent to them until the messages are consumed or until the messages expire.

PTP messaging has the following characteristics and is illustrated in [Figure 2.2.](#_bookmark21)
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**Figure 2.2** Point-to-Point Messaging

* + - * Each message has only one consumer.
      * A sender and a receiver of a message have no timing dependencies. The re- ceiver can fetch the message whether or not it was running when the client sent the message.
      * The receiver acknowledges the successful processing of a message.

Use PTP messaging when every message you send must be processed successfully by one consumer.

#### Publish/Subscribe Messaging Domain

In a publish/subscribe (pub/sub) product or application, clients address messages to a topic. Publishers and subscribers are generally anonymous and may dynamically publish or subscribe to the content hierarchy. The system takes care of distributing the messages arriving from a topic’s multiple publishers to its multiple subscribers. Topics retain messages only as long as it takes to distribute them to current subscribers.

Pub/sub messaging has the following characteristics.

* + - Each message may have multiple consumers.
    - Publishers and subscribers have a timing dependency. A client that subscribes to a topic can consume only messages published after the client has created a subscription, and the subscriber must continue to be active in order for it to consume messages.

The JMS API relaxes this timing dependency to some extent by allowing clients to create *durable subscriptions*. Durable subscriptions can receive mes- sages sent while the subscribers are not active. Durable subscriptions provide the flexibility and reliability of queues but still allow clients to send messages to many recipients. For more information about durable subscriptions, see [Section 5.2.1 on](#_bookmark153) [page 67.](#_bookmark153)

Use pub/sub messaging when each message can be processed by zero, one, or man[y consumers. Figure 2.3](#_bookmark24) illustrates pub/sub messaging.
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**Figure 2.3** Publish/Subscribe Messaging

### Message Consumption

Messaging products are inherently asynchronous in that no fundamental timing dependency exists between the production and the consumption of a message. How- ever, the JMS Specification uses this term in a more precise sense. Messages can be consumed in either of two ways:

* + - **Synchronously.** A subscriber or a receiver explicitly fetches the message from the destination by calling the receive method. The receive method can block until a message arrives or can time out if a message does not arrive within a specified time limit.
    - **Asynchronously.** A client can register a *message listener* with a consumer. A message listener is similar to an event listener. Whenever a message arrives at the destination, the JMS provider delivers the message by calling the lis- tener’s onMessage method, which acts on the contents of the message.

C H A P T E R 3

The JMS API Programming

Model

**T**HE basic building blocks of a JMS application consist of

* + - Administered objects: connection factories and destinations
    - Connections
    - Sessions
    - Message producers
    - Message consumers
    - Messages

[Figure 3.1](#_bookmark31) shows how all these objects fit together in a JMS client application.
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**Figure 3.1** The JMS API Programming Model

This chapter describes all these objects briefly and provides sample com- mands and code snippets that show how to create and use the objects. The last section briefly describes JMS API exception handling.

Examples that show how to combine all these objects in applications appear in later chapters. For more details, see the JMS API documentation, which you can download from the JMS Web site, [http://java.sun.com/products/jms/.](http://java.sun.com/products/jms/)

### Administered Objects

Two parts of a JMS application—destinations and connection factories—are best maintained administratively rather than programmatically. The technology underly- ing these objects is likely to be very different from one implementation of the JMS API to another. Therefore, the management of these objects belongs with other administrative tasks that vary from provider to provider.

JMS clients access these objects through interfaces that are portable, so a client application can run with little or no change on more than one implementa- tion of the JMS API. Ordinarily, an administrator configures administered objects in a Java Naming and Directory Interface (JNDI) API namespace, and JMS clients
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then look them up, using the JNDI API. J2EE applications always use the JNDI API.

With the J2EE Software Development Kit (SDK) version 1.3.1, you use a tool called j2eeadmin to perform administrative tasks. For help on the tool, type j2eeadmin with no arguments.

#### Connection Factories

A *connection factory* is the object a client uses to create a connection with a pro- vider. A connection factory encapsulates a set of connection configuration parame- ters that has been defined by an administrator. A pair of connection factories come preconfigured with the J2EE SDK and are accessible as soon as you start the ser- vice. Each connection factory is an instance of either the QueueConnectionFactory or the TopicConnectionFactory interface.

With the J2EE SDK, for example, you can use the default connection factory objects, named QueueConnectionFactory and TopicConnectionFactory, to create connections. You can also create new connection factories by using the following commands:

j2eeadmin -addJmsFactory *jndi\_name* queue j2eeadmin -addJmsFactory *jndi\_name* topic

At the beginning of a JMS client program, you usually perform a JNDI API

lookup of the connection factory. For example, the following code fragment obtains an InitialContext object and uses it to look up the QueueConnection- Factory and the TopicConnectionFactory by name:

Context ctx = new InitialContext();

QueueConnectionFactory queueConnectionFactory = (QueueConnectionFactory) ctx.lookup("QueueConnectionFactory");

TopicConnectionFactory topicConnectionFactory = (TopicConnectionFactory) ctx.lookup("TopicConnectionFactory");

Calling the InitialContext method with no parameters results in a search of the current classpath for a vendor-specific file named jndi.properties. This file indicates which JNDI API implementation to use and which namespace to use.

#### Destinations

A *destination* is the object a client uses to specify the target of messages it produces and the source of messages it consumes. In the PTP messaging domain, destinations are called queues, and you use the following J2EE SDK command to create them:

j2eeadmin -addJmsDestination *queue\_name* queue

In the pub/sub messaging domain, destinations are called topics, and you use the following J2EE SDK command to create them:

j2eeadmin -addJmsDestination *topic\_name* topic

A JMS application may use multiple queues and/or topics.

In addition to looking up a connection factory, you usually look up a destina- tion. For example, the following line of code performs a JNDI API lookup of the previously created topic MyTopic and assigns it to a Topic object:

Topic myTopic = (Topic) ctx.lookup("MyTopic");

The following line of code looks up a queue named MyQueue and assigns it to a

Queue object:

Queue myQueue = (Queue) ctx.lookup("MyQueue");

### Connections

A *connection* encapsulates a virtual connection with a JMS provider. A connection could represent an open TCP/IP socket between a client and a provider service daemon. You use a connection to create one or more sessions.

Like connection factories, connections come in two forms, implementing either the QueueConnection or the TopicConnection interface. For example, once you have a QueueConnectionFactory or a TopicConnectionFactory object, you can use it to create a connection:

QueueConnection queueConnection = queueConnectionFactory.createQueueConnection();
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TopicConnection topicConnection = topicConnectionFactory.createTopicConnection();

When an application completes, you need to close any connections that you have created. Failure to close a connection can cause resources not to be released by the JMS provider. Closing a connection also closes its sessions and their message producers and message consumers.

queueConnection.close(); topicConnection.close();

Before your application can consume messages, you must call the connec-

tion’s start method; for details, see [Section 3.5 on page 27.](#_bookmark45) If you want to stop message delivery temporarily without closing the connection, you call the stop method.

### Sessions

A *session* is a single-threaded context for producing and consuming messages. You use sessions to create message producers, message consumers, and messages. Ses- sions serialize the execution of message listeners; for details, see [Section 3.5.1 on](#_bookmark47) [page 28.](#_bookmark47)

A session provides a transactional context with which to group a set of sends and receives into an atomic unit of work. For details, see [Section 5.2.2 on page 70.](#_bookmark159) Sessions, like connections, come in two forms, implementing either the

QueueSession or the TopicSession interface. For example, if you created a Topic- Connection object, you use it to create a TopicSession:

TopicSession topicSession = topicConnection.createTopicSession(false, Session.AUTO\_ACKNOWLEDGE);

The first argument means that the session is not transacted; the second means that the session automatically acknowledges messages when they have been received successfully. (F[or more information, see Section 5.1.1 on page](#_bookmark133) 62.)

Similarly, you use a QueueConnection object to create a QueueSession:

QueueSession queueSession = queueConnection.createQueueSession(true, 0);

Here, the first argument means that the session is transacted; the second indicates that message acknowledgment is not specified for transacted sessions.

### Message Producers

A *message producer* is an object created by a session and is used for sending mes- sages to a destination. The PTP form of a message producer implements the Queue- Sender interface. The pub/sub form implements the TopicPublisher interface.

For example, you use a QueueSession to create a sender for the queue

myQueue, and you use a TopicSession to create a publisher for the topic myTopic: QueueSender queueSender = queueSession.createSender(myQueue);

TopicPublisher topicPublisher = topicSession.createPublisher(myTopic);

You can create an unidentified producer by specifying null as the argument to createSender or createPublisher. With an unidentified producer, you can wait to specify which destination to send the message to until you send or publish a message.

Once you have created a message producer, you can use it to send messages. (You have to create the messages first; see [Section 3.6 on page](#_bookmark51) 29.) With a Queue- Sender, you use the send method:

queueSender.send(message);

With a TopicPublisher, you use the publish method:

topicPublisher.publish(message);

If you created an unidentified producer, use the overloaded send or publish method that specifies the destination as the first parameter.
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### Message Consumers

A *message consumer* is an object created by a session and is used for receiving mes- sages sent to a destination. A message consumer allows a JMS client to register interest in a destination with a JMS provider. The JMS provider manages the deliv- ery of messages from a destination to the registered consumers of the destination.

The PTP form of message consumer implements the QueueReceiver interface.

The pub/sub form implements the TopicSubscriber interface.

For example, you use a QueueSession to create a receiver for the queue

myQueue, and you use a TopicSession to create a subscriber for the topic myTopic: QueueReceiver queueReceiver = queueSession.createReceiver(myQueue);

TopicSubscriber topicSubscriber = topicSession.createSubscriber(myTopic);

You use the TopicSession.createDurableSubscriber method to create a durable topic subscriber. F[or details, see Section 5.2.1 on page 67.](#_bookmark153)

Once you have created a message consumer, it becomes active, and you can use it to receive messages. You can use the close method for a QueueReceiver or a TopicSubscriber to make the message consumer inactive. Message delivery does not begin until you start the connection you created by calling the start [method (see Section 3.2 on page](#_bookmark39) 24).

With either a QueueReceiver or a TopicSubscriber, you use the receive method to consume a message synchronously. You can use this method at any time after you call the start method:

queueConnection.start();

Message m = queueReceiver.receive();

topicConnection.start();

Message m = topicSubscriber.receive(1000); // time out after a second

To consume a message asynchronously, you use a message listener, described in [Section 3.5.1 on page 28.](#_bookmark47)

#### Message Listeners

A *message listener* is an object that acts as an asynchronous event handler for mes- sages. This object implements the MessageListener interface, which contains one method, onMessage. In the onMessage method, you define the actions to be taken when a message arrives.

You register the message listener with a specific QueueReceiver or TopicSub- scriber by using the setMessageListener method. For example, if you define a class named TopicListener that implements the MessageListener interface, you can register the message listener as follows:

TopicListener topicListener = new TopicListener(); topicSubscriber.setMessageListener(topicListener);

After you register the message listener, you call the start method on the QueueConnection or the TopicConnection to begin message delivery. (If you call start before you register the message listener, you are likely to miss messages.)

Once message delivery begins, the message consumer automatically calls the message listener’s onMessage method whenever a message is delivered. The onMessage method takes one argument of type Message, which the method can cast to an[y of the other message types (see Section 3.6.3 on page](#_bookmark68) 31).

A message listener is not specific to a particular destination type. The same listener can obtain messages from either a queue or a topic, depending on whether the listener is set by a QueueReceiver or a TopicSubscriber object. A message lis- tener does, however, usually expect a specific message type and format. Moreover, if it needs to reply to messages, a message listener must either assume a particular destination type or obtain the destination type of the message and create a pro- ducer for that destination type.

Your onMessage method should handle all exceptions. It must not throw checked exceptions, and throwing a RuntimeException, though possible, is con- sidered a programming error.

The session used to create the message consumer serializes the execution of all message listeners registered with the session. At any time, only one of the ses- sion’s message listeners is running.

In the J2EE 1.3 platform, a message-driven bean is a special kind of message listener. F[or details, see Section 6.2 on page 75.](#_bookmark173)

#### Message Selectors

If your messaging application needs to filter the messages it receives, you can use a JMS API message selector, which allows a message consumer to specify the mes- sages it is interested in. Message selectors assign the work of filtering messages to the JMS provider rather than to the application. For an example of the use of a message selector[, see Chapter](#_bookmark254) 8.

A message selector is a String that contains an expression. The syntax of the expression is based on a subset of the SQL92 conditional expression syntax. The createReceiver, createSubscriber, and createDurableSubscriber methods each have a form that allows you to specify a message selector as an argument when you create a message consumer.

The message consumer then receives only messages whose headers and prop- erties match the selector. (See [Section 3.6.1 on page 29](#_bookmark53) and [Section 3.6.2 on](#_bookmark66) [page](#_bookmark66) 30.) A message selector cannot select messages on the basis of the content of the message body.

### Messages

The ultimate purpose of a JMS application is to produce and to consume messages that can then be used by other software applications. JMS messages have a basic format that is simple but highly flexible, allowing you to create messages that match formats used by non-JMS applications on heterogeneous platforms.

A JMS message has three parts:

* A header
* Properties (optional)
* A body (optional)

For complete documentation of message headers, properties, and bodies, see the documentation of the Message interface in Chapter 25.

#### Message Headers

A JMS message header contains a number of predefined fields that contain values that both clients and providers use to identify and to route messages. (T[able 3.1](#_bookmark55) lists the JMS message header fields and indicates how their values are set.) For example,

every message has a unique identifier, represented in the header field JMSMessageID. The value of another header field, JMSDestination, represents the queue or the topic to which the message is sent. Other fields include a timestamp and a priority level.

Each header field has associated setter and getter methods, which are docu- mented in the description of the Message interface. Some header fields are intended to be set by a client, but many are set automatically by the send or the publish method, which overrides any client-set values.

#### Table 3.1: How JMS Message Header Field Values Are Set

|  |  |
| --- | --- |
| **Header Field** | **Set By** |
| JMSDestination | send or publish method |
| JMSDeliveryMode | send or publish method |
| JMSExpiration | send or publish method |
| JMSPriority | send or publish method |
| JMSMessageID | send or publish method |
| JMSTimestamp | send or publish method |
| JMSCorrelationID | Client |
| JMSReplyTo | Client |
| JMSType | Client |
| JMSRedelivered | JMS provider |

* + 1. **Message** **Properties**

You can create and set properties for messages if you need values in addition to those provided by the header fields. You can use properties to provide compatibility with other messaging systems, or you can use them to create message selectors (see [Section 3.5.2 on page](#_bookmark49) 29). For an example of setting a property to be used as a message selector, see [Section 8.1.2.3 on page 108.](#_bookmark266)

The JMS API provides some predefined property names that a provider may support. The use of either predefined properties or user-defined properties is optional.

#### Message Bodies

The JMS API defines five message body formats, also called message types, which allow you to send and to receive data in many different forms and provide compati- bility with existing messaging formats. [Table 3.2](#_bookmark70) describes these message types.

#### Table 3.2: JMS Message Types

|  |  |
| --- | --- |
| **Message Type** | **Body Contains** |
| TextMessage | A java.lang.String object (for example, the contents of an Extensible Markup Language file). |
| MapMessage | A set of name/value pairs, with names as String objects and values as primitive types in the Java programming language. The entries can be accessed sequentially by enumerator or randomly by name. The order of the entries is undefined. |
| BytesMessage | A stream of uninterpreted bytes. This message type is for liter- ally encoding a body to match an existing message format. |
| StreamMessage | A stream of primitive values in the Java programming language, filled and read sequentially. |
| ObjectMessage | A Serializable object in the Java programming language. |
| Message | Nothing. Composed of header fields and properties only. This message type is useful when a message body is not required. |

The JMS API provides methods for creating messages of each type and for filling in their contents. For example, to create and send a TextMessage to a queue, you might use the following statements:

TextMessage message = queueSession.createTextMessage(); message.setText(msg\_text); // msg\_text is a String queueSender.send(message);

At the consuming end, a message arrives as a generic Message object and must be cast to the appropriate message type. You can use one or more getter methods

to extract the message contents. The following code fragment uses the getText

method:

Message m = queueReceiver.receive(); if (m instanceof TextMessage) {

TextMessage message = (TextMessage) m; System.out.println("Reading message: " + message.getText());

} else {

// Handle error

}

### Exception Handling

The root class for exceptions thrown by JMS API methods is JMSException. Catch- ing JMSException provides a generic way of handling all exceptions related to the JMS API. The JMSException class includes the following subclasses:

* IllegalStateException
* InvalidClientIDException
* InvalidDestinationException
* InvalidSelectorException
* JMSSecurityException
* MessageEOFException
* MessageFormatException
* MessageNotReadableException
* MessageNotWriteableException
* ResourceAllocationException
* TransactionInProgressException
* TransactionRolledBackException

All the examples in this book catch and handle JMSException when it is appropriate to do so.

C H A P T E R 4

Writing Simple JMS Client

Applications

**T**HIS chapter shows how to create and to run simple JMS client programs. A J2EE application client commonly accesses J2EE components installed in a server

based on J2EE technology (“J2EE server”). The clients in this chapter, however, are simple standalone programs that run outside the server as class files. The clients demonstrate the basic tasks that a JMS application must perform:

* + Creating a connection and a session
  + Creating message producers and consumers
  + Sending and receiving messages

In a J2EE application, some of these tasks are performed, in whole or in part, by the EJB container. If you learn about these tasks, you will have a good basis for understanding how a JMS application works on the J2EE platform.

The chapter covers the following topics:

* + Setting your environment to run J2EE clients and applications
  + A point-to-point example that uses synchronous receives
  + A publish/subscribe example that uses a message listener
  + Running JMS client programs on multiple systems

Each example consists of two programs: one that sends messages and one that receives them. You can run the programs in two terminal windows.
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When you write a JMS application to run in a J2EE component, you use many of the same methods in much the same sequence as you do for a JMS client pro- gram. However, there are some significant differences. [Chapter 6](#_bookmark162) describes these differences, and the following chapters provide examples that illustrate them.

### Setting Your Environment for Running Applications

Before you can run the examples, you need to make sure that your environment is set appropriately. [Table 4.1](#_bookmark83) shows how to set the environment variables needed to run J2EE applications on Microsoft Windows and UNIX platforms.

#### Table 4.1: Environment Settings for Compiling and Running J2EE Applications

|  |  |  |
| --- | --- | --- |
| **Platform** | **Variable Name** | **Values** |
| Microsoft Windows | %JAVA\_HOME% | Directory in which the Java 2 SDK, Stan- dard Edition, version 1.3.1, is installed |
| %J2EE\_HOME% | Directory in which the J2EE SDK 1.3.1 is installed, usually C:\j2sdkee1.3.1 |
| %CLASSPATH% | Include the following:  .;%J2EE\_HOME%\lib\j2ee.jar;  %J2EE\_HOME%\lib\locale |
| %PATH% | Include %J2EE\_HOME%\bin |
| UNIX | $JAVA\_HOME | Directory in which the Java 2 SDK, Stan- dard Edition, version 1.3.1, is installed |
| $J2EE\_HOME | Directory in which the J2EE SDK 1.3.1 is installed, usually $HOME/j2sdkee1.3.1 |
| $CLASSPATH | Include the following:  .:$J2EE\_HOME/lib/j2ee.jar:  $J2EE\_HOME/lib/locale |
| $PATH | Include $J2EE\_HOME/bin |

The appendix provides more examples of client programs that demonstrate additional features of the JMS API. You can download still more examples of JMS client programs from the JMS API Web site, <http://java.sun.com/prod-> ucts/jms/. If you downloaded the tutorial examples as described in the preface, you will find the examples for this chapter in the directory jms\_tutorial/exam- ples/simple (on UNIX systems) or jms\_tutorial\examples\simple (on Microsoft Windows systems).

### A Simple Point-to-Point Example

This section describes the sending and receiving programs in a PTP example that uses the receive method to consume messages synchronously. This section then explains how to compile and run the programs, using the J2EE SDK 1.3.1.

#### Writing the PTP Client Programs

The sending program, SimpleQueueSender.java, performs the following steps:

* + - 1. Performs a Java Naming and Directory Interface (JNDI) API lookup of the

QueueConnectionFactory and queue

* + - 1. Creates a connection and a session
      2. Creates a QueueSender
      3. Creates a TextMessage
      4. Sends one or more messages to the queue
      5. Sends a control message to indicate the end of the message stream
      6. Closes the connection in a finally block, automatically closing the session and QueueSender

The receiving program, SimpleQueueReceiver.java, performs the following steps:

1. Performs a JNDI API lookup of the QueueConnectionFactory and queue
2. Creates a connection and a session
3. Creates a QueueReceiver
4. Starts the connection, causing message delivery to begin
5. Receives the messages sent to the queue until the end-of-message-stream con- trol message is received
6. Closes the connection in a finally block, automatically closing the session and QueueReceiver

The receive method can be used in several ways to perform a synchronous receive. If you specify no arguments or an argument of 0, the method blocks indefinitely until a message arrives:

Message m = queueReceiver.receive(); Message m = queueReceiver.receive(0);

For a simple client program, this may not matter. But if you do not want your

program to consume system resources unnecessarily, use a timed synchronous receive. Do one of the following:

* Call the receive method with a timeout argument greater than 0: Message m = queueReceiver.receive(1); // 1 millisecond
* Call the receiveNoWait method, which receives a message only if one is available:

Message m = queueReceiver.receiveNoWait();

The SimpleQueueReceiver program uses an indefinite while loop to receive messages, calling receive with a timeout argument. Calling receiveNoWait would have the same effect.

The following subsections show the two programs:

* SimpleQueueSender.java
* SimpleQueueReceiver.java
  + - 1. **Sending Messages to a Queue:** **SimpleQueueSender.java**

The sending program is SimpleQueueSender.java.

/\*\*

* + The SimpleQueueSender class consists only of a main method,
  + which sends several messages to a queue.

\*

* + Run this program in conjunction with SimpleQueueReceiver.
  + Specify a queue name on the command line when you run the
  + program. By default, the program sends one message. Specify
  + a number after the queue name to send that number of messages.

\*/

import javax.jms.\*; import javax.naming.\*;

public class SimpleQueueSender {

/\*\*

* + - Main method.

\*

* + - @param args the queue used by the example and,
    - optionally, the number of messages to send

\*/

public static void main(String[] args) { String queueName = null;

Context jndiContext = null; QueueConnectionFactory queueConnectionFactory = null; QueueConnection queueConnection = null; QueueSession queueSession = null;

Queue queue = null;

QueueSender queueSender = null;

TextMessage message = null;

final int NUM\_MSGS;

if ( (args.length < 1) || (args.length > 2) ) { System.out.println("Usage: java SimpleQueueSender " +

"<queue-name> [<number-of-messages>]"); System.exit(1);

}

queueName = new String(args[0]); System.out.println("Queue name is " + queueName); if (args.length == 2){

NUM\_MSGS = (new Integer(args[1])).intValue();

} else {

NUM\_MSGS = 1;

}

/\*

* Create a JNDI API InitialContext object if none exists
* yet.

\*/ try {

jndiContext = new InitialContext();

} catch (NamingException e) { System.out.println("Could not create JNDI API " +

"context: " + e.toString()); System.exit(1);

}

/\*

* Look up connection factory and queue. If either does
* not exist, exit.

\*/ try {

queueConnectionFactory = (QueueConnectionFactory) jndiContext.lookup("QueueConnectionFactory");

queue = (Queue) jndiContext.lookup(queueName);

} catch (NamingException e) { System.out.println("JNDI API lookup failed: " +

e.toString()); System.exit(1);

}

/\*

* + Create connection.
  + Create session from connection; false means session is
  + not transacted.
  + Create sender and text message.
  + Send messages, varying text slightly.
  + Send end-of-messages message.
  + Finally, close connection.

\*/ try {

queueConnection = queueConnectionFactory.createQueueConnection();

queueSession = queueConnection.createQueueSession(false,

Session.AUTO\_ACKNOWLEDGE);

queueSender = queueSession.createSender(queue); message = queueSession.createTextMessage();

for (int i = 0; i < NUM\_MSGS; i++) { message.setText("This is message " + (i + 1)); System.out.println("Sending message: " +

message.getText()); queueSender.send(message);

}

/\*

* + - Send a non-text control message indicating end of
    - messages.

\*/ queueSender.send(queueSession.createMessage());

} catch (JMSException e) { System.out.println("Exception occurred: " +

e.toString());

} finally {

if (queueConnection != null) { try {

queueConnection.close();

} catch (JMSException e) {}

}

}

}

}

**Code Example 4.1** SimpleQueueSender.java

* + - 1. **Receiving Messages from a Queue:** **SimpleQueueReceiver.java**

The receiving program is SimpleQueueReceiver.java.

/\*\*

* The SimpleQueueReceiver class consists only of a main method,
* which fetches one or more messages from a queue using
* synchronous message delivery. Run this program in conjunction
* with SimpleQueueSender. Specify a queue name on the command
* line when you run the program.

\*/

import javax.jms.\*; import javax.naming.\*;

public class SimpleQueueReceiver {

/\*\*

* + Main method.

\*

* + @param args the queue used by the example

\*/

public static void main(String[] args) { String queueName = null;

Context jndiContext = null; QueueConnectionFactory queueConnectionFactory = null; QueueConnection queueConnection = null; QueueSession queueSession = null;

Queue queue = null;

QueueReceiver queueReceiver = null;

TextMessage message = null;

/\*

\* Read queue name from command line and display it.

\*/

if (args.length != 1) { System.out.println("Usage: java " +

"SimpleQueueReceiver <queue-name>"); System.exit(1);

}

queueName = new String(args[0]); System.out.println("Queue name is " + queueName);

/\*

* Create a JNDI API InitialContext object if none exists
* yet.

\*/ try {

jndiContext = new InitialContext();

} catch (NamingException e) { System.out.println("Could not create JNDI API " +

"context: " + e.toString()); System.exit(1);

}

/\*

* Look up connection factory and queue. If either does
* not exist, exit.

\*/ try {

queueConnectionFactory = (QueueConnectionFactory) jndiContext.lookup("QueueConnectionFactory");

queue = (Queue) jndiContext.lookup(queueName);

} catch (NamingException e) { System.out.println("JNDI API lookup failed: " +

e.toString()); System.exit(1);

}

/\*

* + - Create connection.
    - Create session from connection; false means session is
    - not transacted.
    - Create receiver, then start message delivery.
    - Receive all text messages from queue until
    - a non-text message is received indicating end of
    - message stream.
    - Close connection.

\*/ try {

queueConnection = queueConnectionFactory.createQueueConnection();

queueSession = queueConnection.createQueueSession(false,

Session.AUTO\_ACKNOWLEDGE);

queueReceiver = queueSession.createReceiver(queue); queueConnection.start();

while (true) {

Message m = queueReceiver.receive(1); if (m != null) {

if (m instanceof TextMessage) { message = (TextMessage) m;

System.out.println("Reading message: " + message.getText());

} else {

break;

}

}

}

} catch (JMSException e) { System.out.println("Exception occurred: " +

e.toString());

} finally {

if (queueConnection != null) { try {

queueConnection.close();

} catch (JMSException e) {}

}

}

}

}

**Code Example 4.2** SimpleQueueReceiver.java

#### Compiling the PTP Clients

To compile the PTP example, do the following.

* + - 1. Make sure that you have set the environment variables shown in [Table 4.1 on page 34.](#_bookmark83)
      2. At a command line prompt, compile the two source files:

javac SimpleQueueSender.java javac SimpleQueueReceiver.java

#### Starting the JMS Provider

When you use the J2EE SDK 1.3.1, your JMS provider is the SDK. At another command line prompt, start the J2EE server as follows:

j2ee -verbose

Wait until the server displays the message “J2EE server startup complete.”

#### Creating the JMS Administered Objects

In the window in which you compiled the clients, use the j2eeadmin command to create a queue named MyQueue. The last argument tells the command what kind of destination to create.

j2eeadmin -addJmsDestination MyQueue queue

To make sure that the queue has been created, use the following command:

j2eeadmin -listJmsDestination

This example uses the default QueueConnectionFactory object supplied with the J2EE SDK 1.3.1. With a different J2EE product, you might need to create a connection factory yourself.

#### Running the PTP Clients

Run the clients as follows.

* + - 1. Run the SimpleQueueSender program, sending three messages. You need to define a value for jms.properties.

On a Microsoft Windows system, type the following command on a single line:

java -Djms.properties=%J2EE\_HOME%\config\jms\_client.properties SimpleQueueSender MyQueue 3

On a UNIX system, type the following command on a single line:

java -Djms.properties=$J2EE\_HOME/config/jms\_client.properties SimpleQueueSender MyQueue 3

The output of the program looks like this:

Queue name is MyQueue

Sending message: This is message 1 Sending message: This is message 2 Sending message: This is message 3

* + - 1. In the same window, run the SimpleQueueReceiver program, specifying the queue name. The java commands look like this:

Microsoft Windows systems:

java -Djms.properties=%J2EE\_HOME%\config\jms\_client.properties SimpleQueueReceiver MyQueue

UNIX systems:

java -Djms.properties=$J2EE\_HOME/config/jms\_client.properties SimpleQueueReceiver MyQueue

The output of the program looks like this:

Queue name is MyQueue

Reading message: This is message 1 Reading message: This is message 2 Reading message: This is message 3

* + - 1. Now try running the programs in the opposite order. Start the SimpleQueue- Receiver program. It displays the queue name and then appears to hang, wait- ing for messages.
      2. In a different terminal window, run the SimpleQueueSender program. When the messages have been sent, the SimpleQueueReceiver program receives them and exits.

#### Deleting the Queue

You can delete the queue you created as follows:

j2eeadmin -removeJmsDestination MyQueue

You will use it again in [Section 4.4.1 on page 57,](#_bookmark123) however.

### A Simple Publish/Subscribe Example

This section describes the publishing and subscribing programs in a pub/sub example that uses a message listener to consume messages asynchronously. This section then explains how to compile and run the programs, using the J2EE SDK 1.3.1.

#### Writing the Pub/Sub Client Programs

The publishing program, SimpleTopicPublisher.java, performs the following steps:

* + - 1. Performs a JNDI API lookup of the TopicConnectionFactory and topic
      2. Creates a connection and a session
      3. Creates a TopicPublisher
      4. Creates a TextMessage
      5. Publishes one or more messages to the topic
      6. Closes the connection, which automatically closes the session and Topic- Publisher

The receiving program, SimpleTopicSubscriber.java, performs the follow- ing steps:

1. Performs a JNDI API lookup of the TopicConnectionFactory and topic
2. Creates a connection and a session
3. Creates a TopicSubscriber
4. Creates an instance of the TextListener class and registers it as the message listener for the TopicSubscriber
5. Starts the connection, causing message delivery to begin
6. Listens for the messages published to the topic, stopping when the user enters the character q or Q
7. Closes the connection, which automatically closes the session and TopicSub- scriber

The message listener, TextListener.java, follows these steps:

1. When a message arrives, the onMessage method is called automatically.
2. The onMessage method converts the incoming message to a TextMessage and displays its content.

The following subsections show the three source files:

* SimpleTopicPublisher.java
* SimpleTopicSubscriber.java
* TextListener.java
  + - 1. **Publishing Messages to a Topic: SimpleTopicPublisher.java**

The publisher program is SimpleTopicPublisher.java.

/\*\*

* + The SimpleTopicPublisher class consists only of a main method,
  + which publishes several messages to a topic.

\*

* + Run this program in conjunction with SimpleTopicSubscriber.
  + Specify a topic name on the command line when you run the
  + program. By default, the program sends one message.
  + Specify a number after the topic name to send that number
  + of messages.

\*/

import javax.jms.\*; import javax.naming.\*;

public class SimpleTopicPublisher {

/\*\*

* + - Main method.

\*

* + - @param args the topic used by the example and,
    - optionally, the number of messages to send

\*/

public static void main(String[] args) { String topicName = null;

Context jndiContext = null; TopicConnectionFactory topicConnectionFactory = null; TopicConnection topicConnection = null; TopicSession topicSession = null;

Topic topic = null;

TopicPublisher topicPublisher = null;

TextMessage message = null;

final int NUM\_MSGS;

if ( (args.length < 1) || (args.length > 2) ) { System.out.println("Usage: java " +

"SimpleTopicPublisher <topic-name> " + "[<number-of-messages>]");

System.exit(1);

}

topicName = new String(args[0]); System.out.println("Topic name is " + topicName); if (args.length == 2){

NUM\_MSGS = (new Integer(args[1])).intValue();

} else {

NUM\_MSGS = 1;

}

/\*

* Create a JNDI API InitialContext object if none exists
* yet.

\*/ try {

jndiContext = new InitialContext();

} catch (NamingException e) { System.out.println("Could not create JNDI API " +

"context: " + e.toString()); e.printStackTrace(); System.exit(1);

}

/\*

* Look up connection factory and topic. If either does
* not exist, exit.

\*/ try {

topicConnectionFactory = (TopicConnectionFactory) jndiContext.lookup("TopicConnectionFactory");

topic = (Topic) jndiContext.lookup(topicName);

} catch (NamingException e) { System.out.println("JNDI API lookup failed: " +

e.toString()); e.printStackTrace(); System.exit(1);

}

/\*

* + Create connection.
  + Create session from connection; false means session is
  + not transacted.
  + Create publisher and text message.
  + Send messages, varying text slightly.
  + Finally, close connection.

\*/ try {

topicConnection = topicConnectionFactory.createTopicConnection();

topicSession = topicConnection.createTopicSession(false,

Session.AUTO\_ACKNOWLEDGE);

topicPublisher = topicSession.createPublisher(topic); message = topicSession.createTextMessage();

for (int i = 0; i < NUM\_MSGS; i++) { message.setText("This is message " + (i + 1)); System.out.println("Publishing message: " +

message.getText()); topicPublisher.publish(message);

}

} catch (JMSException e) { System.out.println("Exception occurred: " +

e.toString());

} finally {

if (topicConnection != null) { try {

topicConnection.close();

} catch (JMSException e) {}

}

}

}

}

**Code Example 4.3** SimpleTopicPublisher.java

* + - 1. **Receiving Messages Asynchronously: SimpleTopicSubscriber.java**

The subscriber program is SimpleTopicSubscriber.java.

/\*\*

* The SimpleTopicSubscriber class consists only of a main
* method, which receives one or more messages from a topic using
* asynchronous message delivery. It uses the message listener
* TextListener. Run this program in conjunction with
* SimpleTopicPublisher.

\*

* Specify a topic name on the command line when you run the
* program. To end the program, enter Q or q on the command line.

\*/

import javax.jms.\*; import javax.naming.\*; import java.io.\*;

public class SimpleTopicSubscriber {

/\*\*

* + Main method.

\*

* + @param args the topic used by the example

\*/

public static void main(String[] args) { String topicName = null;

Context jndiContext = null; TopicConnectionFactory topicConnectionFactory = null; TopicConnection topicConnection = null; TopicSession topicSession = null;

Topic topic = null;

TopicSubscriber topicSubscriber = null; TextListener topicListener = null;

TextMessage message = null; InputStreamReader inputStreamReader = null; char answer = '\0';

/\*

\* Read topic name from command line and display it.

\*/

if (args.length != 1) { System.out.println("Usage: java " +

"SimpleTopicSubscriber <topic-name>"); System.exit(1);

}

topicName = new String(args[0]); System.out.println("Topic name is " + topicName);

/\*

* Create a JNDI API InitialContext object if none exists
* yet.

\*/ try {

jndiContext = new InitialContext();

} catch (NamingException e) { System.out.println("Could not create JNDI API " +

"context: " + e.toString()); e.printStackTrace(); System.exit(1);

}

/\*

* Look up connection factory and topic. If either does
* not exist, exit.

\*/ try {

topicConnectionFactory = (TopicConnectionFactory) jndiContext.lookup("TopicConnectionFactory");

topic = (Topic) jndiContext.lookup(topicName);

} catch (NamingException e) { System.out.println("JNDI API lookup failed: " +

e.toString()); e.printStackTrace(); System.exit(1);

}

/\*

* + - Create connection.
    - Create session from connection; false means session is
    - not transacted.
    - Create subscriber.
    - Register message listener (TextListener).
    - Receive text messages from topic.
    - When all messages have been received, enter Q to quit.
    - Close connection.

\*/ try {

topicConnection = topicConnectionFactory.createTopicConnection();

topicSession = topicConnection.createTopicSession(false,

Session.AUTO\_ACKNOWLEDGE);

topicSubscriber = topicSession.createSubscriber(topic);

topicListener = new TextListener(); topicSubscriber.setMessageListener(topicListener); topicConnection.start();

System.out.println("To end program, enter Q or q, " + "then <return>");

inputStreamReader = new InputStreamReader(System.in); while (!((answer == 'q') || (answer == 'Q'))) {

try {

answer = (char) inputStreamReader.read();

} catch (IOException e) { System.out.println("I/O exception: "

+ e.toString());

}

}

} catch (JMSException e) { System.out.println("Exception occurred: " +

e.toString());

} finally {

if (topicConnection != null) { try {

topicConnection.close();

} catch (JMSException e) {}

}

}

}

}

**Code Example 4.4** SimpleTopicSubscriber.java

* + - 1. **The Message Listener: TextListener.java**

The message listener is TextListener.java.

/\*\*

* The TextListener class implements the MessageListener
* interface by defining an onMessage method that displays
* the contents of a TextMessage.

\*

* This class acts as the listener for the SimpleTopicSubscriber
* class.

\*/

import javax.jms.\*;

public class TextListener implements MessageListener {

/\*\*

* + Casts the message to a TextMessage and displays its text.

\*

* + @param message the incoming message

\*/

public void onMessage(Message message) { TextMessage msg = null;

try {

if (message instanceof TextMessage) { msg = (TextMessage) message;

System.out.println("Reading message: " + msg.getText());

} else {

System.out.println("Message of wrong type: " + message.getClass().getName());

}

} catch (JMSException e) { System.out.println("JMSException in onMessage(): " +

e.toString());

} catch (Throwable t) { System.out.println("Exception in onMessage():" +

t.getMessage());

}

}

}

**Code Example 4.5** TextListener.java

#### Compiling the Pub/Sub Clients

To compile the pub/sub example, do the following.

* + - 1. Make sure that you have set the environment variables shown in [Table 4.1 on page 34.](#_bookmark83)
      2. Compile the programs and the message listener class:

javac SimpleTopicPublisher.java javac SimpleTopicSubscriber.java javac TextListener.java

#### Starting the JMS Provider

If you did not do so before, start the J2EE server in another terminal window:

j2ee -verbose

Wait until the server displays the message “J2EE server startup complete.”

#### Creating the JMS Administered Objects

In the window in which you compiled the clients, use the j2eeadmin command to create a topic named MyTopic. The last argument tells the command what kind of destination to create.

j2eeadmin -addJmsDestination MyTopic topic

To verify that the queue has been created, use the following command:

j2eeadmin -listJmsDestination

This example uses the default TopicConnectionFactory object supplied with the J2EE SDK 1.3.1. With a different J2EE product, you might need to create a connection factory.

#### Running the Pub/Sub Clients

Run the clients as follows.

* + - 1. Run the SimpleTopicSubscriber program, specifying the topic name. You need to define a value for jms.properties.

On a Microsoft Windows system, type the following command on a single line:

java -Djms.properties=%J2EE\_HOME%\config\jms\_client.properties SimpleTopicSubscriber MyTopic

On a UNIX system, type the following command on a single line:

java -Djms.properties=$J2EE\_HOME/config/jms\_client.properties SimpleTopicSubscriber MyTopic

The program displays the following lines and appears to hang:

Topic name is MyTopic

To end program, enter Q or q, then <return>

* + - 1. In another terminal window, run the SimpleTopicPublisher program, pub- lishing three messages. The java commands look like this:

Microsoft Windows systems:

java -Djms.properties=%J2EE\_HOME%\config\jms\_client.properties SimpleTopicPublisher MyTopic 3

UNIX systems:

java -Djms.properties=$J2EE\_HOME/config/jms\_client.properties SimpleTopicPublisher MyTopic 3

The output of the program looks like this:

Topic name is MyTopic

Publishing message: This is message 1 Publishing message: This is message 2 Publishing message: This is message 3

In the other window, the program displays the following:

Reading message: This is message 1 Reading message: This is message 2 Reading message: This is message 3

Enter Q or q to stop the program.

#### Deleting the Topic and Stopping the Server

* + - 1. You can delete the topic you created as follows:

j2eeadmin -removeJmsDestination MyTopic

[You will use it again in Section 4.4.2 on page 58,](#_bookmark125) however.

* + - 1. If you wish, you can stop the J2EE server as well:

j2ee -stop

### Running JMS Client Programs on Multiple Systems

JMS client programs can communicate with each other when they are running on different systems in a network. The systems must be visible to each other by name—the UNIX host name or the Microsoft Windows computer name—and must both be running the J2EE server.

This section explains how to produce and to consume messages in two differ- ent situations:

* When a J2EE server is running on both systems
* When a J2EE server is running on only one system

#### Communicating Between Two J2EE Servers

Suppose that you want to run the SimpleQueueSender program on one system, mars, and the SimpleQueueReceiver program on another system, earth. To do so, follow these steps.

* + - 1. Start the J2EE server on both systems. Enter the following command in a ter- minal window on each system:

j2ee -verbose

* + - 1. On earth, create a QueueConnectionFactory object, using a command like the following:

j2eeadmin -addJmsFactory jms/EarthQCF queue

* + - 1. On mars, create a connection factory with the same name that points to the server on earth. Enter, on one line, a command like the following:

j2eeadmin -addJmsFactory jms/EarthQCF queue -props url=corbaname:iiop:earth:1050#earth

* + - 1. In each source program, change the line that looks up the connection factory so that it refers to the new connection factory:

queueConnectionFactory =

(QueueConnectionFactory) jndiContext.lookup("jms/EarthQCF");

* + - 1. Recompile the programs; then run them by using the instructions in [Section 4.2.5 on page 44.](#_bookmark100) Because both connection factories have the same

name, you can run either the sender or the receiver on either system. (Note: A bug in the JMS provider in the J2EE SDK may cause a runtime failure to cre- ate a connection to systems that use the Dynamic Host Configuration Protocol [DHCP] to obtain an IP address.)

You can run the pub/sub example in the same way by creating a Topic- ConnectionFactory object on both systems. For an example showing how to deploy J2EE applications on two dif[ferent systems, see Chapter 10.](#_bookmark381)

#### Communicating Between a J2EE Server and a System Not Running a J2EE Server

In order for two standalone client programs to communicate, both must have the J2EE SDK installed locally. However, the J2EE server does not have to be running on both systems. Suppose that you want to run the SimpleTopicPublisher and the SimpleTopicSubscriber programs on two systems called earth and mars, as in [Section 4.4.1,](#_bookmark123) but that the J2EE server will be running only on earth. To specify the system running the server, you can either

* Use the command line, which allows you to access different applications on different servers for maximum flexibility
* Set a configurable property, which allows applications to run only on the sys- tem specified in the property

When the server is running only on the remote system, you do *not* have to create a connection factory on the local system that refers to the remote system.

The procedure for using the command line is as follows:

* + - 1. Start the J2EE server on earth: j2ee -verbose
      2. Set the J2EE\_HOME environment variable and the classpath on mars so that they point to the J2EE SDK 1.3.1 installation on mars [(see Table 4.1 on page](#_bookmark83) 34).
      3. To access a client program on a system running the server from a client pro- gram on a system not running the server, use the following option, where *hostname* is the name of the system running the J2EE server:

-Dorg.omg.CORBA.ORBInitialHost=*hostname*

This option allows you to access the naming service on the remote system. For example, if the server is running on earth, use a command like the fol- lowing to run the SimpleTopicSubscriber program on mars. Make sure that the destination you specify exists on the server running on earth.

On a Microsoft Windows system, type the following command on a single line:

java -Djms.properties=%J2EE\_HOME%\config\jms\_client.properties

-Dorg.omg.CORBA.ORBInitialHost=earth SimpleTopicSubscriber MyTopic

On a UNIX system, type the following command on a single line:

java -Djms.properties=$J2EE\_HOME/config/jms\_client.properties

-Dorg.omg.CORBA.ORBInitialHost=earth SimpleTopicSubscriber MyTopic

If all the remote programs you need to access are on the same system, you can edit the file %J2EE\_HOME%\config\orb.properties (on Microsoft Windows sys- tems) or $J2EE\_HOME/config/orb.properties (on UNIX systems) on the local system. The second line of this file looks like this:

host=localhost

Change localhost to the name of the system on which the J2EE server is running—for example, earth:

host=earth

You can now run the client program as before, but you do not need to specify the option -Dorg.omg.CORBA.ORBInitialHost.

C H A P T E R 5

Creating Robust JMS

Applications

**T**HIS chapter explains how to use features of the JMS API to achieve the level of reliability and performance your application requires. Many JMS applications

cannot tolerate dropped or duplicate messages and require that every message be received once and only once.

The most reliable way to produce a message is to send a PERSISTENT message within a transaction. JMS messages are PERSISTENT by default. A *transaction* is a unit of work into which you can group a series of operations, such as message sends and receives, so that the operations either all succeed or all fail. For details, [see Section 5.1.2 on page 64](#_bookmark139) and [Section 5.2.2 on page 70.](#_bookmark158)

The most reliable way to consume a message is to do so within a transaction, either from a nontemporary queue—in the PTP messaging domain—or from a durable subscription—in the pub/sub messaging domain. For details, see [Section 5.1.5 on page 66,](#_bookmark147) [Section 5.2.1 on page 67,](#_bookmark152) and [Section 5.2.2 on page 70.](#_bookmark158) For other applications, a lower level of reliability can reduce overhead and improve performance. You can send messages with varying priority levels—see [Section 5.1.3 on page](#_bookmark143) 65—and you can set them to expire after a certain length of

[time (see Section 5.1.4 on page](#_bookmark145) 65).

The JMS API provides several ways to achieve various kinds and degrees of reliability. This chapter divides them into two categories:

* Basic reliability mechanisms
* Advanced reliability mechanisms
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The following sections describe these features as they apply to JMS clients. Some of the features work differently in J2EE applications; in these cases, the dif- ferences are noted here and are e[xplained in detail in Chapter](#_bookmark162) 6.

### Using Basic Reliability Mechanisms

The basic mechanisms for achieving or affecting reliable message delivery are as follows:

* + - **Controlling message acknowledgment.** You can specify various levels of control over message acknowledgment.
    - **Specifying message persistence.** You can specify that messages are persis- tent, meaning that they must not be lost in the event of a provider failure.
    - **Setting message priority levels.** You can set various priority levels for mes- sages, which can affect the order in which the messages are delivered.
    - **Allowing messages to expire.** You can specify an expiration time for mes- sages, so that they will not be delivered if they are obsolete.
    - **Creating temporary destinations.** You can create temporary destinations that last only for the duration of the connection in which they are created.

#### Controlling Message Acknowledgment

Until a JMS message has been acknowledged, it is not considered to be successfully consumed. The successful consumption of a message ordinarily takes place in three stages.

* + - 1. The client receives the message.
      2. The client processes the message.
      3. The message is acknowledged. Acknowledgment is initiated either by the JMS provider or by the client, depending on the session acknowledgment mode.

In transacted sessions (see [Section 5.2.2 on page](#_bookmark158) 70), acknowledgment happens automatically when a transaction is committed. If a transaction is rolled back, all consumed messages are redelivered.

In nontransacted sessions, when and how a message is acknowledged depends on the value specified as the second argument of the createQueueSession or createTopicSession method. The three possible argument values are:

* + - * + Session.AUTO\_ACKNOWLEDGE. The session automatically acknowledges a cli- ent’s receipt of a message either when the client has successfully returned from a call to receive or when the MessageListener it has called to process the message returns successfully. A synchronous receive in an AUTO\_ACKNOWLEDGE session is the one exception to the rule that message con- sumption is a three-stage process. In this case, the receipt and acknowledg- ment take place in one step, followed by the processing of the message.
        + Session.CLIENT\_ACKNOWLEDGE. A client acknowledges a message by calling the message’s acknowledge method. In this mode, acknowledgment takes place on the session level: Acknowledging a consumed message automati- cally acknowledges the receipt of all messages that have been consumed by its session. For example, if a message consumer consumes ten messages and then acknowledges the fifth message delivered, all ten messages are acknowledged.
        + Session.DUPS\_OK\_ACKNOWLEDGE. This option instructs the session to lazily ac- knowledge the delivery of messages. This is likely to result in the delivery of some duplicate messages if the JMS provider fails, so it should be used only by consumers that can tolerate duplicate messages. (If it redelivers a message, the JMS provider must set the value of the JMSRedelivered message header to true.) This option can reduce session overhead by minimizing the work the session does to prevent duplicates.

If messages have been received but not acknowledged when a QueueSession terminates, the JMS provider retains them and redelivers them when a consumer next accesses the queue. The provider also retains unacknowledged messages for a terminated TopicSession with a durable TopicSubscriber. (See [Section 5.2.1](#_bookmark152) [on page](#_bookmark152) 67.) Unacknowledged messages for a nondurable TopicSubscriber are dropped when the session is closed.

If you use a queue or a durable subscription, you can use the Session.recover method to stop a nontransacted session and restart it with its first unacknowledged message. In effect, the session’s series of delivered mes- sages is reset to the point after its last acknowledged message. The messages it now delivers may be different from those that were originally delivered, if

messages have expired or higher-priority messages have arrived. For a nondurable TopicSubscriber, the provider may drop unacknowledged messages when its session is recovered.

The sample program in [Section A.3 on page 250](#_bookmark451) demonstrates two ways to ensure that a message will not be acknowledged until processing of the message is complete.

#### Specifying Message Persistence

The JMS API supports two delivery modes for messages to specify whether mes- sages are lost if the JMS provider fails. These delivery modes are fields of the DeliveryMode interface.

* The PERSISTENT delivery mode, which is the default, instructs the JMS pro- vider to take extra care to ensure that a message is not lost in transit in case of a JMS provider failure. A message sent with this delivery mode is logged to stable storage when it is sent.
* The NON\_PERSISTENT delivery mode does not require the JMS provider to store the message or otherwise guarantee that it is not lost if the provider fails.

You can specify the delivery mode in either of two ways.

* You can use the setDeliveryMode method of the MessageProducer inter- face—the parent of the QueueSender and the TopicPublisher interfaces—to set the delivery mode for all messages sent by that producer.
* You can use the long form of the send or the publish method to set the deliv- ery mode for a specific message. The second argument sets the delivery mode. For example, the following publish call sets the delivery mode for

message to NON\_PERSISTENT:

topicPublisher.publish(message, DeliveryMode.NON\_PERSISTENT, 3,

10000);

The third and fourth arguments set the priority level and expiration time, which are described in the next two subsections.

If you do not specify a delivery mode, the default is PERSISTENT. Using the

NON\_PERSISTENT delivery mode may improve performance and reduce storage

overhead, but you should use it only if your application can afford to miss messages.

#### Setting Message Priority Levels

You can use message priority levels to instruct the JMS provider to deliver urgent messages first. You can set the priority level in either of two ways.

* You can use the setPriority method of the MessageProducer interface to set the priority level for all messages sent by that producer.
* You can use the long form of the send or the publish method to set the prior- ity level for a specific message. The third argument sets the priority level. For example, the following publish call sets the priority level for message to 3:

topicPublisher.publish(message, DeliveryMode.NON\_PERSISTENT, 3,

10000);

The ten levels of priority range from 0 (lowest) to 9 (highest). If you do not specify a priority level, the default level is 4. A JMS provider tries to deliver higher-priority messages before lower-priority ones but does not have to deliver messages in exact order of priority.

#### Allowing Messages to Expire

By default, a message never expires. If a message will become obsolete after a certain period, however, you may want to set an expiration time. You can do this in either of two ways.

* You can use the setTimeToLive method of the MessageProducer interface to set a default expiration time for all messages sent by that producer.
* You can use the long form of the send or the publish method to set an expira- tion time for a specific message. The fourth argument sets the expiration time in milliseconds. For example, the following publish call sets a time to live of 10 seconds:

topicPublisher.publish(message, DeliveryMode.NON\_PERSISTENT, 3,

10000);

If the specified *timeToLive* value is 0, the message never expires.

When the message is published, the specified *timeToLive* is added to the current time to give the expiration time. Any message not delivered before the specified expiration time is destroyed. The destruction of obsolete messages con- serves storage and computing resources.

#### Creating Temporary Destinations

Normally, you create JMS destinations—queues and topics—administratively rather than programmatically. Your JMS or J2EE provider includes a tool that you use to create and to remove destinations, and it is common for destinations to be long lasting.

The JMS API also enables you to create destinations—TemporaryQueue and TemporaryTopic objects—that last only for the duration of the connection in which they are created. You create these destinations dynamically, using the

QueueSession.createTemporaryQueue and the TopicSession.createTemporary- Topic methods.

The only message consumers that can consume from a temporary destination are those created by the same connection that created the destination. Any message producer can send to the temporary destination. If you close the connec- tion that a temporary destination belongs to, the destination is closed and its con- tents lost.

You can use temporary destinations to implement a simple request/reply mechanism. If you create a temporary destination and specify it as the value of the JMSReplyTo message header field when you send a message, the consumer of the message can use the value of the JMSReplyTo field as the destination to which it sends a reply and can also reference the original request by setting the JMSCorrelationID header field of the reply message to the value of the JMSMessageID header field of the request. For e[xamples, see Chapters 9](#_bookmark313) and [10.](#_bookmark381)

### Using Advanced Reliability Mechanisms

The more advanced mechanisms for achieving reliable message delivery are the following:

* + - **Creating durable subscriptions.** You can create durable topic subscriptions, which receive messages published while the subscriber is not active. Durable

subscriptions offer the reliability of queues to the publish/subscribe message domain.

* + - * **Using local transactions.** You can use local transactions, which allow you to group a series of sends and receives into an atomic unit of work. Transactions are rolled back if they fail at any time.

#### Creating Durable Subscriptions

To make sure that a pub/sub application receives all published messages, use PERSISTENT delivery mode for the publishers. In addition, use durable subscriptions for the subscribers.

The TopicSession.createSubscriber method creates a nondurable sub- scriber. A nondurable subscriber can receive only messages that are published while it is active.

At the cost of higher overhead, you can use the TopicSession.create- DurableSubscriber method to create a durable subscriber. A durable subscription can have only one active subscriber at a time.

A durable subscriber registers a durable subscription with a unique identity that is retained by the JMS provider. Subsequent subscriber objects with the same identity resume the subscription in the state in which it was left by the previous subscriber. If a durable subscription has no active subscriber, the JMS provider retains the subscription’s messages until they are received by the subscription or until they expire.

You establish the unique identity of a durable subscriber by setting the following:

* + - * A client ID for the connection
      * A topic and a subscription name for the subscriber

You set the client ID administratively for a client-specific connection factory using the j2eeadmin command. For example:

j2eeadmin -addJmsFactory MY\_CON\_FAC topic -props clientID=MyID

After using this connection factory to create the connection and the session, you call the createDurableSubscriber method with two arguments—the topic and a string that specifies the name of the subscription:

String subName = "MySub"; TopicSubscriber topicSubscriber =

topicSession.createDurableSubscriber(myTopic, subName);

The subscriber becomes active after you start the TopicConnection. Later on, you might close the TopicSubscriber:

topicSubscriber.close();

The JMS provider stores the messages published to the topic, as it would store messages sent to a queue. If the program or another application calls create- DurableSubscriber with the same connection factory and its client ID, the same topic, and the same subscription name, the subscription is reactivated, and the JMS provider delivers the messages that were published while the subscriber was inactive.

To delete a durable subscription, first close the subscriber, and then use the

unsubscribe method, with the subscription name as the argument:

topicSubscriber.close(); topicSession.unsubscribe("MySub");

The unsubscribe method deletes the state that the provider maintains for the subscriber.

Figures [5.1](#_bookmark156) and [5.2](#_bookmark157) show the difference between a nondurable and a durable subscriber. With an ordinary, nondurable, subscriber, the subscriber and the sub- scription are coterminous and, in effect, identical. When a subscriber is closed, the subscription ends as well. Here, create stands for a call to TopicSession.create- Subscriber, and close stands for a call to TopicSubscriber.close. Any messages published to the topic between the time of the first close and the time of the second create are not consumed by the subscriber. In [Figure 5.1,](#_bookmark156) the subscriber consumes messages M1, M2, M5, and M6, but messages M3 and M4 are lost.
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**Figure 5.1** Nondurable Subscribers and Subscriptions

With a durable subscriber, the subscriber can be closed and recreated, but the subscription continues to exist and to hold messages until the application calls the

unsubscribe method. In [Figure 5.2,](#_bookmark157) create stands for a call to TopicSes- sion.createDurableSubscriber, close stands for a call to TopicSub- scriber.close, and unsubscribe stands for a call to TopicSession.unsubscribe.

Messages published while the subscriber is closed are received when the sub- scriber is created again. So even though messages M2, M4, and M5 arrive while the subscriber is closed, they are not lost.
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**Figure 5.2** A Durable Subscriber and Subscription

See [Chapter 8](#_bookmark254) for an example of a J2EE application that uses durable sub- scriptions. See [Section A.1 on page 215](#_bookmark444) for an example of a client application that uses durable subscriptions.

#### Using JMS API Local Transactions

You can group a series of operations together into an atomic unit of work called a transaction. If any one of the operations fails, the transaction can be rolled back, and the operations can be attempted again from the beginning. If all the operations suc- ceed, the transaction can be committed.

In a JMS client, you can use local transactions to group message sends and receives. The JMS API Session interface provides commit and rollback methods that you can use in a JMS client. A transaction commit means that all produced messages are sent and all consumed messages are acknowledged. A transaction rollback means that all produced messages are destroyed and all consumed mes- sages are recovered and redelivered unless they have expired (see [Section 5.1.4 on](#_bookmark145) [page](#_bookmark145) 65).

A transacted session is always involved in a transaction. As soon as the commit or the rollback method is called, one transaction ends and another trans- action begins. Closing a transacted session rolls back its transaction in progress, including any pending sends and receives.

In an Enterprise JavaBeans component, you cannot use the Session.commit and Session.rollback methods. Instead, you use distributed transactions, which [are described in Chapter](#_bookmark162) 6.

You can combine several sends and receives in a single JMS API local trans- action. If you do so, you need to be careful about the order of the operations. You will have no problems if the transaction consists of all sends or all receives or if the receives come before the sends. But if you try to use a request-reply mecha- nism, whereby you send a message and then try to receive a reply to the sent message in the same transaction, the program will hang, because the send cannot take place until the transaction is committed. Because a message sent during a transaction is not actually sent until the transaction is committed, the transaction cannot contain any receives that depend on that message’s having been sent.

It is also important to note that the production and the consumption of a message cannot both be part of the same transaction. The reason is that the trans- actions take place between the clients and the JMS provider, which intervenes between the production and the consumption of the message. [Figure 5.3](#_bookmark161) illustrates this interaction.
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**Figure 5.3** Using JMS API Local Transactions

The sending of one or more messages to a queue by Client 1 can form a single transaction, because it forms a single set of interactions with the JMS provider. Similarly, the receiving of one or more messages from the queue by Client 2 also forms a single transaction. But because the two clients have no direct interaction, no transactions take place between them. Another way of putting this is that the act of producing and/or consuming messages in a session can be transactional, but the act of producing and consuming a specific message across different sessions cannot be transactional.

This is the fundamental difference between messaging and synchronized pro- cessing. Instead of tightly coupling the sending and receiving of data, message producers and consumers use an alternative approach to reliability, one that is built on a JMS provider’s ability to supply a once-and-only-once message delivery guarantee.

When you create a session, you specify whether it is transacted. The first argument to the createQueueSession and the createTopicSession methods is a boolean value. A value of true means that the session is transacted; a value of false means that it is not transacted. The second argument to these methods is the acknowledgment mode, which is relevant only to nontransacted sessions (see [Section 5.1.1 on page](#_bookmark132) 62). If the session is transacted, the second argument is ignored, so it is a good idea to specify 0 to make the meaning of your code clear. For example:

topicSession = topicConnection.createTopicSession(true, 0);

Because the commit and the rollback methods for local transactions are asso- ciated with the session, you cannot combine queue and topic operations in a single transaction. For example, you cannot receive a message from a queue and then publish a related message to a topic in the same transaction, because the Queue- Receiver and the TopicPublisher are associated with a QueueSession and a

TopicSession, respectively. You can, however, receive from one queue and send to another queue in the same transaction, assuming that you use the same Queue- Session to create the QueueReceiver and the QueueSender. You can pass a client program’s session to a message listener’s constructor function and use it to create a message producer, so that you can use the same session for receives and sends in asynchronous message consumers. For an example of the use of JMS API local [transactions, see Section A.2 on page 225.](#_bookmark447)

C H A P T E R 6

Using the JMS API in a J2EE

Application

**T**HIS chapter describes the ways in which using the JMS API in a J2EE applica- tion differs from using it in a standalone client application:

* + - * Using enterprise beans to produce and to synchronously receive messages
      * Using message-driven beans to receive messages asynchronously
      * Managing distributed transactions
      * Using application clients and Web components

This chapter assumes that you have some knowledge of the J2EE platform and J2EE components. If you have not already done so, you may wish to read the J2EE Tutorial (<http://java.sun.com/j2ee/tutorial/)> or the Java 2 Platform, Enterprise Edition Specification, v1.3 (available from <http://java.sun.com/> j2ee/download.html).

### Using Enterprise Beans to Produce and to Synchronously Receive Messages

A J2EE application that produces messages or synchronously receives them may use any kind of enterprise bean to perform these operations. The example in [Chapter 8](#_bookmark254) uses a stateless session bean to publish messages to a topic.

Because a blocking synchronous receive ties up server resources, it is not a good programming practice to use such a receive call in an enterprise bean.
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Instead, use a timed synchronous receive, or use a message-driven bean to receive messages asynchronously. For details about blocking and timed synchronous receiv[es, see Section 4.2.1 on page 35.](#_bookmark89)

Using the JMS API in a J2EE application is in many ways similar to using it in a standalone client. The main differences are in administered objects, resource management, and transactions.

#### Administered Objects

The Platform Specification recommends that you use java:comp/env/jms as the environment subcontext for Java Naming and Directory Interface (JNDI) API lookups of connection factories and destinations. With the J2EE SDK 1.3.1, you use the Application Deployment Tool, commonly known as the deploytool, to specify JNDI API names that correspond to those in your source code.

Instead of looking up a JMS API connection factory or destination each time it is used in a method, it is recommended that you look up these instances once in the enterprise bean’s ejbCreate method and cache them for the lifetime of the enterprise bean.

#### Resource Management

A JMS API resource is a JMS API connection or a JMS API session. In general, it is important to release JMS resources when they are no longer being used. Here are some useful practices to follow.

* + - * If you wish to maintain a JMS API resource only for the life span of a busi- ness method, it is a good idea to close the resource in a finally block within the method.
      * If you would like to maintain a JMS API resource for the life span of an enter- prise bean instance, it is a good idea to use the component’s ejbCreate method to create the resource and to use the component’s ejbRemove method to close the resource. If you use a stateful session bean or an entity bean and you wish to maintain the JMS API resource in a cached state, you must close the resource in the ejbPassivate method and set its value to null, and you must create it again in the ejbActivate method.

#### Transactions

Instead of using local transactions, you use the deploytool to specify container- managed transactions for bean methods that perform sends and receives, allowing the EJB container to handle transaction demarcation. (You can use bean-managed transactions and the javax.transaction.UserTransaction interface’s transaction demarcation methods, but you should do so only if your application has special requirements and you are an expert in using transactions. Usually, container- managed transactions produce the most efficient and correct behavior.)

### Using Message-Driven Beans

As we noted in [Section 1.4 on page 12,](#_bookmark9) the J2EE platform supports a new kind of enterprise bean, the message-driven bean, which allows J2EE applications to process JMS messages asynchronously. Session beans and entity beans allow you to send messages and to receive them synchronously but not asynchronously.

A message-driven bean is a message listener that can reliably consume mes- sages from a queue or a durable subscription. The messages may be sent by any J2EE component—from an application client, another enterprise bean, or a Web component—or from an application or a system that does not use J2EE technology.

Like a message listener in a standalone JMS client, a message-driven bean contains an onMessage method that is called automatically when a message arrives. Like a message listener, a message-driven bean class may implement helper methods invoked by the onMessage method to aid in message processing.

A message-driven bean differs from a standalone client’s message listener in five ways, however.

* + - The EJB container automatically performs several setup tasks that a stand- alone client has to do:

Creating a message consumer (a QueueReceiver or a TopicSubscriber) to receive the messages. You associate the message-driven bean with a desti- nation and a connection factory at deployment time. If you want to specify a durable subscription or use a message selector, you do this at deployment time also.

Registering the message listener. (You must not call setMessageListener.)

Specifying a message acknowledgment mode. (F[or details, see Section 6.3](#_bookmark181) [on page](#_bookmark181) 77.)

* Your bean class must implement the javax.ejb.MessageDrivenBean and the

javax.jms.MessageListener interfaces.

* Your bean class must implement the ejbCreate method in addition to the

onMessage method. The method has the following signature:

public void ejbCreate() {}

If your message-driven bean produces messages or does synchronous receives from another destination, you use its ejbCreate method to look up JMS API connection factories and destinations and to create the JMS API connection.

* Your bean class must implement an ejbRemove method. The method has the following signature:

public void ejbRemove() {}

If you used the message-driven bean’s ejbCreate method to create the JMS API connection, you ordinarily use the ejbRemove method to close the connection.

* Your bean class must implement the setMessageDrivenContext method. A MessageDrivenContext object provides some additional methods that you can use for transaction management. The method has the following signature:

public void setMessageDrivenContext(MessageDrivenContext mdc) {}

See [Section 7.1.2 on page 85](#_bookmark200) for a simple example of a message-driven bean.

The main difference between a message-driven bean and other enterprise beans is that a message-driven bean has no home or remote interface. Rather, it has only a bean class.

A message-driven bean is similar in some ways to a stateless session bean: its instances are relatively short-lived and retain no state for a specific client. The instance variables of the message-driven bean instance can contain some state across the handling of client messages: for example, a JMS API connection, an open database connection, or an object reference to an enterprise bean object.

Like a stateless session bean, a message-driven bean can have many inter- changeable instances running at the same time. The container can pool these

instances to allow streams of messages to be processed concurrently. Concurrency can affect the order in which messages are delivered, so you should write your application to handle messages that arrive out of sequence.

To create a new instance of a message-driven bean, the container instantiates the bean and then

1. Calls the setMessageDrivenContext method to pass the context object to the instance
2. Calls the instance’s ejbCreate method

[Figure 6.1](#_bookmark180) shows the life cycle of a message-driven bean.
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**Figure 6.1** Life Cycle of a Message-Driven Bean

### Managing Distributed Transactions

JMS client applications use JMS API local transactions, described in [Section 5.2.2](#_bookmark159) [on page 70,](#_bookmark159) which allow the grouping of sends and receives within a specific JMS session. J2EE applications commonly use distributed transactions in order to ensure the integrity of accesses to external resources. For example, distributed transactions allow multiple applications to perform atomic updates on the same database, and they allow a single application to perform atomic updates on multiple databases.

In a J2EE application that uses the JMS API, you can use transactions to combine message sends or receives with database updates and other resource manager operations. You can access resources from multiple application

components within a single transaction. For example, a servlet may start a transac- tion, access multiple databases, invoke an enterprise bean that sends a JMS mes- sage, invoke another enterprise bean that modifies an EIS system using the Connector architecture, and finally commit the transaction. Your application cannot, however, both send a JMS message and receive a reply to it within the same transaction; the restriction described in [Section 5.2.2 on page 70](#_bookmark159) still applies.

Distributed transactions can be either of two kinds:

* **Container-managed transactions.** The EJB container controls the integrity of your transactions without your having to call commit or rollback. Container-managed transactions are recommended for J2EE applications that use the JMS API. You can specify appropriate transaction attributes for your enterprise bean methods.

Use the Required transaction attribute to ensure that a method is always part of a transaction. If a transaction is in progress when the method is called, the method will be part of that transaction; if not, a new transaction will be started before the method is called and will be committed when the method returns.

* **Bean-managed transactions.** You can use these in conjunction with the javax.transaction.UserTransaction interface, which provides its own commit and rollback methods that you can use to delimit transaction boundaries.

You can use either container-managed transactions or bean-managed transactions with message-driven beans.

To ensure that all messages are received and handled within the context of a transaction, use container-managed transactions and specify the Required transac- tion attribute for the onMessage method. This means that a new transaction will be started before the method is called and will be committed when the method returns. An onMessage call is always a separate transaction, because there is never a transaction in progress when the method is called.

When you use container-managed transactions, you can call the following

MessageDrivenContext methods:

* + setRollbackOnly. Use this method for error handling. If an exception occurs, setRollbackOnly marks the current transaction so that the only possible out- come of the transaction is a rollback.
  + getRollbackOnly. Use this method to test whether the current transaction has been marked for rollback.

If you use bean-managed transactions, the delivery of a message to the onMessage method takes place outside of the distributed transaction context. The transaction begins when you call the UserTransaction.begin method within the onMessage method and ends when you call UserTransaction.commit. If you call UserTransaction.rollback, the message is not redelivered, whereas calling set- RollbackOnly for container-managed transactions does cause a message to be redelivered.

Neither the JMS API Specification nor the Enterprise JavaBeans Specification (available from <http://java.sun.com/products/ejb/)> specifies how to handle calls to JMS API methods outside transaction boundaries. The Enterprise JavaBeans Specification does state that the EJB container is responsible for acknowledging a message that is successfully processed by the onMessage method of a message-driven bean that uses bean-managed transactions. Using bean- managed transactions allows you to process the message by using more than one transaction or to have some parts of the message processing take place outside a transaction context. In most cases, however, container-managed transactions provide greater reliability and are therefore preferable.

When you create a session in an enterprise bean, the container ignores the arguments you specify, because it manages all transactional properties for enter- prise beans. It is still a good idea to specify arguments of true and 0 to the createQueueSession or the createTopicSession method to make this situation clear:

queueSession = queueConnection.createQueueSession(true, 0);

When you use container-managed transactions, you usually specify the

Required transaction attribute for your enterprise bean’s business methods.

You do not specify a message acknowledgment mode when you create a message-driven bean that uses container-managed transactions. The container acknowledges the message automatically when it commits the transaction.

If a message-driven bean uses bean-managed transactions, the message receipt cannot be part of the bean-managed transaction, so the container acknowl- edges the message outside of the transaction. When you package a message- driven bean using the deploytool, the Message-Driven Bean Settings dialog box allows you to specify the acknowledgment mode, which can be either

AUTO\_ACKNOWLEDGE (the default) or DUPS\_OK\_ACKNOWLEDGE.

If the onMessage method throws a RuntimeException, the container does not acknowledge processing the message. In that case, the JMS provider will redeliver the unacknowledged message in the future.

### Using the JMS API with Application Clients and Web Components

An application client can use the JMS API in much the same way a standalone client program does. It can produce messages, and it can consume messages by using either synchronous receives or message listeners. See [Chapter 7](#_bookmark190) for an example of an application client that produces messages; see Chapters [9](#_bookmark313) and [10](#_bookmark381) for examples of using application clients to produce and to consume messages.

The J2EE Platform Specification does not define how Web components implement a JMS provider. In the J2EE SDK 1.3.1, a Web component—one that uses either the Java Servlet API or JavaServerPages™ (JSP™) technology—may send messages and consume them synchronously but may not consume them asynchronously.

Because a blocking synchronous receive ties up server resources, it is not a good programming practice to use such a receive call in a Web component. Instead, use a timed synchronous receive. For details about blocking and timed synchronous receiv[es, see Section 4.2.1 on page 35.](#_bookmark89)

C H A P T E R 7

A Simple J2EE Application that Uses the JMS API

**T**HIS chapter explains how to write, compile, package, deploy, and run a simple J2EE application that uses the JMS API. The application in this chapter uses the fol- lowing components:

* + - An application client that sends several messages to a queue
    - A message-driven bean that asynchronously receives and processes the messages

The chapter covers the following topics:

* + - Writing and compiling the application components
    - Creating and packaging the application
    - Deploying and running the application

If you downloaded the tutorial examples as described in the preface, you will find the source code files for this chapter in jms\_tutorial/examples/client\_mdb (on UNIX systems) or jms\_tutorial\examples\client\_mdb (on Microsoft Windows systems). The directory ear\_files in the examples directory contains a built application called SampleMDBApp.ear. If you run into difficulty at any time, you can open this file in the deploytool and compare that file to your own version.
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### Writing and Compiling the Application Components

The first and simplest application contains the following components:

* + - An application client that sends several messages to a queue
    - A message-driven bean that asynchronously receives and processes the messages

[Figure 7.1](#_bookmark195) illustrates the structure of this application.
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**Figure 7.1** A Simple J2EE Application: Client to Message-Driven Bean

The application client sends messages to the queue, which is created adminis- tratively, using the j2eeadmin command. The JMS provider—in this case, the J2EE server—delivers the messages to the message-driven bean instances, which then process the messages.

Writing and compiling the components of this application involve

* + - Coding the application client
    - Coding the message-driven bean
    - Compiling the source files
    1. **Coding the Application Client:** **SimpleClient.java**

The application client class, SimpleClient.java, is almost identical to Simple- QueueSender.java in [Section 4.2.1.1 on page 37.](#_bookmark90) The only significant differences are as follows.

* + - * You do not specify the queue name on the command line. Instead, the client obtains the queue name through a Java Naming and Directory Interface (JNDI) API lookup.
      * You do not specify the number of messages on the command line; the number of messages is set at 3 for simplicity, and no end-of-messages message is sent.
      * The JNDI API lookup uses the java:/comp/env/jms naming context.

import javax.jms.\*; import javax.naming.\*;

/\*\*

\* The SimpleClient class sends several messages to a queue.

\*/

public class SimpleClient {

/\*\*

\* Main method.

\*/

public static void main(String[] args) { Context jndiContext = null;

QueueConnectionFactory queueConnectionFactory = null; QueueConnection queueConnection = null; QueueSession queueSession = null;

Queue queue = null;

QueueSender queueSender = null;

TextMessage message = null;

final int NUM\_MSGS = 3;

/\*

\* Create a JNDI API InitialContext object.

\*/

try {

jndiContext = new InitialContext();

} catch (NamingException e) { System.out.println("Could not create JNDI API " +

"context: " + e.toString()); System.exit(1);

}

/\*

* Look up connection factory and queue. If either does
* not exist, exit.

\*/ try {

queueConnectionFactory = (QueueConnectionFactory) jndiContext.lookup("java:comp/env/jms/MyQueueConnectionFactory");

queue = (Queue) jndiContext.lookup("java:comp/env/jms/QueueName");

} catch (NamingException e) { System.out.println("JNDI API lookup failed: " +

e.toString()); System.exit(1);

}

/\*

* Create connection.
* Create session from connection; false means session is
* not transacted.
* Create sender and text message.
* Send messages, varying text slightly.
* Finally, close connection.

\*/ try {

queueConnection = queueConnectionFactory.createQueueConnection();

queueSession = queueConnection.createQueueSession(false,

Session.AUTO\_ACKNOWLEDGE);

queueSender = queueSession.createSender(queue); message = queueSession.createTextMessage();

for (int i = 0; i < NUM\_MSGS; i++) { message.setText("This is message " + (i + 1)); System.out.println("Sending message: " +

message.getText()); queueSender.send(message);

}

} catch (JMSException e) { System.out.println("Exception occurred: " +

e.toString());

} finally {

if (queueConnection != null) { try {

queueConnection.close();

} catch (JMSException e) {}

}

System.exit(0);

}

}

}

**Code Example 7.1** SimpleClient.java

* + 1. **Coding the Message-Driven Bean:** **MessageBean.java**

The message-driven bean class, MessageBean.java, implements the methods set- MessageDrivenContext, ejbCreate, onMessage, and ejbRemove. The onMessage

method, almost identical to that of TextListener.java in [Section 4.3.1.3 on](#_bookmark109) [page 53,](#_bookmark109) casts the incoming message to a TextMessage and displays the text. The only significant difference is that it calls the MessageDrivenContext.setRollback- Only method in case of an exception. This method rolls back the transaction so that the message will be redelivered.

import javax.ejb.\*; import javax.naming.\*; import javax.jms.\*;

/\*\*

* The MessageBean class is a message-driven bean. It implements
* the javax.ejb.MessageDrivenBean and javax.jms.MessageListener
* interfaces. It is defined as public (but not final or
* abstract). It defines a constructor and the methods
* setMessageDrivenContext, ejbCreate, onMessage, and
* ejbRemove.

\*/

public class MessageBean implements MessageDrivenBean, MessageListener {

private transient MessageDrivenContext mdc = null; private Context context;

/\*\*

\* Constructor, which is public and takes no arguments.

\*/

public MessageBean() {

System.out.println("In MessageBean.MessageBean()");

}

/\*\*

* setMessageDrivenContext method, declared as public (but
* not final or static), with a return type of void, and
* with one argument of type javax.ejb.MessageDrivenContext.

\*

* @param mdc the context to set

\*/

public void setMessageDrivenContext(MessageDrivenContext mdc)

{

System.out.println("In " + "MessageBean.setMessageDrivenContext()");

this.mdc = mdc;

}

/\*\*

* ejbCreate method, declared as public (but not final or
* static), with a return type of void, and with no
* arguments.

\*/

public void ejbCreate() {

System.out.println("In MessageBean.ejbCreate()");

}

/\*\*

* + onMessage method, declared as public (but not final or
  + static), with a return type of void, and with one argument
  + of type javax.jms.Message.

\*

* + Casts the incoming Message to a TextMessage and displays
  + the text.

\*

* + @param inMessage the incoming message

\*/

public void onMessage(Message inMessage) { TextMessage msg = null;

try {

if (inMessage instanceof TextMessage) { msg = (TextMessage) inMessage;

System.out.println("MESSAGE BEAN: Message " + "received: " + msg.getText());

} else {

System.out.println("Message of wrong type: " + inMessage.getClass().getName());

}

} catch (JMSException e) { System.err.println("MessageBean.onMessage: " +

"JMSException: " + e.toString()); mdc.setRollbackOnly();

} catch (Throwable te) { System.err.println("MessageBean.onMessage: " +

"Exception: " + te.toString());

}

}

/\*\*

* ejbRemove method, declared as public (but not final or
* static), with a return type of void, and with no
* arguments.

\*/

public void ejbRemove() {

System.out.println("In MessageBean.remove()");

}

}

**Code Example 7.2** MessageBean.java

#### Compiling the Source Files

To compile the files in the application, go to the client\_mdb directory and do the following.

1. Make sure that you have set the environment variables shown in [Table 4.1 on page 34:](#_bookmark84) JAVA\_HOME, J2EE\_HOME, CLASSPATH, and PATH.
2. At a command line prompt, compile the source files:

javac \*.java

### Creating and Packaging the Application

Creating and packaging this application involve several steps:

1. Starting the J2EE server and the Application Deployment Tool
2. Creating a queue
3. Creating the J2EE application
4. Packaging the application client
5. Packaging the message-driven bean
6. Checking the JNDI API names (“JNDI names”)

#### Starting the J2EE Server and the Deploytool

Before you can create and package the application, you must start the J2EE server and the deploytool. Follow these steps.

* + - 1. At the command line prompt, start the J2EE server:

j2ee -verbose

Wait until the server displays the message “J2EE server startup complete.” (To stop the server, type j2ee -stop.)

* + - 1. At another command line prompt, start the deploytool:

deploytool

(To access the tool’s context-sensitive help, press F1.)

#### Creating a Queue

In [Section 4.2.4 on page 43,](#_bookmark98) you used the j2eeadmin command to create a queue. This time, you will create it by using the deploytool, as follows.

* + - 1. In the deploytool, select the Tools menu.
      2. From the Tools menu, choose Server Configuration.
      3. Under the JMS folder, select Destinations.
      4. In the JMS Queue Destinations area, click Add.
      5. In the text field, enter jms/MyQueue. (We will observe the J2EE convention of placing the queue in the jms namespace.)
      6. Click OK.
      7. Verify that the queue was created:

j2eeadmin -listJmsDestination

#### Creating the J2EE Application

Create a new J2EE application called MDBApp and store it in the file named

MDBApp.ear. Follow these steps.

* + - 1. In the deploytool, select the File menu.
      2. From the File menu, choose New Application.
      3. Click Browse next to the Application File Name field and use the file chooser to locate the directory client\_mdb.
      4. In the File Name field, enter MDBApp.
      5. Click New Application.
      6. Click OK.

A diamond icon labeled MDBApp appears in the tree view on the left side of the deploytool window. The full path name of MDBApp.ear appears in the General tabbed pane on the right side.

#### Packaging the Application Client

In this section, you will run the New Application Client Wizard of the deploytool to package the application client. The New Application Client Wizard does the following:

* + - Identifies the application toward which the client is targeted
    - Identifies the main class for the application client
    - Identifies the queue and the connection factory referenced by the application client

To start the New Application Client Wizard, follow these steps.

* + - 1. In the tree view, select MDBApp.
      2. From the File menu, choose New Application Client. The wizard displays a series of dialog boxes.
      3. **Introduction Dialog Box**
         1. Read this explanatory text for an overview of the wizard’s features.
         2. Click Next.
      4. **JAR File Contents Dialog Box**
         1. In the combo box labeled Create Archive Within Application, select MDBApp.
         2. Click the Edit button next to the Contents text area.
         3. In the dialog box Edit Contents of <Application Client>, choose the client\_mdb directory. If the directory is not already in the Starting Directory field, type it in the field, or locate it by browsing through the Available Files tree.
         4. Select SimpleClient.class from the Available Files tree area and click Add.
         5. Click OK.
         6. Click Next.
      5. **General Dialog Box**
         1. Verify that the Main Class and the Display Name are both SimpleClient.
         2. In the Callback Handler Class combo box, verify that container-managed au- thentication is selected.
         3. Click Next.
      6. **Environment Entries Dialog Box**

Click Next.

* + - 1. **Enterprise Bean References Dialog Box**

Click Next.

* + - 1. **Resource References Dialog Box**

In this dialog box, you associate the JNDI API context name for the connection factory in the SimpleClient.java source file with the name of the Queue- ConnectionFactory. You also specify container authentication for the connection factory resource, defining the user name and the password that the user must enter in order to be able to create a connection. Follow these steps.

* + - * 1. Click Add.
        2. In the Coded Name field, enter jms/MyQueueConnectionFactory—the logical name referenced by SimpleClient.
        3. In the Type field, select javax.jms.QueueConnectionFactory.
        4. In the Authentication field, select Container.
        5. In the Sharable field, make sure that the checkbox is checked. This allows the container to optimize connections.
        6. In the JNDI Name field, enter jms/QueueConnectionFactory.
        7. In the User Name field, enter j2ee.
        8. In the Password field, enter j2ee.
        9. Click Next.
      1. **JMS Destination References Dialog Box**

In this dialog box, you associate the JNDI API context name for the queue in the SimpleClient.java source file with the name of the queue you created using j2eeadmin. Follow these steps.

* + - * 1. Click Add.
        2. In the Coded Name field, enter jms/QueueName—the logical name referenced by SimpleClient.
        3. In the Type field, select javax.jms.Queue.
        4. In the JNDI Name field, enter jms/MyQueue.
        5. Click Next.
      1. **Review Settings Dialog Box**
         1. Check the settings for the deployment descriptor.
         2. Click Finish.

#### Packaging the Message-Driven Bean

In this section, you will run the New Enterprise Bean Wizard of the deploytool to perform these tasks:

* Create the bean’s deployment descriptor
* Package the deployment descriptor and the bean class in an enterprise bean JAR file
* Insert the enterprise bean JAR file into the application’s MDBApp.ear file To start the New Enterprise Bean Wizard, follow these steps.
  + - 1. In the tree view, select MDBApp.
      2. From the File menu, choose New Enterprise Bean. The wizard displays a series of dialog boxes.
      3. **Introduction Dialog Box**

Click Next.

* + - 1. **EJB JAR Dialog Box**
         1. In the combo box labeled JAR File Location, verify that Create New JAR File in Application and MDBApp are selected.
         2. In the JAR Display Name field, verify that the name is Ejb1, the default dis- play name. Representing the enterprise bean JAR file that contains the bean, this name will be displayed in the tree view.
         3. Click the Edit button next to the Contents text area.
         4. In the dialog box Edit Contents of Ejb1, choose the client\_mdb directory. If the directory is not already in the Starting Directory field, type it in the field, or locate it by browsing through the Available Files tree.
         5. Select the MessageBean.class file from the Available Files tree area and click Add.
         6. Click OK.
         7. Click Next.
      2. **General Dialog Box**
         1. In the Bean Type combo box, select the Message-Driven radio button.
         2. Under Enterprise Bean Class, select MessageBean. The combo boxes for the local and remote interfaces are grayed out.
         3. In the Enterprise Bean Name field, enter MessageBean. This name will repre- sent the message-driven bean in the tree view. The display name does not have to be different from the bean class name.
         4. Click Next.
      3. **Transaction Management Dialog Box**

In this dialog box, you specify how transactions for the onMessage method should be handled. Although an ordinary enterprise bean has six possible transaction attributes, a message-driven bean has only two. (The others are meaningful only if there might be a preexisting transaction context, which doesn’t exist for a message- driven bean.) Follow these steps.

* + - * 1. Select the Container-Managed radio button.
        2. In the Transaction Attribute field opposite the onMessage method, verify that Required is selected.
        3. Click Next.
      1. **Message-Driven Bean Settings Dialog Box**

In this dialog box, you specify the deployment properties for the bean. Because you are using container-managed transactions, the Acknowledgment field is grayed out. Follow these steps.

* + - * 1. In the Destination Type combo box, select Queue.
        2. In the Destination field, select jms/MyQueue.
        3. In the Connection Factory field, select jms/QueueConnectionFactory.
        4. Click Next.
      1. **Environment Entries Dialog Box**

Click Next.

* + - 1. **Enterprise Bean References Dialog Box**

Click Next.

* + - 1. **Resource References Dialog Box**

Click Next. (You do not need to specify the connection factory for the message- driven bean, because it is not referred to in the message-driven bean code. You spec- ified the connection factory in the Message-Driven Bean Settings dialog box.)

* + - 1. **Resource Environment References Dialog Box**

Click Next. (You do not need to specify the queue name here, because it is not referred to in the message-driven bean code. You specified it in the Message-Driven Bean Settings dialog box.)

* + - 1. **Security Dialog Box**

Use the default Security Identity setting for a message-driven bean, Run As Speci- fied Role. Click Next.

* + - 1. **Review Settings Dialog Box**
         1. Check the settings for the deployment descriptor.
         2. Click Finish.

#### Checking the JNDI Names

Verify that the JNDI names for the application components are correct.

* + - You give the JNDI name of the destination—in this case, the queue—to the message-driven bean component.
    - You check to make sure that the context names for the connection factory and the destination are correctly matched to their JNDI names.
      1. In the tree view, select the MDBApp application.
      2. Select the JNDI Names tabbed pane.
      3. [Verify that the JNDI names appear as shown in Tables 7.1](#_bookmark223) and [7.2.](#_bookmark224)

#### Table 7.1: Application Pane

|  |  |  |
| --- | --- | --- |
| **Component Type** | **Component** | **JNDI Name** |
| EJB | MessageBean | jms/MyQueue |

**Table 7.2: References Pane**

|  |  |  |  |
| --- | --- | --- | --- |
| **Ref. Type** | **Referenced By** | **Reference Name** | **JNDI Name** |
| Resource | SimpleClient | jms/MyQueue- ConnectionFactory | jms/Queue- ConnectionFactory |
| Env Resource | SimpleClient | jms/QueueName | jms/MyQueue |

* 1. **Deploying and Running the Application**

Deploying and running this application involve several steps:

1. Looking at the deployment descriptor
2. Adding the server, if necessary
3. Deploying the application
4. Running the client
5. Undeploying the application
6. Removing the application and stopping the server

#### Looking at the Deployment Descriptor

As you package an application, the deploytool creates a deployment descriptor in accordance with the packaging choices you make. To see some of the JMS API- related elements of the enterprise bean deployment descriptor, follow these steps.

* + - 1. Select Ejb1 in the tree view.
      2. Choose Descriptor Viewer from the Tools menu.
      3. Select SimpleClient in the tree view and repeat step 2.

In the Deployment Descriptor Viewer window, click Save As if you want to save the contents as an XML file for future reference. [Table 7.3](#_bookmark228) describes the elements that are related to the JMS API.

#### Table 7.3: JMS API-Related Deployment Descriptor Elements

|  |  |
| --- | --- |
| **Element Name** | **Description** |
| <message-driven> | Declares a message-driven bean. |
| <message-selector> | Specifies the JMS API message selector to be used in determining which messages a message-driven bean is to receive. |
| <message-driven- destination> | Tells the Deployer whether a message-driven bean is intended for a queue or a topic, and if it is intended for a topic, whether the subscription is durable. Contains the element <destination-type> and optionally, for topics,  <subscription-durability>. |
| <destination-type> | Specifies the type of the JMS API destination (either javax.jms.Queue or javax.jms.Topic). In this case, the value is javax.jms.Queue. |

*(continued)*

#### Table 7.3: JMS API-Related Deployment Descriptor Elements (Cont.)

|  |  |
| --- | --- |
| **Element Name** | **Description** |
| <subscription- durability> | Optionally specifies whether a topic subscription is intended to be durable or nondurable. |
| <resource-env-ref> | Declares an enterprise bean’s reference to an adminis- tered object associated with a resource in the enterprise bean’s environment—in this case, a JMS API destination. Contains the elements <resource-env-ref-name> and  <resource-env-ref-type>. |
| <resource-env-ref- name> | Specifies the name of a resource environment reference; its value is the environment entry name used in the enter- prise bean code—in this case, jms/QueueName. |
| <resource-env-ref- type> | Specifies the type of a resource environment reference— in this case, javax.jms.Queue. |
| <resource-ref> | Contains a declaration of the enterprise bean’s reference to an external resource—in this case, a JMS API connec- tion factory. Contains the elements <res-ref-name>,  <res-type>, and <res-auth>. |
| <res-ref-name> | Specifies the name of a resource manager connection fac- tory reference—in this case, jms/MyQueueConnection- Factory. |
| <res-type> | Specifies the type of the data source—in this case,  javax.jms.QueueConnectionFactory. |
| <res-auth> | Specifies whether the enterprise bean code signs on pro- grammatically to the resource manager (Application) or whether the Container will sign on to the resource man- ager on behalf of the bean. In the latter case, the Con- tainer uses information that is supplied by the Deployer. |
| <res-sharing-scope> | Specifies whether connections obtained through the given resource manager connection factory reference can be shared. In this case, the value is Shareable. |

#### Adding the Server

Before you can deploy the application, you must make available to the deploytool the J2EE server you started in [Section 7.2.1 on page 89.](#_bookmark206) Because you started the J2EE server before you started the deploytool, the server, named localhost, proba- bly appears in the tree under Servers. If it does not, do the following.

* + - 1. From the File menu, choose Add Server.
      2. In the Add Server dialog box, enter localhost in the Server Name field.
      3. Click OK. A localhost node appears under Servers in the tree view.

#### Deploying the Application

You have now created an application that consists of an application client and a message-driven bean. To deploy the application, perform the following steps.

* + - 1. From the File menu, choose Save to save the application.
      2. From the Tools menu, choose Deploy.
      3. In the Introduction dialog box, verify that the Object to Deploy selection is

MDBApp and that the Target Server selection is localhost.

* + - 1. Click Next.
      2. In the JNDI Names dialog box, verify that the JNDI names are correct.
      3. Click Next.
      4. Click Finish.
      5. In the Deployment Progress dialog box, click OK when the “Deployment of MDBApp is complete” message appears.
      6. In the tree view, expand Servers and select localhost. Verify that MDBApp is deployed.

#### Running the Client

To run the client, you use the MDBApp.ear file that you created in [Section 7.2.3 on](#_bookmark211) [page 90.](#_bookmark211) Make sure that you are in the directory client\_mdb. Then perform the fol- lowing steps.

* + - 1. At the command line prompt, enter the following:

runclient -client MDBApp.ear -name SimpleClient

* + - 1. When the Login for user: dialog box appears, enter j2ee for the user name and

j2ee for the password.

* + - 1. Click OK.

The client program runs in the command window, generating output that looks like this:

Binding name:'java:comp/env/jms/QueueName'

Binding name:'java:comp/env/jms/MyQueueConnectionFactory'

Java(TM) Message Service 1.0.2 Reference Implementation (build b14) Sending message: This is message 1

Sending message: This is message 2 Sending message: This is message 3

Unbinding name:'java:comp/env/jms/QueueName'

Unbinding name:'java:comp/env/jms/MyQueueConnectionFactory'

Output from the application appears in the window in which you started the J2EE server. By default, the server creates three instances of the MessageBean to receive messages.

In MessageBean.MessageBean()

In MessageBean.setMessageDrivenContext() In MessageBean.ejbCreate()

MESSAGE BEAN: Message received: This is message 1 In MessageBean.MessageBean()

In MessageBean.setMessageDrivenContext() In MessageBean.ejbCreate()

In MessageBean.MessageBean()

In MessageBean.setMessageDrivenContext()

In MessageBean.ejbCreate()

MESSAGE BEAN: Message received: This is message 2 MESSAGE BEAN: Message received: This is message 3

#### Undeploying the Application

To undeploy the J2EE application, follow these steps.

* + - 1. In the tree view, select localhost.
      2. Select MDBApp in the Deployed Objects area.
      3. Click Undeploy.
      4. Answer Yes in the confirmation dialog.

#### Removing the Application and Stopping the Server

To remove the application from the deploytool, follow these steps.

* + - 1. Select MDBApp in the tree view.
      2. Select Close from the File menu.

To delete the queue you created, enter the following at the command line prompt:

j2eeadmin -removeJmsDestination jms/MyQueue

To stop the J2EE server, use the following command:

j2ee -stop

To exit the deploytool, choose Exit from the File menu.

C H A P T E R 8

A J2EE Application that Uses the JMS API with a Session

# Bean

**T**HIS chapter explains how to write, compile, package, deploy, and run a J2EE application that uses the JMS API in conjunction with a session bean. The applica- tion contains the following components:

* An application client that calls an enterprise bean
* A session bean that publishes several messages to a topic
* A message-driven bean that receives and processes the messages, using a du- rable topic subscriber and a message selector

The chapter covers the following topics:

* Writing and compiling the application components
* Creating and packaging the application
* Deploying and running the application

If you downloaded the tutorial examples as described in the preface, you will find the source code files for this chapter in jms\_tutorial/examples/ client\_ses\_mdb (on UNIX systems) or jms\_tutorial\examples\client\_ses\_mdb

(on Microsoft Windows systems). The directory ear\_files in the examples direc- tory contains a built application called SamplePubSubApp.ear. If you run into
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difficulty at any time, you can open this file in the deploytool and compare that file to your own version.

### Writing and Compiling the Application Components

This application demonstrates how to send messages from an enterprise bean—in this case, a session bean—rather than from an application client, as in the example in [Chapter](#_bookmark190) 7. [Figure 8.1](#_bookmark259) illustrates the structure of this application.
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**Figure 8.1** A J2EE Application: Client to Session Bean to Message-Driven Bean

The Publisher enterprise bean in this example is the enterprise-application equivalent of a wire-service news feed that categorizes news events into six news categories. The message-driven bean could represent a newsroom, where the Sports desk, for example, would set up a subscription for all news events pertain- ing to sports news.

The application client in the example obtains a handle to the Publisher enter- prise bean’s home interface and calls the enterprise bean’s business method. The enterprise bean creates 18 text messages. For each message, it sets a String prop- erty randomly to one of six values representing the news categories and then pub- lishes the message to a topic. The message-driven bean uses a message selector for the property to limit which of the published messages it receives.

Writing and compiling the components of the application involve

* + - Coding the application client
    - Coding the Publisher session bean
    - Coding the message-driven bean
    - Compiling the source files
    1. **Coding the Application Client:** **MyAppClient.java**

The application client program, MyAppClient.java, performs no JMS API opera- tions and so is simpler than the client program in [Chapter](#_bookmark190) 7. The program obtains a handle to the Publisher enterprise bean’s home interface, using the Java Naming and Directory Interface (JNDI) API naming context java:comp/env. The program then creates an instance of the bean and calls the bean’s business method twice.

import javax.ejb.EJBHome; import javax.naming.\*;

import javax.rmi.PortableRemoteObject; import javax.jms.\*;

/\*\*

* The MyAppClient class is the client program for this J2EE
* application. It obtains a reference to the home interface
* of the Publisher enterprise bean and creates an instance of
* the bean. After calling the publisher's publishNews method
* twice, it removes the bean.

\*/

public class MyAppClient {

public static void main (String[] args) { MyAppClient client = new MyAppClient(); client.doTest();

System.exit(0);

}

public void doTest() {

try {

Context ic = new InitialContext();

System.out.println("Looking up EJB reference"); java.lang.Object objref =

ic.lookup("java:comp/env/ejb/MyEjbReference"); System.err.println("Looked up home");

PublisherHome pubHome = (PublisherHome) PortableRemoteObject.narrow(objref,

PublisherHome.class); System.err.println("Narrowed home");

/\*

* + Create bean instance, invoke business method
  + twice, and remove bean instance.

\*/

Publisher phr = pubHome.create(); System.err.println("Got the EJB"); phr.publishNews(); phr.publishNews();

phr.remove();

} catch (Exception ex) { ex.printStackTrace();

}

}

}

**Code Example 8.1** MyAppClient.java

#### Coding the Publisher Session Bean

The Publisher bean is a stateless session bean with one create method and one busi- ness method. The Publisher bean uses remote interfaces rather than local interfaces because it is accessed from outside the EJB container.

* + - 1. **The Remote Home Interface:** **PublisherHome.java**

The remote home interface source file is PublisherHome.java.

import java.rmi.RemoteException; import javax.ejb.EJBHome;

import javax.ejb.CreateException;

/\*\*

\* Home interface for Publisher enterprise bean.

\*/

public interface PublisherHome extends EJBHome {

Publisher create() throws RemoteException, CreateException;

}

**Code Example 8.2** PublisherHome.java

* + - 1. **The Remote Interface:** **Publisher.java**

The remote interface, Publisher.java, declares a single business method,

publishNews.

import javax.ejb.\*;

import java.rmi.RemoteException;

/\*\*

* Remote interface for Publisher enterprise bean. Declares one
* business method.

\*/

public interface Publisher extends EJBObject { void publishNews() throws RemoteException;

}

**Code Example 8.3** Publisher.java

* + - 1. **The Bean Class:** **PublisherBean.java**

The bean class, PublisherBean.java, implements the publishNews method and its helper method chooseType. The bean class also implements the required methods

ejbCreate, setSessionContext, ejbRemove, ejbActivate, and ejbPassivate.

The ejbCreate method of the bean class allocates resources—in this case, by looking up the TopicConnectionFactory and the topic and creating the Topic- Connection. The business method publishNews creates a TopicSession and a TopicPublisher and publishes the messages.

The ejbRemove method must deallocate the resources that were allocated by the ejbCreate method. In this case, the ejbRemove method closes the Topic- Connection.

import java.rmi.RemoteException; import java.util.\*;

import javax.ejb.\*; import javax.naming.\*; import javax.jms.\*;

/\*\*

* Bean class for Publisher enterprise bean. Defines publishNews
* business method as well as required methods for a stateless
* session bean.

\*/

public class PublisherBean implements SessionBean { SessionContext sc = null;

TopicConnection topicConnection = null; Topic topic = null;

final static String messageTypes[] = {"Nation/World", "Metro/Region", "Business", "Sports", "Living/Arts", "Opinion"};

public PublisherBean() {

System.out.println("In PublisherBean() (constructor)");

}

/\*\*

* + Sets the associated session context. The container calls
  + this method after the instance creation.

\*/

public void setSessionContext(SessionContext sc) { this.sc = sc;

}

/\*\*

* + Instantiates the enterprise bean. Creates the
  + TopicConnection and looks up the topic.

\*/

public void ejbCreate() { Context context = null;

TopicConnectionFactory topicConnectionFactory = null;

System.out.println("In PublisherBean.ejbCreate()"); try {

context = new InitialContext(); topic = (Topic)

context.lookup("java:comp/env/jms/TopicName");

// Create a TopicConnection topicConnectionFactory = (TopicConnectionFactory)

context.lookup("java:comp/env/jms/MyTopicConnectionFactory"); topicConnection =

topicConnectionFactory.createTopicConnection();

} catch (Throwable t) {

// JMSException or NamingException could be thrown System.err.println("PublisherBean.ejbCreate:" +

"Exception: " + t.toString());

}

}

/\*\*

* Chooses a message type by using the random number
* generator found in java.util. Called by publishNews().

\*

* @return the String representing the message type

\*/

private String chooseType() { int whichMsg;

Random rgen = new Random();

whichMsg = rgen.nextInt(messageTypes.length); return messageTypes[whichMsg];

}

/\*\*

* Creates TopicSession, publisher, and message. Publishes
* messages after setting their NewsType property and using
* the property value as the message text. Messages are
* received by MessageBean, a message-driven bean that uses a
* message selector to retrieve messages whose NewsType
* property has certain values.

\*/

public void publishNews() throws EJBException { TopicSession topicSession = null; TopicPublisher topicPublisher = null; TextMessage message = null;

int numMsgs = messageTypes.length \* 3;

String messageType = null;

try {

topicSession = topicConnection.createTopicSession(true, 0);

topicPublisher = topicSession.createPublisher(topic); message = topicSession.createTextMessage();

for (int i = 0; i < numMsgs; i++) { messageType = chooseType(); message.setStringProperty("NewsType",

messageType); message.setText("Item " + i + ": " +

messageType);

System.out.println("PUBLISHER: Setting " + "message text to: " + message.getText());

topicPublisher.publish(message);

}

} catch (Throwable t) {

// JMSException could be thrown System.err.println("PublisherBean.publishNews: " +

"Exception: " + t.toString()); sc.setRollbackOnly();

} finally {

if (topicSession != null) { try {

topicSession.close();

} catch (JMSException e) {}

}

}

}

/\*\*

\* Closes the TopicConnection.

\*/

public void ejbRemove() throws RemoteException { System.out.println("In PublisherBean.ejbRemove()"); if (topicConnection != null) {

try {

topicConnection.close();

} catch (Exception e) { e.printStackTrace();

}

}

}

public void ejbActivate() {} public void ejbPassivate() {}

}

**Code Example 8.4** PublisherBean.java

* + 1. **Coding the Message-Driven Bean:** **MessageBean.java**

The message-driven bean class, MessageBean.java, is identical to the one in [Section 7.1.2 on page 85.](#_bookmark200)

import javax.ejb.\*; import javax.naming.\*; import javax.jms.\*;

/\*\*

* The MessageBean class is a message-driven bean. It implements
* the javax.ejb.MessageDrivenBean and javax.jms.MessageListener
* interfaces. It is defined as public (but not final or
* abstract). It defines a constructor and the methods
* setMessageDrivenContext, ejbCreate, onMessage, and
* ejbRemove.

\*/

public class MessageBean implements MessageDrivenBean, MessageListener {

private transient MessageDrivenContext mdc = null; private Context context;

/\*\*

* + Constructor, which is public and takes no arguments.

\*/

public MessageBean() {

System.out.println("In MessageBean.MessageBean()");

}

/\*\*

* + setMessageDrivenContext method, declared as public (but
  + not final or static), with a return type of void, and
  + with one argument of type javax.ejb.MessageDrivenContext.

\*

* + @param mdc the context to set

\*/

public void setMessageDrivenContext(MessageDrivenContext mdc)

{

System.out.println("In " + "MessageBean.setMessageDrivenContext()");

this.mdc = mdc;

}

/\*\*

* + - ejbCreate method, declared as public (but not final or
    - static), with a return type of void, and with no
    - arguments.

\*/

public void ejbCreate() {

System.out.println("In MessageBean.ejbCreate()");

}

/\*\*

* + - onMessage method, declared as public (but not final or
    - static), with a return type of void, and with one argument
    - of type javax.jms.Message.

\*

* + - Casts the incoming Message to a TextMessage and displays
    - the text.

\*

* + - @param inMessage the incoming message

\*/

public void onMessage(Message inMessage) { TextMessage msg = null;

try {

if (inMessage instanceof TextMessage) { msg = (TextMessage) inMessage;

System.out.println("MESSAGE BEAN: Message " + "received: " + msg.getText());

} else {

System.out.println("Message of wrong type: " + inMessage.getClass().getName());

}

} catch (JMSException e) { System.err.println("MessageBean.onMessage: " +

"JMSException: " + e.toString()); mdc.setRollbackOnly();

} catch (Throwable te) { System.err.println("MessageBean.onMessage: " +

"Exception: " + te.toString());

}

}

/\*\*

* + ejbRemove method, declared as public (but not final or
  + static), with a return type of void, and with no
  + arguments.

\*/

public void ejbRemove() {

System.out.println("In MessageBean.remove()");

}

}

**Code Example 8.5** MessageBean.java

#### Compiling the Source Files

To compile all the files in the application, go to the directory client\_ses\_mdb and do the following.

1. Make sure that you have set the environment variables shown in [Table 4.1 on page 34:](#_bookmark84) JAVA\_HOME, J2EE\_HOME, CLASSPATH, and PATH.
2. At a command line prompt, compile the source files:

javac \*.java

### Creating and Packaging the Application

Creating and packaging this application involve several steps:

* + 1. Starting the J2EE server and the deploytool\*
    2. Creating a topic
    3. Creating a connection factory
    4. Creating the J2EE application
    5. Packaging the application client
    6. Packaging the session bean
    7. Packaging the message-driven bean
    8. Specifying the JNDI names

Step 1, marked with an asterisk (\*), is not needed if the server and deploytool are still running.

#### Starting the J2EE Server and the Deploytool

Before you can create and package the application, you must start the J2EE server and the deploytool. Follow these steps.

* + - 1. At the command line prompt, start the J2EE server:

j2ee -verbose

Wait until the server displays the message “J2EE server startup complete.” (To stop the server, type j2ee -stop.)

* + - 1. At another command line prompt, start the deploytool:

deploytool

(To access the tool’s context-sensitive help, press F1.)

#### Creating a Topic

In [Section 4.3.4 on page 55,](#_bookmark115) you used the j2eeadmin command to create a topic. This time, you will create the topic by using the deploytool. Follow these steps.

* + - 1. In the deploytool, select the Tools menu.
      2. From the Tools menu, choose Server Configuration.
      3. Under the JMS folder, select Destinations.
      4. In the JMS Topic Destinations area, click Add.
      5. In the text field, enter jms/MyTopic. (We will observe the J2EE convention of placing the topic in the jms namespace.)
      6. Click OK.
      7. If you wish, you can verify that the topic was created:

j2eeadmin -listJmsDestination

#### Creating a Connection Factory

For this application, you create a new connection factory. This application will use a durable subscriber, so you need a connection factory that has a client ID. (For more information, see [Section 5.2.1 on page](#_bookmark153) 67.) Follow these steps.

* + - 1. At the command line prompt, enter the following command (all on one line):

j2eeadmin -addJmsFactory jms/DurableTopicCF topic -props clientID=MyID

* + - 1. Verify that the connection factory was created:

j2eeadmin -listJmsFactory

You can also create connection factories by using the deploytool’s Server Configura- tion dialog.

#### Creating the J2EE Application

Create a new J2EE application called PubSubApp and store it in the file named

PubSubApp.ear. Follow these steps.

* + - 1. In the deploytool, select the File menu.
      2. From the File menu, choose New Application.
      3. Click Browse next to the Application File Name field and use the file chooser to locate the directory client\_ses\_mdb.
      4. In the File Name field, enter PubSubApp.
      5. Click New Application.
      6. Click OK.

A diamond icon labeled PubSubApp appears in the tree view on the left side of the deploytool window. The full path name of PubSubApp.ear appears in the General tabbed pane on the right side.

#### Packaging the Application Client

In this section, you will run the New Application Client Wizard of the deploytool to package the application client. To start the New Application Client Wizard, follow these steps.

* + - 1. In the tree view, select PubSubApp.
      2. From the File menu, choose New Application Client. The wizard displays a series of dialog boxes.
      3. **Introduction Dialog Box**

Click Next.

* + - 1. **JAR File Contents Dialog Box**
         1. In the combo box labeled Create Archive Within Application, select

PubSubApp.

* + - * 1. Click the Edit button next to the Contents text area.
        2. In the dialog box Edit Contents of <Application Client>, choose the client\_ses\_mdb directory. If the directory is not already in the Starting Direc- tory field, type it in the field, or locate it by browsing through the Available Files tree.
        3. Select the MyAppClient.class file from the Available Files tree area and click Add.
        4. Click OK.
        5. Click Next.
      1. **General Dialog Box**
         1. In the Application Client combo box, select MyAppClient in the Main Class field, and enter MyAppClient in the Display Name field.
         2. In the Callback Handler Class combo box, verify that container-managed au- thentication is selected.
         3. Click Next.
      2. **Environment Entries Dialog Box**

Click Next.

* + - 1. **Enterprise Bean References Dialog Box**

In this dialog box, you associate the JNDI API context name for the EJB reference in the MyAppClient.java source file with the home and remote interfaces of the Publisher enterprise bean. Follow these steps.

* + - * 1. Click Add.
        2. In the Coded Name column, enter ejb/MyEjbReference.
        3. In the Type column, select Session.
        4. In the Interfaces column, select Remote.
        5. In the Home Interface column, enter PublisherHome.
        6. In the Local/Remote Interface column, enter Publisher.
        7. In the Deployment Settings combo box, select JNDI Name. In the JNDI Name field, enter MyPublisher.
        8. Click Finish. You do not need to enter anything in the other dialog boxes.

#### Packaging the Session Bean

In this section, you will run the New Enterprise Bean Wizard of the deploytool to package the session bean. Follow these steps.

* + - 1. In the tree view, select PubSubApp.
      2. From the File menu, choose New Enterprise Bean. The wizard displays a series of dialog boxes.
      3. **Introduction Dialog Box**

Click Next.

* + - 1. **EJB JAR Dialog Box**
         1. In the combo box labeled JAR File Location, verify that Create New JAR File in Application and PubSubApp are selected.
         2. In the JAR Display Name field, verify that the name is Ejb1, the default dis- play name. Representing the enterprise bean JAR file that contains the bean, this name will be displayed in the tree view.
         3. Click the Edit button next to the Contents text area.
         4. In the dialog box Edit Contents of Ejb1, choose the client\_ses\_mdb direc- tory. If the directory is not already in the Starting Directory field, type it in the field, or locate it by browsing through the Available Files tree.
         5. Select the files Publisher.class, PublisherBean.class, and

PublisherHome.class from the Available Files tree area and click Add.

* + - * 1. Click OK.
        2. Click Next.
      1. **General Dialog Box**
         1. In the Bean Type combo box, select the Session radio button.
         2. Select the Stateless radio button.
         3. In the Enterprise Bean Class combo box, select PublisherBean.
         4. In the Enterprise Bean Name field, enter PublisherEJB.
         5. In the Remote Interfaces combo box, select PublisherHome for Remote Home Interface and Publisher for Remote Interface. Ignore the Local Interfaces combo box.
         6. Click Next.
      2. **Transaction Management Dialog Box**
         1. Select the Container-Managed radio button.
         2. In the Transaction Attribute field opposite the publishNews method, verify that Required is selected.
         3. Click Next.
      3. **Environment Entries Dialog Box**

Click Next.

* + - 1. **Enterprise Bean References Dialog Box**

Click Next.

* + - 1. **Resource References Dialog Box**
         1. Click Add.
         2. In the Coded Name field, enter jms/MyTopicConnectionFactory.
         3. In the Type field, select javax.jms.TopicConnectionFactory.
         4. In the Authentication field, select Container.
         5. In the JNDI Name field, enter jms/DurableTopicCF.
         6. In the User Name field, enter j2ee.
         7. In the Password field, enter j2ee.
         8. Click Next.
      2. **Resource Environment References Dialog Box**
         1. Click Add.
         2. In the Coded Name field, enter jms/TopicName—the logical name referenced by the PublisherBean.
         3. In the Type field, select javax.jms.Topic.
         4. In the JNDI Name field, enter jms/MyTopic.
         5. Click Next.
      3. **Security Dialog Box**

Use the default Security Identity setting for a session or an entity bean, Use Caller ID. Click Next.

* + - 1. **Review Settings Dialog Box**
         1. Check the settings for the deployment descriptor.
         2. Click Finish.

#### Packaging the Message-Driven Bean

In this section, you will run the New Enterprise Bean Wizard of the deploytool to package the message-driven bean. To start the New Enterprise Bean Wizard, follow these steps.

* + - 1. In the tree view, select PubSubApp.
      2. From the File menu, choose New Enterprise Bean. The wizard displays a series of dialog boxes.
      3. **Introduction Dialog Box**

Click Next.

* + - 1. **EJB JAR Dialog Box**
         1. In the combo box labeled JAR File Location, verify that Create New JAR File in Application and PubSubApp are selected.
         2. In the JAR Display Name field, verify that the name is Ejb2, the default dis- play name.
         3. Click the Edit button next to the Contents text area.
         4. In the dialog box Edit Contents of Ejb2, choose the client\_ses\_mdb direc- tory. If the directory is not already in the Starting Directory field, type it in the field, or locate it by browsing through the Available Files tree.
         5. Select the MessageBean.class file from the Available Files tree area and click Add.
         6. Click OK.
         7. Click Next.
      2. **General Dialog Box**
         1. In the Bean Type combo box, select the Message-Driven radio button.
         2. In the Enterprise Bean Class combo box, select MessageBean.
         3. In the Enterprise Bean Name field, enter MessageBean.
         4. Click Next.
      3. **Transaction Management Dialog Box**
         1. Select the Container-Managed radio button.
         2. In the Transaction Type field opposite the onMessage method, verify that Re- quired is selected.
         3. Click Next.
      4. **Message-Driven Bean Settings Dialog Box**
         1. In the Destination Type combo box, select Topic.
         2. Check the Durable Subscriber checkbox.
         3. In the Subscription Name field, enter MySub.
         4. In the Destination field, select jms/MyTopic.
         5. In the Connection Factory field, select jms/DurableTopicCF.
         6. In the JMS Message Selector field, enter the following exactly as shown:

NewsType = 'Opinion' OR NewsType = 'Sports'

This will cause the message-driven bean to receive only messages whose

NewsType property is set to one of these values.

* + - * 1. Click Finish. You do not need to enter anything in the other dialog boxes.

#### Specifying the JNDI Names

Verify that the JNDI names are correct, and add one for the PublisherEJB compo- nent. Follow these steps.

* + - 1. In the tree view, select the PubSubApp application.
      2. Select the JNDI Names tabbed pane.
      3. [Make sure that the JNDI names appear as shown in Tables 8.1](#_bookmark257) and [8.2.](#_bookmark273) You will need to enter MyPublisher as the JNDI name for the PublisherEJB component.

#### Table 8.1: Application Pane

|  |  |  |
| --- | --- | --- |
| **Component Type** | **Component** | **JNDI Name** |
| EJB | MessageBean | jms/MyTopic |
| EJB | PublisherEJB | MyPublisher |

**Table 8.2: References Pane**

|  |  |  |  |
| --- | --- | --- | --- |
| **Ref. Type** | **Referenced By** | **Reference Name** | **JNDI Name** |
| Resource | PublisherEJB | jms/MyTopic- ConnectionFactory | jms/DurableTopicCF |
| Env Resource | PublisherEJB | jms/TopicName | jms/MyTopic |
| EJB Ref | MyAppClient | ejb/MyEjbReference | MyPublisher |

* 1. **Deploying and Running the Application**

Deploying and running this application involve several steps:

* + 1. Adding the server, if necessary
    2. Deploying the application
    3. Running the client
    4. Undeploying the application
    5. Removing the application and stopping the server

#### Adding the Server

Before you can deploy the application, you must make available to the deploytool the J2EE server you started in [Section 8.2.1 on page 115.](#_bookmark275) Because you started the J2EE server before you started the deploytool, the server, named localhost, proba- bly appears in the tree under Servers. If it does not, do the following.

* + - 1. From the File menu, choose Add Server.
      2. In the Add Server dialog box, enter localhost in the Server Name field.
      3. Click OK. A localhost node appears under Servers in the tree view.

#### Deploying the Application

To deploy the application, perform the following steps.

* + - 1. From the File menu, choose Save to save the application.
      2. From the Tools menu, choose Deploy.
      3. In the Introduction dialog box, verify that the Object to Deploy selection is

PubSubApp and that the Target Server selection is localhost.

* + - 1. Click Next.
      2. In the JNDI Names dialog box, verify that the JNDI names are correct.
      3. Click Next.
      4. Click Finish.
      5. In the Deployment Progress dialog box, click OK when the “Deployment of PubSubApp is complete” message appears.
      6. In the tree view, expand Servers and select localhost. Verify that PubSubApp

is deployed.

#### Running the Client

To run the client, perform the following steps.

* + - 1. At the command line prompt, enter the following:

runclient -client PubSubApp.ear -name MyAppClient -textauth

* + - 1. At the login prompts, enter j2ee as the user name and j2ee as the password.
      2. Click OK.

The client program runs in the command window and has output that looks like this:

Binding name:‘java:comp/env/ejb/MyEjbReference‘ Looking up EJB reference

Looked up home Narrowed home

Got the EJB

Unbinding name:‘java:comp/env/ejb/MyEjbReference‘

Output from the application appears in the window in which you started the J2EE server. Suppose that the last few messages from the Publisher session bean look like this:

PUBLISHER: Setting message text to: Item 13: Opinion PUBLISHER: Setting message text to: Item 14: Sports PUBLISHER: Setting message text to: Item 15: Nation/World PUBLISHER: Setting message text to: Item 16: Living/Arts PUBLISHER: Setting message text to: Item 17: Opinion

Because of the message selector, the last few messages received by the message-driven bean will look like this:

MESSAGE BEAN: Message received: Item 13: Opinion MESSAGE BEAN: Message received: Item 14: Sports MESSAGE BEAN: Message received: Item 17: Opinion

#### Undeploying the Application

To undeploy the J2EE application, follow these steps.

* + - 1. In the tree view, select localhost.
      2. Select PubSubApp in the Deployed Objects area.
      3. Click Undeploy.
      4. Answer Yes in the confirmation dialog.

#### Removing the Application and Stopping the Server

To remove the application from the deploytool, follow these steps.

* + - 1. Select PubSubApp in the tree view.
      2. Select Close from the File menu.

To delete the topic you created, enter the following at the command line prompt:

j2eeadmin -removeJmsDestination jms/MyTopic

To delete the connection factory you created, enter the following:

j2eeadmin -removeJmsFactory jms/DurableTopicCF

To stop the J2EE server, use the following command:

j2ee -stop

C H A P T E R 9

A J2EE Application that Uses the JMS API with an Entity

# Bean

**T**HIS chapter explains how to write, compile, package, deploy, and run a J2EE application that uses the JMS API with an entity bean. The application uses the fol- lowing components:

* + - * + An application client that both sends and receives messages
        + Three message-driven beans
        + An entity bean that uses container-managed persistence The chapter covers the following topics:
        + An overview of the application
        + Writing and compiling the application components
        + Creating and packaging the application
        + Deploying and running the application

If you downloaded the tutorial examples as described in the preface, you will find the source code files for this chapter in jms\_tutorial/examples/ client\_mdb\_ent (on UNIX systems) or jms\_tutorial\examples\client\_mdb\_ent (on Microsoft Windows systems). The directory ear\_files in the examples
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directory contains a built application called SampleNewHireApp.ear. If you run into difficulty at any time, you can open this file in the deploytool and compare that file to your own version.

### Overview of the Human Resources Application

This application simulates, in a simplified way, the work flow of a company’s human resources (HR) department when it processes a new hire. This application also demonstrates how to use the J2EE platform to accomplish a task that many JMS client applications perform.

A JMS client must often wait for several messages from various sources. It then uses the information in all these messages to assemble a message that it then sends to another destination. (The common term for this process is *joining mes- sages*.) Such a task must be transactional, with all the receives and the send as a single transaction. If all the messages are not received successfully, the transaction can be rolled back. For a client example that illustrates this task, see [Section A.2](#_bookmark447) [on page 225.](#_bookmark447)

A message-driven bean can process only one message at a time in a transac- tion. To provide the ability to join messages, a J2EE application can have the message-driven bean store the interim information in an entity bean. The entity bean can then determine whether all the information has been received; when it has, the entity bean can create and send the message to the other destination. Once it has completed its task, the entity bean can be removed.

The basic steps of the application are as follows.

* + 1. The HR department’s application client generates an employee ID for each new hire and then publishes a message containing the new hire’s name and employee ID. The client then creates a temporary queue with a message lis- tener that waits for a reply to the message.
    2. Two message-driven beans process each message: One bean assigns the new hire’s office number, and one bean assigns the new hire’s equipment. The first bean to process the message creates an entity bean to store the information it has generated. The second bean locates the existing entity bean and adds its information.
    3. When both the office and the equipment have been assigned, the entity bean sends to the reply queue a message describing the assignments. The applica- tion client’s message listener retrieves the information. The entity bean also

sends to a Schedule queue a message that contains a reference to the entity bean.

* + 1. The Schedule message-driven bean receives the message from the entity bean. This message serves as a notification that the entity bean has finished joining all messages. The message contains the primary key to look up the en- tity bean instance that aggregates the data of the joined messages. The message-driven bean accesses information from the entity bean to complete its task and then removes the entity bean instance.

[Figure 9.1](#_bookmark317) illustrates the structure of this application. An actual HR application would have more components, of course; other beans could set up payroll and bene- fits records, schedule orientation, and so on.

![](data:image/png;base64,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)

**Figure 9.1** A J2EE Application: Client to Message-Driven Beans to Entity Beans

### Writing and Compiling the Application Components

Writing and compiling the components of the application involve

* Coding the application client
* Coding the message-driven beans
* Coding the entity bean
* Compiling the source files
  + 1. **Coding the Application Client:** **HumanResourceClient.java**

The application client program, HumanResourceClient.java, performs the follow- ing steps:

* + - 1. Uses the Java Naming and Directory Interface (JNDI) API naming context

java:comp/env to look up a TopicConnectionFactory, a QueueConnection- Factory, and a topic

* + - 1. Creates a TemporaryQueue to receive notification of processing that occurs, based on new-hire events it has published
      2. Creates a QueueReceiver for the TemporaryQueue, sets the QueueReceiver’s message listener, and starts the connection
      3. Creates a TopicPublisher and a MapMessage
      4. Creates five new employees with randomly generated names, positions, and ID numbers (in sequence) and publishes five messages containing this information

The message listener, HRListener, waits for messages that contain the assigned office and equipment for each employee. When a message arrives, the message listener displays the information received and checks to see whether all five messages have arrived yet. When they have, the message listener notifies the main program, which then exits.

import javax.jms.\*; import javax.naming.\*; import java.util.\*;

/\*\*

* The HumanResourceClient class is the client program for this
* J2EE application. It publishes a message describing a new
* hire business event that other departments can act upon. It
* also listens for a message reporting the completion of the
* other departments' actions and displays the results.

\*/

public class HumanResourceClient {

static Object waitUntilDone = new Object();

static SortedSet outstandingRequests = Collections.synchronizedSortedSet(new TreeSet());

public static void main (String[] args) { InitialContext ic = null;

TopicConnectionFactory topicConnectionFactory = null; TopicConnection tConnection = null;

TopicSession tSession = null;

Topic pubTopic = null;

TopicPublisher tPublisher = null;

MapMessage message = null; QueueConnectionFactory queueConnectionFactory = null; QueueConnection qConnection = null;

QueueSession qSession = null;

Queue replyQueue = null;

QueueReceiver qReceiver = null;

/\*

\* Create a JNDI API InitialContext object.

\*/ try {

ic = new InitialContext();

} catch (NamingException e) { System.err.println("HumanResourceClient: " +

"Could not create JNDI API context: " + e.toString());

System.exit(1);

}

/\*

* Look up connection factories and topic. If any do not
* exist, exit.

\*/ try {

topicConnectionFactory = (TopicConnectionFactory) ic.lookup("java:comp/env/jms/TopicConnectionFactory");

pubTopic =

(Topic) ic.lookup("java:comp/env/jms/NewHireTopic");

queueConnectionFactory = (QueueConnectionFactory) ic.lookup("java:comp/env/jms/QueueConnectionFactory");

} catch (NamingException e) { System.err.println("HumanResourceClient: " +

"JNDI API lookup failed: " + e.toString()); System.exit(1);

}

/\*

* + Create topic and queue connections.
  + Create sessions from connections for the publisher
  + and receiver; false means session is not
  + transacted.
  + Create temporary queue and receiver, set message
  + listener, and start connection.
  + Create publisher and MapMessage.
  + Publish new hire business events.
  + Wait for all messages to be processed.
  + Finally, close connection.

\*/ try {

Random rand = new Random();

int nextHireID = rand.nextInt(100);

String[] positions = { "Programmer",

"Senior Programmer", "Manager", "Director" }; String[] firstNames = { "Fred", "Robert", "Tom",

"Steve", "Alfred", "Joe", "Jack", "Harry",

"Bill", "Gertrude", "Jenny", "Polly", "Ethel",

"Mary", "Betsy", "Carol", "Edna", "Gwen" }; String[] lastNames = { "Astaire", "Preston", "Tudor",

"Stuart", "Drake", "Jones", "Windsor", "Hapsburg", "Robinson", "Lawrence", "Wren", "Parrott", "Waters", "Martin", "Blair",

"Bourbon", "Merman", "Verdon" };

tConnection =

topicConnectionFactory.createTopicConnection();

tSession = tConnection.createTopicSession(false, Session.AUTO\_ACKNOWLEDGE);

qConnection =

queueConnectionFactory.createQueueConnection(); qSession = qConnection.createQueueSession(false,

Session.AUTO\_ACKNOWLEDGE);

replyQueue = qSession.createTemporaryQueue(); qReceiver = qSession.createReceiver(replyQueue); qReceiver.setMessageListener(new HRListener()); qConnection.start();

tPublisher = tSession.createPublisher(pubTopic);

message = tSession.createMapMessage(); message.setJMSReplyTo(replyQueue);

for (int i = 0; i < 5; i++) {

int currentHireID = nextHireID++; String.valueOf(currentHireID));

message.setString("Name", firstNames[rand.nextInt(firstNames.length)]

+ " " +

lastNames[rand.nextInt(lastNames.length)]); message.setString("Position",

positions[rand.nextInt(positions.length)]); System.out.println("PUBLISHER: Setting hire " +

"ID to " + message.getString("HireID") + ", name " + message.getString("Name") + ", position " + message.getString("Position"));

tPublisher.publish(message); outstandingRequests.add(new Integer(currentHireID));

}

System.out.println("Waiting for " + outstandingRequests.size() + " message(s)");

synchronized (waitUntilDone) { waitUntilDone.wait();

}

} catch (Exception e) { System.err.println("HumanResourceClient: " +

"Exception: " + e.toString());

} finally {

if (tConnection != null) { try {

tConnection.close();

} catch (Exception e) { System.err.println("HumanResourceClient: " +

"Close exception: " + e.toString());

}

}

if (qConnection != null) { try {

qConnection.close();

} catch (Exception e) { System.out.println("HumanResourceClient: " +

"Close exception: " + e.toString());

}

}

System.exit(0);

}

}

/\*\*

* The HRListener class implements the MessageListener
* interface by defining an onMessage method.

\*/

static class HRListener implements MessageListener {

/\*\*

* + onMessage method, which displays the contents of a
  + MapMessage describing the results of processing the
  + new employee, then removes the employee ID from the
  + list of outstanding requests.

\*

* + @param message the incoming message

\*/

public void onMessage(Message message) { MapMessage msg = (MapMessage) message; try {

System.out.println("New hire event processed:"); Integer id =

Integer.valueOf(msg.getString("employeeId")); System.out.println(" Name: " +

msg.getString("employeeName")); System.out.println(" Equipment: " +

msg.getString("equipmentList")); System.out.println(" Office number: " +

msg.getString("officeNumber")); outstandingRequests.remove(id);

} catch (JMSException je) { System.out.println("HRListener.onMessage(): " +

"Exception: " + je.toString());

}

if (outstandingRequests.size() == 0) { synchronized(waitUntilDone) {

waitUntilDone.notify();

}

} else {

System.out.println("Waiting for " + outstandingRequests.size() + " message(s)");

}

}

}

}

**Code Example 9.1** HumanResourceClient.java

#### Coding the Message-Driven Beans

This example uses three message-driven beans. Two of them, ReserveEquipment- MsgBean.java and ReserveOfficeMsgBean.java, take the following steps.

* + - 1. The ejbCreate method gets a handle to the home interface of the entity bean.
      2. The onMessage method retrieves the information in the message. The ReserveEquipmentMsgBean’s onMessage method chooses equipment, based on the new hire’s position; the ReserveOfficeMsgBean’s onMessage method ran- domly generates an office number.
      3. After a slight delay to simulate real-world processing hitches, the onMessage

method calls a helper method, compose.

* + - 1. The compose method either creates or finds, by primary key, the SetupOffice entity bean and uses it to store the equipment or the office information in the database.

import java.io.Serializable; import java.rmi.RemoteException;

import javax.rmi.PortableRemoteObject; import javax.ejb.\*;

import javax.naming.\*; import javax.jms.\*; import java.util.Random;

/\*\*

* The ReserveEquipmentMsgBean class is a message-driven bean.
* It implements the javax.ejb.MessageDrivenBean and
* javax.jms.MessageListener interfaces. It is defined as public
* (but not final or abstract). It defines a constructor and the
* methods ejbCreate, onMessage, setMessageDrivenContext, and
* ejbRemove.

\*/

public class ReserveEquipmentMsgBean implements MessageDrivenBean, MessageListener {

private transient MessageDrivenContext mdc = null; private SetupOfficeLocalHome soLocalHome = null; private Random processingTime = new Random();

/\*\*

\* Constructor, which is public and takes no arguments.

\*/

public ReserveEquipmentMsgBean() { System.out.println("In " +

"ReserveEquipmentMsgBean.ReserveEquipmentMsgBean()");

}

/\*\*

* setMessageDrivenContext method, declared as public (but
* not final or static), with a return type of void, and with
* one argument of type javax.ejb.MessageDrivenContext.

\*

* @param mdc the context to set

\*/

public void setMessageDrivenContext(MessageDrivenContext mdc)

{

System.out.println("In " + "ReserveEquipmentMsgBean.setMessageDrivenContext()");

this.mdc = mdc;

}

/\*\*

* ejbCreate method, declared as public (but not final or
* static), with a return type of void, and with no
* arguments. It looks up the entity bean and gets a handle
* to its home interface.

\*/

public void ejbCreate() { System.out.println("In " +

"ReserveEquipmentMsgBean.ejbCreate()"); try {

Context initial = new InitialContext(); Object objref =

initial.lookup("java:comp/env/ejb/MyEjbReference"); soLocalHome = (SetupOfficeLocalHome)

PortableRemoteObject.narrow(objref, SetupOfficeLocalHome.class);

} catch (Exception ex) {

System.err.println("ReserveEquipmentMsgBean." + "ejbCreate: Exception: " + ex.toString());

}

}

/\*\*

* + onMessage method, declared as public (but not final or
  + static), with a return type of void, and with one argument
  + of type javax.jms.Message.

\*

* + Casts the incoming Message to a MapMessage, retrieves its
  + contents, and assigns equipment appropriate to the new
  + hire's position. Calls the compose method to store the
  + information in the entity bean.

\*

* + @param inMessage the incoming message

\*/

public void onMessage(Message inMessage) { MapMessage msg = null;

String key = null; String name = null; String position = null;

String equipmentList = null;

try {

if (inMessage instanceof MapMessage) { msg = (MapMessage) inMessage;

System.out.println(" ReserveEquipmentMsgBean:" + " Message received.");

key = msg.getString("HireID"); name = msg.getString("Name");

position = msg.getString("Position");

if (position.equals("Programmer")) { equipmentList = "Desktop System";

} else if (position.equals("Senior Programmer")){ equipmentList = "Laptop";

} else if (position.equals("Manager")) { equipmentList = "Pager";

} else if (position.equals("Director")) { equipmentList = "Java Phone";

} else {

equipmentList = "Baton";

}

// Simulate processing time taking 1 to 10 seconds. Thread.sleep( processingTime.nextInt(10) \* 1000); compose(key, name, equipmentList, msg);

} else {

System.err.println("Message of wrong type: " + inMessage.getClass().getName());

}

} catch (JMSException e) { System.err.println("ReserveEquipmentMsgBean." +

"onMessage: JMSException: " + e.toString()); mdc.setRollbackOnly();

} catch (Throwable te) { System.err.println("ReserveEquipmentMsgBean." +

"onMessage: Exception: " + te.toString());

}

}

/\*\*

* + - compose method, helper to onMessage method.

\*

* + - Locates the row of the database represented by the primary
    - key and adds the equipment allocated for the new hire.

\*

* + - @param key employee ID, primary key
    - @param name employee name
    - @param equipmentList equipment allocated based on position
    - @param msg the message received

\*/

void compose (String key, String name, String equipmentList, Message msg) {

int num = 0; SetupOffice so = null;

try {

try {

so = soLocalHome.findByPrimaryKey(key); System.out.println(" ReserveEquipmentMsgBean:" +

* Found join entity bean for employeeId " + key);

} catch (ObjectNotFoundException onfe) { System.err.println(" ReserveEquipmentMsgBean:" +

* Creating join entity bean for " + " employeeId " + key);

so = soLocalHome.createLocal(key, name);

}

so.doEquipmentList(equipmentList, msg); System.out.println(" ReserveEquipmentMsgBean: " +

"employeeId " + key + " (" + so.getEmployeeName() + ") has the following " + "equipment: " + so.getEquipmentList());

} catch (Exception ex) {

System.err.println(" ReserveEquipmentMsgBean." + "compose: Exception: " + ex.toString());

mdc.setRollbackOnly();

}

}

/\*\*

* + ejbRemove method, declared as public (but not final or
  + static), with a return type of void, and with no
  + arguments.

\*/

public void ejbRemove() { System.out.println("In " +

"ReserveEquipmentMsgBean.ejbRemove()");

}

}

**Code Example 9.2** ReserveEquipmentMsgBean.java

import java.io.Serializable; import java.rmi.RemoteException;

import javax.rmi.PortableRemoteObject; import javax.ejb.\*;

import javax.naming.\*; import javax.jms.\*; import java.util.Random;

/\*\*

* + - The ReserveOfficeMsgBean class is a message-driven bean. It
    - implements the javax.ejb.MessageDrivenBean and
    - javax.jms.MessageListener interfaces. It is defined as public
    - (but not final or abstract). It defines a constructor and the
    - methods ejbCreate, onMessage, setMessageDrivenContext, and
    - ejbRemove.

\*/

public class ReserveOfficeMsgBean implements MessageDrivenBean, MessageListener {

private transient MessageDrivenContext mdc = null; private SetupOfficeLocalHome soLocalHome = null; private Random processingTime = new Random();

/\*\*

\* Constructor, which is public and takes no arguments.

\*/

public ReserveOfficeMsgBean() { System.out.println("In " +

"ReserveOfficeMsgBean.ReserveOfficeMsgBean()");

}

/\*\*

* setMessageDrivenContext method, declared as public (but
* not final or static), with a return type of void, and with
* one argument of type javax.ejb.MessageDrivenContext.

\*

* @param mdc the context to set

\*/

public void setMessageDrivenContext(MessageDrivenContext mdc)

{

System.out.println("In " + "ReserveOfficeMsgBean.setMessageDrivenContext()");

this.mdc = mdc;

}

/\*\*

* + ejbCreate method, declared as public (but not final or
  + static), with a return type of void, and with no
  + arguments. It looks up the entity bean and gets a handle
  + to its home interface.

\*/

public void ejbCreate() { System.out.println("In " +

"ReserveOfficeMsgBean.ejbCreate()"); try {

Context initial = new InitialContext(); Object objref =

initial.lookup("java:comp/env/ejb/MyEjbReference"); soLocalHome = (SetupOfficeLocalHome)

PortableRemoteObject.narrow(objref, SetupOfficeLocalHome.class);

} catch (Exception ex) { System.err.println("ReserveOfficeMsgBean." +

"ejbCreate: Exception: " + ex.toString());

}

}

/\*\*

* + onMessage method, declared as public (but not final or
  + static), with a return type of void, and with one argument
  + of type javax.jms.Message.

\*

* + Casts the incoming Message to a MapMessage, retrieves its
  + contents, and assigns the new hire to an office. Calls the
  + compose method to store the information in the entity
  + bean.

\*

* + - @param inMessage the incoming message

\*/

public void onMessage(Message inMessage) { MapMessage msg = null;

String key = null; String name = null; String position = null; int officeNumber = 0;

try {

if (inMessage instanceof MapMessage) { msg = (MapMessage) inMessage;

System.out.println(" >>> ReserveOfficeMsgBean:" + " Message received.");

key = msg.getString("HireID"); name = msg.getString("Name");

position = msg.getString("Position"); officeNumber = new Random().nextInt(300) + 1;

// Simulate processing time taking 1 to 10 seconds. Thread.sleep( processingTime.nextInt(10) \* 1000); compose(key, name, officeNumber, msg);

} else {

System.err.println("Message of wrong type: " + inMessage.getClass().getName());

}

} catch (JMSException e) { System.err.println("ReserveOfficeMsgBean." +

"onMessage: JMSException: " + e.toString()); mdc.setRollbackOnly();

} catch (Throwable te) { System.err.println("ReserveOfficeMsgBean." +

"onMessage: Exception: " + te.toString());

}

}

/\*\*

* + compose method, helper to onMessage method.

\*

* + Locates the row of the database represented by the primary
  + key and adds the office number allocated for the new hire.

\*

* + @param key employee ID, primary key
  + @param name employee name
  + @param officeNumber office number
  + @param msg the message received

\*/

void compose (String key, String name, int officeNumber, Message msg) {

int num = 0; SetupOffice so = null;

try {

try {

so = soLocalHome.findByPrimaryKey(key); System.out.println(" ReserveOfficeMsgBean: " +

"Found join entity bean for employeeId " + key);

} catch (ObjectNotFoundException onfe) { System.out.println(" ReserveOfficeMsgBean: " +

"Creating join entity bean for " + "employeeId " + key);

so = soLocalHome.createLocal(key, name);

}

so.doOfficeNumber(officeNumber, msg); System.out.println(" ReserveOfficeMsgBean: " +

"employeeId " + key + " (" + so.getEmployeeName() + ") has the following " + "office: " + so.getOfficeNumber());

} catch (Exception ex) {

System.err.println(" ReserveOfficeMsgBean." + "compose: Exception: " + ex.toString());

mdc.setRollbackOnly();

}

}

/\*\*

* + - ejbRemove method, declared as public (but not final or
    - static), with a return type of void, and with no
    - arguments.

\*/

public void ejbRemove() { System.out.println("In " +

"ReserveOfficeMsgBean.ejbRemove()");

}

}

**Code Example 9.3** ReserveOfficeMsgBean.java

The third message-driven bean, ScheduleMsgBean.java, is notified when the SetupOfficeBean entity bean instance has aggregated data from all messages needed to set up an office. The message contains the primary key to look up the correct composite entity bean instance. The ScheduleMsgBean’s onMessage method then schedules the office setup, based on the information aggregated in the entity bean instance. Finally, the ScheduleMsgBean’s onMessage method removes the entity bean instance.

import java.rmi.RemoteException; import javax.rmi.PortableRemoteObject; import javax.ejb.\*;

import javax.naming.\*; import javax.jms.\*; import java.util.Random;

/\*\*

* The ScheduleMsgBean class is a message-driven bean.
* It implements the javax.ejb.MessageDrivenBean and
* javax.jms.MessageListener interfaces. It is defined as public
* (but not final or abstract). It defines a constructor and the
* methods ejbCreate, onMessage, setMessageDrivenContext, and
* ejbRemove.

\*/

public class ScheduleMsgBean implements MessageDrivenBean, MessageListener {

private transient MessageDrivenContext mdc = null; private SetupOfficeLocalHome soLocalHome = null;

/\*\*

* + Constructor, which is public and takes no arguments.

\*/

public ScheduleMsgBean() { System.out.println("In " +

"ScheduleMsgBean.ScheduleMsgBean()");

}

/\*\*

* + setMessageDrivenContext method, declared as public (but
  + not final or static), with a return type of void, and with
  + one argument of type javax.ejb.MessageDrivenContext.

\*

* + @param mdc the context to set

\*/

public void setMessageDrivenContext(MessageDrivenContext mdc)

{

System.out.println("In " + "ScheduleMsgBean.setMessageDrivenContext()");

this.mdc = mdc;

}

/\*\*

* + ejbCreate method, declared as public (but not final or
  + static), with a return type of void, and with no arguments.
  + It looks up the entity bean and gets a handle to its home
  + interface.

\*/

public void ejbCreate() {

System.out.println("In ScheduleMsgBean.ejbCreate()");

try {

Context initial = new InitialContext(); Object objref =

initial.lookup("java:comp/env/ejb/CompositeEjbReference"); soLocalHome = (SetupOfficeLocalHome)

PortableRemoteObject.narrow(objref, SetupOfficeLocalHome.class);

} catch (Exception ex) { System.err.println("ScheduleMsgBean.ejbCreate: " +

"Exception: " + ex.toString());

}

}

/\*\*

* + - onMessage method, declared as public (but not final or
    - static), with a return type of void, and with one argument
    - of type javax.jms.Message.

\*

* + - Casts the incoming Message to a TextMessage, retrieves its
    - handle to the SetupOffice entity bean, and schedules
    - office setup based on information joined in the entity
    - bean. When finished with data, deletes the entity bean.

\*

* + - @param inMessage the incoming message

\*/

public void onMessage(Message inMessage) { String key = null;

SetupOffice setupOffice = null;

try {

if (inMessage instanceof TextMessage) { System.out.println(" ScheduleMsgBean:" +

" Message received.");

key = ((TextMessage)inMessage).getText(); System.out.println(" ScheduleMsgBean: " +

"Looking up SetupOffice bean by primary " + "key=" + key);

setupOffice = soLocalHome.findByPrimaryKey(key);

/\*

* + - * Schedule office setup using contents of
      * SetupOffice entity bean.

\*/

System.out.println(" ScheduleMsgBean: " + "SCHEDULE employeeId=" + setupOffice.getEmployeeId() + ", Name=" + setupOffice.getEmployeeName() +

" to be set up in office #" + setupOffice.getOfficeNumber() + " with " + setupOffice.getEquipmentList());

// All done. Remove SetupOffice entity bean. setupOffice.remove();

} else {

System.err.println("Message of wrong type: " + inMessage.getClass().getName());

}

} catch (JMSException e) { System.err.println("ScheduleMsgBean.onMessage: " +

"JMSException: " + e.toString()); mdc.setRollbackOnly();

} catch (Throwable te) { System.err.println("ScheduleMsgBean.onMessage: " +

"Exception: " + te.toString());

}

}

/\*\*

* + ejbRemove method, declared as public (but not final or
  + static), with a return type of void, and with no
  + arguments.

\*/

public void ejbRemove() {

System.out.println("In ScheduleMsgBean.ejbRemove()");

}

}

**Code Example 9.4** ScheduleMsgBean.java

#### Coding the Entity Bean

The SetupOffice bean is an entity bean that uses a local interface. The local inter- face allows the entity bean and the message-driven beans to be packaged in the same EJB JAR file for maximum efficiency. The entity bean has these components:

* The local home interface, SetupOfficeLocalHome.java
* The local interface, SetupOffice.java
* The bean class, SetupOfficeBean.java
  + - 1. **The Local Home Interface:** **SetupOfficeLocalHome.java**

The local home interface source file is SetupOfficeLocalHome.java. It declares the create method, called createLocal for a bean that uses a local interface, and one finder method, findByPrimaryKey.

import java.rmi.RemoteException; import java.util.Collection; import javax.ejb.\*;

public interface SetupOfficeLocalHome extends EJBLocalHome {

public SetupOffice createLocal(String hireID, String name) throws CreateException;

public SetupOffice findByPrimaryKey(String hireID) throws FinderException;

}

**Code Example 9.5** SetupOfficeLocalHome.java

* + - 1. **The Local Interface:** SetupOffice.java

The local interface, SetupOffice.java, declares several business methods that get and manipulate new-hire data.

import javax.ejb.\*; import javax.jms.\*;

public interface SetupOffice extends EJBLocalObject {

public String getEmployeeId(); public String getEmployeeName(); public String getEquipmentList(); public int getOfficeNumber();

public void doEquipmentList(String list, Message msg) throws JMSException;

public void doOfficeNumber(int number, Message msg) throws JMSException;

}

**Code Example 9.6** SetupOffice.java

* + - 1. **The Bean Class:**SetupOfficeBean.java

The bean class, SetupOfficeBean.java, implements the business methods and their helper method, checkIfSetupComplete. The bean class also implements the required methods ejbCreateLocal, ejbPostCreateLocal, setEntityContext, unsetEntityContext, ejbRemove, ejbActivate, ejbPassivate, ejbLoad, and ejb- Store. The ejbFindByPrimaryKey method is generated automatically.

The only methods called by the message-driven beans are the business methods declared in the local interface, the findByPrimaryKey method, and the createLocal method. The entity bean uses container-managed persistence, so all database calls are generated automatically.

import java.io.\*; import java.util.\*; import javax.ejb.\*; import javax.naming.\*; import javax.jms.\*;

/\*\*

* The SetupOfficeBean class implements the business methods of
* the entity bean. Because the bean uses version 2.0 of
* container-managed persistence, the bean class and the
* accessor methods for fields to be persisted are all declared
* abstract.

\*/

public abstract class SetupOfficeBean implements EntityBean {

abstract public String getEmployeeId(); abstract public void setEmployeeId(String id);

abstract public String getEmployeeName();

abstract public void setEmployeeName(String name);

abstract public int getOfficeNumber();

abstract public void setOfficeNumber(int officeNum);

abstract public String getEquipmentList();

abstract public void setEquipmentList(String equip);

abstract public byte[] getSerializedReplyDestination(); abstract public void setSerializedReplyDestination(byte[]

byteArray);

abstract public String getReplyCorrelationMsgId();

abstract public void setReplyCorrelationMsgId(String msgId);

/\*

* + There should be a list of replies for each message being
  + joined. This example is joining the work of separate
  + departments on the same original request, so it is all
    - * + right to have only one reply destination. In theory, this
        + should be a set of destinations, with one reply for each
        + unique destination.

\*

* + - * + Because a Destination is not a data type that can be
        + persisted, the persisted field is a byte array,
        + serializedReplyDestination, that is created and accessed
        + with the setReplyDestination and getReplyDestination
        + methods.

\*/

transient private Destination replyDestination; transient private Queue scheduleQueue; transient private QueueConnection queueConnection; private EntityContext context;

/\*\*

* + - * + The getReplyDestination method extracts the
        + replyDestination from the serialized version that is
        + persisted, using a ByteArrayInputStream and
        + ObjectInputStream to read the object and casting it to a
        + Destination object.

\*

* + - * + @return the reply destination

\*/

private Destination getReplyDestination() { ByteArrayInputStream bais = null; ObjectInputStream ois = null;

byte[] srd = null;

srd = getSerializedReplyDestination();

if (replyDestination == null && srd != null) { try {

bais = new ByteArrayInputStream(srd); ois = new ObjectInputStream(bais);

replyDestination = (Destination)ois.readObject(); ois.close();

} catch (IOException io) {

} catch (ClassNotFoundException cnfe) {}

}

return replyDestination;

}

/\*\*

The setReplyDestination method serializes the reply

destination so that it can be persisted. It uses a

ByteArrayOutputStream and an ObjectOutputStream.

\*

@param replyDestination the reply destination

\*/

private void setReplyDestination(Destination replyDestination) {

ByteArrayOutputStream baos = null; ObjectOutputStream oos = null; this.replyDestination = replyDestination; try {

baos = new ByteArrayOutputStream(); oos = new ObjectOutputStream(baos); oos.writeObject(replyDestination); oos.close();

setSerializedReplyDestination(baos.toByteArray());

} catch (IOException io) {

}

}

/\*\*

The doEquipmentList method stores the assigned equipment

in the database and retrieves the reply destination, then

determines if setup is complete.

\*

@param list assigned equipment

@param msg the message received

\*/

public void doEquipmentList(String list, Message msg) throws JMSException {

setEquipmentList(list); setReplyDestination(msg.getJMSReplyTo()); setReplyCorrelationMsgId(msg.getJMSMessageID());

System.out.println(" SetupOfficeBean." + "doEquipmentList: equipment is " + getEquipmentList() + " (office number " + getOfficeNumber() + ")");

checkIfSetupComplete();

}

/\*\*

* + - * + The doOfficeNumber method stores the assigned office
        + number in the database and retrieves the reply
        + destination, then determines if setup is complete.

\*

* + - * + @param officeNum assigned office
        + @param msg the message received

\*/

public void doOfficeNumber(int officeNum, Message msg) throws JMSException {

setOfficeNumber(officeNum); setReplyDestination(msg.getJMSReplyTo()); setReplyCorrelationMsgId(msg.getJMSMessageID()); System.out.println(" SetupOfficeBean." +

"doOfficeNumber: office number is " + getOfficeNumber() + " (equipment " + getEquipmentList() + ")");

checkIfSetupComplete();

}

/\*\*

* + - * + The checkIfSetupComplete method determines whether
        + both the office and the equipment have been assigned. If
        + so, it sends messages to the schedule queue and the reply
        + queue with the information about the assignments.

\*/

private void checkIfSetupComplete() { QueueConnection qCon = null; QueueSession qSession = null; QueueSender qSender = null; TextMessage schedMsg = null;

MapMessage replyMsg = null;

if (getEquipmentList() != null && getOfficeNumber() != -1) { System.out.println(" SetupOfficeBean." +

"checkIfSetupComplete: SCHEDULE" +

" employeeId=" + getEmployeeId() + ", Name=" + getEmployeeName() + " to be set up in office #" + getOfficeNumber() + " with " + getEquipmentList());

try {

qCon = getQueueConnection();

} catch (Exception ex) {

throw new EJBException("Unable to connect to " + "JMS provider: " + ex.toString());

}

try {

/\*

* Compose and send message to schedule office
* setup queue.

\*/

qSession = qCon.createQueueSession(true, 0); qSender = qSession.createSender(null); schedMsg =

qSession.createTextMessage(getEmployeeId()); qSender.send(scheduleQueue, schedMsg);

/\*

* Send reply to messages aggregated by this
* composite entity bean.

\*/

replyMsg = qSession.createMapMessage(); replyMsg.setString("employeeId",

getEmployeeId()); replyMsg.setString("employeeName",

getEmployeeName());

replyMsg.setString("equipmentList", getEquipmentList());

replyMsg.setInt("officeNumber", getOfficeNumber());

replyMsg.setJMSCorrelationID(getReplyCorrelationMsgId()); qSender.send((Queue)getReplyDestination(),

replyMsg);

} catch (JMSException je) { System.err.println("SetupOfficeBean." +

"checkIfSetupComplete: " + "JMSException: " + je.toString());

}

}

}

/\*\*

* + - * + ejbCreateLocal method, declared as public (but not final
        + or static). Stores the available information about the
        + new hire in the database.

\*

* + - * + @param newhireID ID assigned to the new hire
        + @param name name of the new hire

\*

* + - * + @return null (required for CMP 2.0)

\*/

public String ejbCreateLocal(String newhireID, String name) throws CreateException {

setEmployeeId(newhireID); setEmployeeName(name); setEquipmentList(null); setOfficeNumber(-1);

this.queueConnection = null; return null;

}

public void ejbRemove() { closeQueueConnection();

System.out.println(" SetupOfficeBean.ejbRemove: " + "REMOVING SetupOffice bean employeeId=" + getEmployeeId() + ", Name=" + getEmployeeName());

}

public void setEntityContext(EntityContext context) { this.context = context;

}

public void unsetEntityContext() { this.context = null;

}

public void ejbActivate() {

setEmployeeId((String) context.getPrimaryKey());

}

public void ejbPassivate() { setEmployeeId(null); closeQueueConnection();

}

public void ejbLoad() {} public void ejbStore() {}

public void ejbPostCreateLocal(String newhireID, String name) {}

/\*\*

The getQueueConnection method, called by the

checkIfSetupComplete method, looks up the schedule queue

and connection factory and creates a QueueConnection.

\*

@return a QueueConnection object

\*/

private QueueConnection getQueueConnection() throws NamingException, JMSException {

if (queueConnection == null) {

InitialContext ic = new InitialContext();

QueueConnectionFactory queueConnectionFactory = (QueueConnectionFactory)

ic.lookup("java:comp/env/jms/QueueConnectionFactory"); scheduleQueue =

(Queue) ic.lookup("java:comp/env/jms/ScheduleQueue"); queueConnection =

queueConnectionFactory.createQueueConnection();

}

return queueConnection;

}

/\*\*

* + - * + The closeQueueConnection method, called by the ejbRemove
        + and ejbPassivate methods, closes the QueueConnection that
        + was created by the getQueueConnection method.

\*/

private void closeQueueConnection() { if (queueConnection != null) {

try {

queueConnection.close();

} catch (JMSException je) { System.err.println("SetupOfficeBean." +

"closeQueueConnection: JMSException: " + je.toString());

}

queueConnection = null;

}

}

}

**Code Example 9.7** SetupOfficeBean.java

#### Compiling the Source Files

To compile all the files in the application, go to the directory client\_mdb\_ent and do the following.

* + - 1. Make sure that you have set the environment variables shown in [Table 4.1 on page 34:](#_bookmark84) JAVA\_HOME, J2EE\_HOME, CLASSPATH, and PATH.
      2. At a command line prompt, compile the source files:

javac \*.java

### 9.3 Creating and Packaging the Application

Creating and packaging this application involve several steps:

1. Starting the J2EE server and the deploytool\*
2. Creating a queue
3. Starting the Cloudscape database server
4. Creating the J2EE application
5. Packaging the application client
6. Packaging the Equipment message-driven bean
7. Packaging the Office message-driven bean
8. Packaging the Schedule message-driven bean
9. Packaging the entity bean
10. Specifying the entity bean deployment settings
11. Specifying the JNDI names

Step 1, marked with an asterisk (\*), is not needed if the server and the deploytool are running.

#### Starting the J2EE Server and the Deploytool

Before you can create and package the application, you must start the J2EE server and the deploytool. Follow these steps.

* + - 1. At the command line prompt, start the J2EE server:

j2ee -verbose

Wait until the server displays the message “J2EE server startup complete.” (To stop the server, type j2ee -stop.)

* + - 1. At another command line prompt, start the deploytool:

deploytool

(To access the tool’s context-sensitive help, press F1.)

#### Creating a Queue

For this application, you publish messages by using one of the topics that the J2EE server creates automatically. You create a queue to process the notification that the composite entity bean has aggregated the group of related messages that it was join- ing. Follow these steps.

* + - 1. In the deploytool, select the Tools menu.
      2. From the Tools menu, choose Server Configuration.
      3. Under the JMS folder, select Destinations.
      4. In the JMS Queue Destinations area, click Add.
      5. In the text field, enter jms/ScheduleQueue.
      6. Click OK.
      7. If you wish, you can verify that the queue was created:

j2eeadmin -listJmsDestination

#### Starting the Cloudscape Database Server

The Cloudscape software is included with the J2EE SDK download bundle. You may also run this example with databases provided by other vendors.

From the command line prompt, run the Cloudscape database server:

cloudscape -start

#### Creating the J2EE Application

Create a new J2EE application, called NewHireApp, and store it in the file named

NewHireApp.ear. Follow these steps.

* + - 1. In the deploytool, select the File menu.
      2. From the File menu, choose New Application.
      3. Click Browse next to the Application File Name field, and use the file chooser to locate the directory client\_mdb\_ent.
      4. In the File Name field, enter NewHireApp.
      5. Click New Application.
      6. Click OK.

A diamond icon labeled NewHireApp appears in the tree view on the left side of the deploytool window. The full path name of NewHireApp.ear appears in the General tabbed pane on the right side.

#### Packaging the Application Client

In this section, you will run the New Application Client Wizard of the deploytool to package the application client. To start the New Application Client Wizard, follow these steps.

* + - 1. In the tree view, select NewHireApp.
      2. From the File menu, choose New Application Client. The wizard displays a series of dialog boxes.
      3. **Introduction Dialog Box**

Click Next.

* + - 1. **JAR File Contents Dialog Box**
         1. In the combo box labeled Create Archive Within Application, select

NewHireApp.

* + - * 1. Click the Edit button next to the Contents text area.
        2. In the dialog box Edit Contents of <Application Client>, choose the client\_mdb\_ent directory. If the directory is not already in the Starting Direc- tory field, type it in the field, or locate it by browsing through the Available Files tree.
        3. Select HumanResourceClient.class and HumanResourceClient$HRLis- tener.class from the Available Files tree area and click Add.
        4. Click OK.
        5. Click Next.
      1. **General Dialog Box**
         1. In the Application Client combo box, select HumanResourceClient in the Main Class field, and enter HumanResourceClient in the Display Name field.
         2. In the Callback Handler Class combo box, verify that container-managed au- thentication is selected.
         3. Click Next.
      2. **Environment Entries Dialog Box**

Click Next.

* + - 1. **Enterprise Bean References Dialog Box**

Click Next.

* + - 1. **Resource References Dialog Box**

In this dialog box, you associate the JNDI API context names for the connection factories in the HumanResourceClient.java source file with the names of the TopicConnectionFactory and the QueueConnectionFactory. You also specify con- tainer authentication for the connection factory resources, defining the user name and the password that the user must enter in order to be able to create a connection. Follow these steps.

* + - * 1. Click Add.
        2. In the Coded Name field, enter jms/TopicConnectionFactory—the logical name referenced by HumanResourceClient.
        3. In the Type field, select javax.jms.TopicConnectionFactory.
        4. In the Authentication field, select Container.
        5. In the Sharable field, make sure that the checkbox is selected. This allows the container to optimize connections.
        6. In the JNDI Name field, enter jms/TopicConnectionFactory.
        7. In the User Name field, enter j2ee.
        8. In the Password field, enter j2ee.
        9. Click Add.
        10. In the Coded Name field, enter jms/QueueConnectionFactory—the logical name referenced by HumanResourceClient.
        11. In the Type field, select javax.jms.QueueConnectionFactory.
        12. In the Authentication field, select Container.
        13. In the Sharable field, make sure that the checkbox is selected.
        14. In the JNDI Name field, enter jms/QueueConnectionFactory.
        15. In the User Name field, enter j2ee. (If the user name and the password appear to be filled in already, make sure that you follow the instructions at the end of [Section 9.3.5.8](#_bookmark346) after you exit the Wizard.)
        16. In the Password field, enter j2ee.
        17. Click Next.
      1. **JMS Destination References Dialog Box**

In this dialog box, you associate the JNDI API context name for the topic in the HumanResourceClient.java source file with the name of the default topic. You do not specify the queue, because it is a temporary queue created programmatically rather than administratively and does not have to be specified in the deployment descriptor. Follow these steps.

* + - * 1. Click Add.
        2. In the Coded Name field, enter jms/NewHireTopic—the logical name for the publisher topic referenced by HumanResourceClient.
        3. In the Type field, select javax.jms.Topic.
        4. In the JNDI Name field, enter jms/Topic (the default topic).
        5. Click Next.
      1. **Review Settings Dialog Box**
         1. Check the settings for the deployment descriptor.
         2. Click Finish.

After you exit the Wizard, do the following.

1. Select the HumanResourceClient node in the tree.
2. Select the Resource Refs tabbed pane.
3. Select the second entry in the table, jms/QueueConnectionFactory.
4. See whether the User Name and Password fields are filled in. If they are blank, enter j2ee in each field.
5. Choose Save from the File menu to save the application.

#### Packaging the Equipment Message-Driven Bean

In this section, you will run the New Enterprise Bean Wizard of the deploytool to package the first message-driven bean. To start the New Enterprise Bean Wizard, follow these steps.

* + - 1. In the tree view, select NewHireApp.
      2. From the File menu, choose New Enterprise Bean. The wizard displays a series of dialog boxes.
      3. **Introduction Dialog Box**

Click Next.

* + - 1. **EJB JAR Dialog Box**
         1. In the combo box labeled JAR File Location, verify that Create New JAR File in Application and NewHireApp are selected.
         2. In the JAR Display Name field, verify that the name is Ejb1, the default dis- play name. Representing the enterprise bean JAR file that contains the bean, this name will be displayed in the tree view.
         3. Click the Edit button next to the Contents text area.
         4. In the dialog box Edit Contents of Ejb1, choose the client\_mdb\_ent direc- tory. If the directory is not already in the Starting Directory field, type it in the field, or locate it by browsing through the Available Files tree.
         5. Select the ReserveEquipmentMsgBean.class file from the Available Files tree area and click Add.
         6. Click OK.
         7. Click Next.
      2. **General Dialog Box**
         1. In the Bean Type combo box, select the Message-Driven radio button.
         2. Under Enterprise Bean Class, select ReserveEquipmentMsgBean.
         3. In the Enterprise Bean Name field, enter EquipmentMDB.
         4. Click Next.
      3. **Transaction Management Dialog Box**
         1. Select the Container-Managed radio button.
         2. In the Transaction Attribute field opposite the onMessage method, verify that Required is selected.
         3. Click Next.
      4. **Message-Driven Bean Settings Dialog Box**
         1. In the Destination Type combo box, select Topic.
         2. In the Destination field, select jms/Topic.
         3. In the Connection Factory field, select jms/TopicConnectionFactory.
         4. Click Next.
      5. **Environment Entries Dialog Box**

Click Next.

* + - 1. **Enterprise Bean References Dialog Box**
         1. Click Add.
         2. In the Coded Name column, enter ejb/MyEjbReference.
         3. In the Type column, select Entity.
         4. In the Interfaces column, select Local.
         5. In the Home Interface column, enter SetupOfficeLocalHome.
         6. In the Local/Remote Interface column, enter SetupOffice.
         7. In the Deployment Settings combo box, select Enterprise Bean Name. In the Enterprise Bean Name field, enter SetupOfficeEJB.
         8. Click Finish. You do not need to enter anything in the other dialog boxes.

#### Packaging the Office Message-Driven Bean

In this section, you will run the New Enterprise Bean Wizard of the deploytool to package the second message-driven bean. To start the New Enterprise Bean Wizard, follow these steps.

* + - 1. In the tree view, select NewHireApp.
      2. From the File menu, choose New Enterprise Bean.
      3. **Introduction Dialog Box**

Click Next.

* + - 1. **EJB JAR Dialog Box**
         1. In the combo box labeled JAR File Location, select Add to Existing JAR File and select Ejb1 (NewHireApp).
         2. Click the Edit button next to the Contents text area.
         3. In the dialog box Edit Contents of Ejb1, choose the directory client\_mdb\_ent. If the directory is not already in the Starting Directory field, type it in the field, or locate it by browsing through the Available Files tree.
         4. Select the ReserveOfficeMsgBean.class file from the Available Files tree area and click Add.
         5. Click OK.
         6. Click Next.
      2. **General Dialog Box**
         1. In the Bean Type combo box, select the Message-Driven radio button.
         2. Under Enterprise Bean Class, select ReserveOfficeMsgBean. The combo boxes for the local and remote interfaces are grayed out.
         3. In the Enterprise Bean Name field, enter OfficeMDB. This name will represent the message-driven bean in the tree view.
         4. Click Next.
      3. **Transaction Management Dialog Box**
         1. Select the Container-Managed radio button.
         2. In the Transaction Attribute field opposite the onMessage method, verify that Required is selected.
         3. Click Next.
      4. **Message-Driven Bean Settings Dialog Box**
         1. In the Destination Type combo box, select Topic.
         2. In the Destination field, select jms/Topic.
         3. In the Connection Factory field, select jms/TopicConnectionFactory.
         4. Click Next.
      5. **Environment Entries Dialog Box**

Click Next.

* + - 1. **Enterprise Bean References Dialog Box**
         1. Click Add.
         2. In the Coded Name column, enter ejb/MyEjbReference.
         3. In the Type column, select Entity.
         4. In the Interfaces column, select Local.
         5. In the Home Interface column, enter SetupOfficeLocalHome.
         6. In the Local/Remote Interface column, enter SetupOffice.
         7. In the Deployment Settings combo box, select Enterprise Bean Name. In the Enterprise Bean Name field, enter SetupOfficeEJB.
         8. Click Finish. You do not need to enter anything in the other dialog boxes.

#### Packaging the Schedule Message-Driven Bean

In this section, you will run the New Enterprise Bean Wizard of the deploytool to package the third message-driven bean. To start the New Enterprise Bean Wizard, follow these steps.

* + - 1. In the tree view, select NewHireApp.
      2. From the File menu, choose New Enterprise Bean.
      3. **Introduction Dialog Box**

Click Next.

* + - 1. **EJB JAR Dialog Box**
         1. In the combo box labeled JAR File Location, select Add to Existing JAR File and select Ejb1 (NewHireApp).
         2. Click the Edit button next to the Contents text area.
         3. In the dialog box Edit Contents of Ejb1, choose the directory client\_mdb\_ent. If the directory is not already in the Starting Directory field, type it in the field, or locate it by browsing through the Available Files tree.
         4. Select the ScheduleMsgBean.class file from the Available Files tree area and click Add.
         5. Click OK.
         6. Click Next.
      2. **General Dialog Box**
         1. In the Bean Type combo box, select the Message-Driven radio button.
         2. Under Enterprise Bean Class, select ScheduleMsgBean. The combo boxes for the local and remote interfaces are grayed out.
         3. In the Enterprise Bean Name field, enter ScheduleMDB. This name will repre- sent the message-driven bean in the tree view.
         4. Click Next.
      3. **Transaction Management Dialog Box**
         1. Select the Container-Managed radio button.
         2. In the Transaction Attribute field opposite the onMessage method, verify that Required is selected.
         3. Click Next.
      4. **Message-Driven Bean Settings Dialog Box**
         1. In the Destination Type combo box, select Queue.
         2. In the Destination field, select jms/ScheduleQueue.
         3. In the Connection Factory field, select jms/QueueConnectionFactory.
         4. Click Next.
      5. **Environment Entries Dialog Box**

Click Next.

* + - 1. **Enterprise Bean References Dialog Box**
         1. Click Add.
         2. In the Coded Name column, enter ejb/CompositeEjbReference.
         3. In the Type column, select Entity.
         4. In the Interfaces column, select Local.
         5. In the Home Interface column, enter SetupOfficeLocalHome.
         6. In the Local/Remote Interface column, enter SetupOffice.
         7. In the Deployment Settings combo box, select Enterprise Bean Name. In the Enterprise Bean Name field, enter SetupOfficeEJB.
         8. Click Finish. You do not need to enter anything in the other dialog boxes.

#### Packaging the Entity Bean

In this section, you will run the New Enterprise Bean Wizard of the deploytool to package the entity bean. To start the New Enterprise Bean Wizard, follow these steps.

* + - 1. In the tree view, select NewHireApp.
      2. From the File menu, choose New Enterprise Bean.
      3. **Introduction Dialog Box**

Click Next.

* + - 1. **EJB JAR Dialog Box**
         1. In the combo box labeled JAR File Location, select Add to Existing JAR File and select Ejb1 (NewHireApp).
         2. Click the Edit button next to the Contents text area.
         3. In the dialog box Edit Contents of Ejb1, choose the directory client\_mdb\_ent. If the directory is not already in the Starting Directory field, type it in the field, or locate it by browsing through the Available Files tree.
         4. Select the following files from the Available Files tree area and click Add:

SetupOfficeLocalHome.class, SetupOffice.class, and SetupOffice- Bean.class.

* + - * 1. Click OK.
        2. Click Next.
      1. **General Dialog Box**
         1. In the Bean Type combo box, select the Entity radio button.
         2. In the Enterprise Bean Class combo box, select SetupOfficeBean.
         3. In the Enterprise Bean Name field, enter SetupOfficeEJB.
         4. In the Local Interfaces combo box, select SetupOfficeLocalHome for Local Home Interface and SetupOffice for Local Interface.
         5. Click Next.
      2. **Entity Settings Dialog Box**
         1. Select the radio button labeled Container managed persistence (2.0).
         2. Select the checkboxes next to all six fields in the Fields To Be Persisted area:

employeeId, employeeName, equipmentList, officeNumber, serialized- ReplyDestination, and replyCorrelationMsgId.

* + - * 1. In the Abstract Schema Name field, enter SetupOfficeSchema.
        2. In the Primary Key Class field, enter java.lang.String.
        3. In the Primary Key Field Name field, select employeeId.
        4. Click Next.
      1. **Transaction Management Dialog Box**
         1. Select the Container-Managed radio button.
         2. For all methods, verify that Required is set in the Transaction Attribute col- umn opposite the Local and Local Home radio buttons.
         3. Click Next.
      2. **Environment Entries Dialog Box**

Click Next.

* + - 1. **Enterprise Bean References Dialog Box**

Click Next.

* + - 1. **Resource References Dialog Box**

In this dialog box, you specify the connection factory for the Schedule queue and for the reply. Follow these steps.

* + - * 1. Click Add.
        2. In the Coded Name field, enter jms/QueueConnectionFactory.
        3. In the Type field, select javax.jms.QueueConnectionFactory.
        4. In the Authentication field, select Container.
        5. In the Sharable field, make sure that the checkbox is selected.
        6. In the JNDI Name field, enter jms/QueueConnectionFactory.
        7. In the User Name field, enter j2ee.
        8. In the Password field, enter j2ee.
        9. Click Next.
      1. **Resource Environment References Dialog Box**
         1. Click Add.
         2. In the Coded Name field, enter jms/ScheduleQueue—the logical name refer- enced by SetupOfficeBean.
         3. In the Type field, select javax.jms.Queue.
         4. In the JNDI Name field, enter jms/ScheduleQueue.
         5. Click Next.
      2. **Security Dialog Box**

Use the default Security Identity setting for a session or entity bean, Use Caller ID. Click Next.

* + - 1. **Review Settings Dialog Box**
         1. Check the settings for the deployment descriptor.
         2. Click Finish.

#### Specifying the Entity Bean Deployment Settings

Generate the SQL for the entity bean and create the table. Follow these steps.

* + - 1. In the tree view, select the SetupOfficeEJB entity bean.
      2. Select the Entity tabbed pane.
      3. Click Deployment Settings.
      4. In the Deployment Settings dialog box, perform these steps.
         1. In the Database Table combo box, select the two checkboxes labeled Create table on deploy and Delete table on undeploy.
         2. Click Database Settings.
         3. In the Deployment Settings dialog box that appears, enter jdbc/ Cloudscape in the Database JNDI Name field. Do not enter a user name or a password.
         4. Click OK.
         5. Click Generate Default SQL.
         6. When the SQL Generation Complete dialog appears, click OK.
         7. Click OK in the dialog box.
      5. Choose Save from the File menu to save the application.

#### Specifying the JNDI Names

Verify that the JNDI names are correct, and add one for the SetupOfficeEJB com- ponent. Follow these steps.

* + - 1. In the tree view, select the NewHireApp application.
      2. Select the JNDI Names tabbed pane.
      3. [Make sure that the JNDI names appear as shown in Tables 9.1](#_bookmark365) and [9.2.](#_bookmark366) You will need to enter SetupOfficeEJB as the JNDI name for the SetupOfficeEJB component.

#### Table 9.1: Application Pane

|  |  |  |
| --- | --- | --- |
| **Component Type** | **Component** | **JNDI Name** |
| EJB | SetupOfficeEJB | SetupOfficeEJB |
| EJB | EquipmentMDB | jms/Topic |
| EJB | OfficeMDB | jms/Topic |
| EJB | ScheduleMDB | jms/ScheduleQueue |

**Table 9.2: References Pane**

|  |  |  |  |
| --- | --- | --- | --- |
| **Ref. Type** | **Referenced By** | **Reference Name** | **JNDI Name** |
| Resource | SetupOfficeEJB | jms/Queue- ConnectionFactory | jms/Queue- ConnectionFactory |
| Env Resource | SetupOfficeEJB | jms/ScheduleQueue | jms/ScheduleQueue |
| Resource | HumanResource- Client | jms/Topic- ConnectionFactory | jms/Topic- ConnectionFactory |
| Resource | HumanResource- Client | jms/Queue- ConnectionFactory | jms/Queue- ConnectionFactory |
| Env Resource | HumanResource- Client | jms/NewHireTopic | jms/Topic |
| Resource | EJB1[CMP] |  | jdbc/Cloudscape |

### 9.4 Deploying and Running the Application

Deploying and running the application involve several steps:

1. Adding the server, if necessary
2. Deploying the application
3. Running the client
4. Undeploying the application
5. Removing the application and stopping the server

#### Adding the Server

Before you can deploy the application, you must make available to the deploytool the J2EE server you started in [Section 9.3.1 on page 162.](#_bookmark334) Because you started the J2EE server before you started the deploytool, the server, named localhost, proba- bly appears in the tree under Servers. If it does not, do the following.

* + - 1. From the File menu, choose Add Server.
      2. In the Add Server dialog box, enter localhost in the Server Name field.
      3. Click OK. A localhost node appears under Servers in the tree view.

#### Deploying the Application

To deploy the application, perform the following steps.

* + - 1. From the File menu, choose Save to save the application.
      2. From the Tools menu, choose Deploy.
      3. In the Introduction dialog box, verify that the Object to Deploy selection is

NewHireApp and that the Target Server selection is localhost.

* + - 1. Click Next.
      2. In the JNDI Names dialog box, verify that the JNDI names are correct.
      3. Click Next.
      4. Click Finish.
      5. In the Deployment Progress dialog box, click OK when the “Deployment of NewHireApp is complete” message appears.
      6. In the tree view, expand Servers and select localhost. Verify that

NewHireApp is deployed.

#### Running the Client

To run the client, perform the following steps.

* + - 1. At the command line prompt, enter the following:

runclient -client NewHireApp.ear -name HumanResourceClient -textauth

* + - 1. At the login prompts, enter j2ee as the user name and j2ee as the password.
      2. Click OK.

The client program runs in the command window, and output from the application appears in the window in which you started the J2EE server.

#### Undeploying the Application

To undeploy the J2EE application, follow these steps.

* + - 1. In the tree view, select localhost.
      2. Select NewHireApp in the Deployed Objects area.
      3. Click Undeploy.
      4. Answer Yes in the confirmation dialog.

#### Removing the Application and Stopping the Server

To remove the application from the deploytool, follow these steps.

* + - 1. Select NewHireApp in the tree view.
      2. Select Close from the File menu.

To delete the queue you created, enter the following at the command line prompt:

j2eeadmin -removeJmsDestination jms/ScheduleQueue

To stop the J2EE server, use the following command:

j2ee -stop

To stop the Cloudscape database server, use the following command:

cloudscape -stop

To exit the deploytool, choose Exit from the File menu.

C H A P T E R 10

An Application Example that Uses Two J2EE Servers

**T**HIS chapter explains how to write, compile, package, deploy, and run a pair of J2EE applications that use the JMS API and run on two J2EE servers. A common

practice is to deploy different components of an enterprise application on different systems within a company, and this example illustrates on a small scale how to do this for an application that uses the JMS API.

The applications use the following components:

* An application client that uses two connection factories—one ordinary one and one that is configured to communicate with the remote server—to create two publishers and two subscribers and to publish and to consume messages
* A message-driven bean that is deployed twice—once on the local server and once on the remote one—to process the messages and to send replies

In this chapter, the term *local server* means the server on which the applica- tion client is deployed. The term *remote server* means the server on which only the message-driven bean is deployed.

Another possible situation is that an application deployed on a J2EE server must be accessed from another system on which no J2EE server is running. The last section of this chapter discusses how to handle this situation.

The chapter covers the following topics:

* An overview of the applications
* Writing and compiling the application components
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* Creating and packaging the applications
* Deploying and running the applications
* Accessing a J2EE application from a remote system that is not running a J2EE server

If you downloaded the tutorial examples as described in the preface, you will find the source code files for this chapter in jms\_tutorial/examples/ multi\_server (on UNIX systems) or jms\_tutorial\examples\multi\_server (on Microsoft Windows systems). The directory ear\_files in the examples directory contains two built applications, called SampleMultiApp.ear and SampleReply- BeanApp.ear. If you run into difficulty at any time, you can open one of these files in the deploytool and compare that file to your own version.

### Overview of the Applications

This pair of applications is somewhat similar to the application in [Chapter 7](#_bookmark190) in that the only components are a client and a message-driven bean. However, the applica- tions here use these components in more complex ways. One application consists of the application client. The other application contains only the message-driven bean and is deployed twice, once on each server.

The basic steps of the applications are as follows.

* + 1. The administrator starts two J2EE servers.
    2. On the local server, the administrator creates a connection factory to commu- nicate with the remote server.
    3. The application client uses two connection factories—a preconfigured one and the one just created—to create two connections, sessions, publishers, and subscribers. Each publisher publishes five messages.
    4. The local and the remote message-driven beans each receive five messages and send replies.
    5. The client’s message listener consumes the replies.

[Figure 10.1](#_bookmark386) illustrates the structure of this application.
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**Figure 10.1** A J2EE Two-Server Application

### Writing and Compiling the Application Components

Writing and compiling the components of the applications involve

* Coding the application client
* Coding the message-driven bean
* Compiling the source files
  + 1. **Coding the Application Client:** **MultiAppServerRequester.java**

The application client class, MultiAppServerRequester.java, does the following.

* + - 1. It uses the Java Naming and Directory Interface (JNDI) API naming context

java:comp/env to look up two connection factories and a topic.

* + - 1. For each connection factory, it creates a connection, a publisher session, a publisher, a subscriber session, a subscriber, and a temporary topic for replies.
      2. Each subscriber sets its message listener, ReplyListener, and starts the connection.
      3. Each publisher publishes five messages and creates a list of the messages the listener should expect.
      4. When each reply arrives, the message listener displays its contents and re- moves it from the list of expected messages.
      5. When all the messages have arrived, the client exits.

import javax.jms.\*; import javax.naming.\*; import java.util.\*;

/\*\*

* The MultiAppServerRequester class is the client program for
* this J2EE application. It publishes a message to two
* different JMS providers and waits for a reply.

\*/

public class MultiAppServerRequester {

static Object waitUntilDone = new Object(); static SortedSet outstandingRequests1 =

Collections.synchronizedSortedSet(new TreeSet()); static SortedSet outstandingRequests2 =

Collections.synchronizedSortedSet(new TreeSet());

public static void main (String[] args) { InitialContext ic = null;

TopicConnectionFactory tcf1 = null; // App Server 1 TopicConnectionFactory tcf2 = null; // App Server 2 TopicConnection tc1 = null;

TopicConnection tc2 = null;

TopicSession pubSession1 = null;

TopicSession pubSession2 = null;

TopicPublisher topicPublisher1 = null;

TopicPublisher topicPublisher2 = null;

Topic pTopic = null;

TemporaryTopic replyTopic1 = null;

TemporaryTopic replyTopic2 = null;

TopicSession subSession1 = null;

TopicSession subSession2 = null;

TopicSubscriber topicSubscriber1 = null; TopicSubscriber topicSubscriber2 = null; TextMessage message = null;

/\*

\* Create a JNDI API InitialContext object.

\*/ try {

ic = new InitialContext();

} catch (NamingException e) { System.err.println("Could not create JNDI API " +

"context: " + e.toString()); e.printStackTrace(); System.exit(1);

}

/\*

* Look up connection factories and topic. If any do not
* exist, exit.

\*/ try {

tcf1 = (TopicConnectionFactory) ic.lookup("java:comp/env/jms/TopicConnectionFactory1");

tcf2 = (TopicConnectionFactory) ic.lookup("java:comp/env/jms/TopicConnectionFactory2"); pTopic = (Topic) ic.lookup("java:comp/env/jms/PTopic");

} catch (NamingException e) { System.err.println("JNDI API lookup failed: " +

e.toString()); e.printStackTrace(); System.exit(1);

}

try {

// Create two TopicConnections.

tc1 = tcf1.createTopicConnection(); tc2 = tcf2.createTopicConnection();

// Create TopicSessions for publishers. pubSession1 =

tc1.createTopicSession(false, Session.AUTO\_ACKNOWLEDGE);

pubSession2 =

tc2.createTopicSession(false, Session.AUTO\_ACKNOWLEDGE);

// Create temporary topics for replies. replyTopic1 = pubSession1.createTemporaryTopic(); replyTopic2 = pubSession2.createTemporaryTopic();

// Create TopicSessions for subscribers. subSession1 =

tc1.createTopicSession(false, Session.AUTO\_ACKNOWLEDGE);

subSession2 =

tc2.createTopicSession(false, Session.AUTO\_ACKNOWLEDGE);

/\*

* + Create subscribers, set message listeners, and
  + start connections.

\*/ topicSubscriber1 =

subSession1.createSubscriber(replyTopic1); topicSubscriber2 =

subSession2.createSubscriber(replyTopic2); topicSubscriber1.setMessageListener(new

ReplyListener(outstandingRequests1)); topicSubscriber2.setMessageListener(new

ReplyListener(outstandingRequests2)); tc1.start();

tc2.start();

// Create publishers. topicPublisher1 =

pubSession1.createPublisher(pTopic);

topicPublisher2 = pubSession2.createPublisher(pTopic);

/\*

* + - Create and send two sets of messages, one set to
    - each app server, at 1.5-second intervals. For
    - each message, set the JMSReplyTo message header to
    - a reply topic, and set an id property. Add the
    - message ID to the list of outstanding requests for
    - the message listener.

\*/

message = pubSession1.createTextMessage(); int id = 1;

for (int i = 0; i < 5; i++) { message.setJMSReplyTo(replyTopic1); message.setIntProperty("id", id); message.setText("text: id=" + id +

" to local app server"); topicPublisher1.publish(message); System.out.println("Published message: " +

message.getText()); outstandingRequests1.add(message.getJMSMessageID());

id++; Thread.sleep(1500);

message.setJMSReplyTo(replyTopic2); message.setIntProperty("id", id); message.setText("text: id=" + id +

" to remote app server"); try {

topicPublisher2.publish(message); System.out.println("Published message: " +

message.getText()); outstandingRequests2.add(message.getJMSMessageID());

} catch (Exception e) { System.err.println("Exception: Caught " +

"failed publish to " + "topicConnectionFactory2");

e.printStackTrace();

}

id++; Thread.sleep(1500);

}

/\*

* + Wait for replies.

\*/

System.out.println("Waiting for " + outstandingRequests1.size() + " message(s) " + "from local app server");

System.out.println("Waiting for " + outstandingRequests2.size() + " message(s) " + "from remote app server");

while (outstandingRequests1.size() > 0 || outstandingRequests2.size() > 0 ) {

synchronized (waitUntilDone) { waitUntilDone.wait();

}

}

System.out.println("Finished");

} catch (Exception e) { System.err.println("Exception occurred: " +

e.toString()); e.printStackTrace();

} finally {

System.out.println("Closing connection 1"); if (tc1 != null) {

try {

tc1.close();

} catch (Exception e) { System.err.println("Error closing " +

"connection 1: " + e.toString());

}

}

System.out.println("Closing connection 2"); if (tc2 != null) {

try {

tc2.close();

} catch (Exception e) { System.err.println("Error closing " +

"connection 2: " + e.toString());

}

}

System.exit(0);

}

}

/\*\*

* The ReplyListener class is instantiated with a set of
* outstanding requests.

\*/

static class ReplyListener implements MessageListener { SortedSet outstandingRequests = null;

/\*\*

* + Constructor for ReplyListener class.

\*

* + @param outstandingRequests set of outstanding
  + requests

\*/

ReplyListener(SortedSet outstandingRequests) { this.outstandingRequests = outstandingRequests;

}

/\*\*

* + onMessage method, which displays the contents of the
  + id property and text and uses the JMSCorrelationID to
  + remove from the list of outstanding requests the
  + message to which this message is a reply. If this is
  + the last message, it notifies the client.

\*

* + @param message the incoming message

\*/

public void onMessage(Message message) { TextMessage tmsg = (TextMessage) message; String txt = null;

int id = 0;

String correlationID = null;

try {

id = tmsg.getIntProperty("id"); txt = tmsg.getText();

correlationID = tmsg.getJMSCorrelationID();

} catch (JMSException e) { System.err.println("ReplyListener.onMessage: " +

"JMSException: " + e.toString());

}

System.out.println("ReplyListener: Received " + "message: id=" + id + ", text=" + txt);

outstandingRequests.remove(correlationID);

if (outstandingRequests.size() == 0) { synchronized(waitUntilDone) {

waitUntilDone.notify();

}

} else {

System.out.println("ReplyListener: Waiting " + "for " + outstandingRequests.size() +

" message(s)");

}

}

}

}

**Code Example 10.1** MultiAppServerRequester.java

* + 1. **Coding the Message-Driven Bean:** **ReplyMsgBean.java**

The onMessage method of the message-driven bean class, ReplyMsgBean.java, does the following:

* + - 1. Casts the incoming message to a TextMessage and displays the text
      2. Creates a connection, session, and publisher for the reply message
      3. Publishes the message to the reply topic
      4. Closes the connection

import javax.ejb.\*; import javax.naming.\*; import javax.jms.\*;

/\*\*

* + - * + The ReplyMsgBean class is a message-driven bean. It
        + implements the javax.ejb.MessageDrivenBean and
        + javax.jms.MessageListener interfaces. It is defined as public
        + (but not final or abstract). It defines a constructor and the
        + methods ejbCreate, onMessage, setMessageDrivenContext, and
        + ejbRemove.

\*/

public class ReplyMsgBean implements MessageDrivenBean, MessageListener {

private transient MessageDrivenContext mdc = null; private transient TopicConnectionFactory tcf = null;

/\*\*

\* Constructor, which is public and takes no arguments.

\*/

public ReplyMsgBean() { System.out.println("In " +

"ReplyMsgBean.ReplyMsgBean()");

}

/\*\*

* setMessageDrivenContext method, declared as public (but
* not final or static), with a return type of void, and
* with one argument of type javax.ejb.MessageDrivenContext.

\*

* @param mdc the context to set

\*/

public void setMessageDrivenContext(MessageDrivenContext mdc)

{

System.out.println("In " + "ReplyMsgBean.setMessageDrivenContext()");

this.mdc = mdc;

}

/\*\*

* ejbCreate method, declared as public (but not final or
* static), with a return type of void, and with no
* arguments. It looks up the topic connection factory.

\*/

public void ejbCreate() {

System.out.println("In ReplyMsgBean.ejbCreate()"); try {

Context initial = new InitialContext(); tcf = (TopicConnectionFactory)

initial.lookup("java:comp/env/jms/TopicConnectionFactory");

} catch (Exception ex) { System.err.println("ReplyMsgBean.ejbCreate: " +

"Exception: " + ex.toString());

}

}

/\*\*

* onMessage method, declared as public (but not final or
* static), with a return type of void, and with one argument
* of type javax.jms.Message.

\*

* It displays the contents of the message and creates a
* connection, session, and publisher for the reply, using
* the JMSReplyTo field of the incoming message as the
* destination. It creates and publishes a reply message,
* setting the JMSCorrelationID header field to the message
* ID of the incoming message, and the id property to that of
* the incoming message. It then closes the topic
* connection.

\*

* @param inMessagethe incoming message

\*/

public void onMessage(Message inMessage) { TextMessage msg = null; TopicConnection tc = null; TopicSession ts = null;

TopicPublisher tp = null; TextMessage replyMsg = null;

try {

if (inMessage instanceof TextMessage) { msg = (TextMessage) inMessage;

System.out.println(" ReplyMsgBean: " + "Received message: " + msg.getText());

tc = tcf.createTopicConnection();

ts = tc.createTopicSession(true, 0);

tp = ts.createPublisher((Topic)msg.getJMSReplyTo());

replyMsg =

ts.createTextMessage("ReplyMsgBean " + "processed message: " + msg.getText());

replyMsg.setJMSCorrelationID(msg.getJMSMessageID()); replyMsg.setIntProperty("id",

msg.getIntProperty("id")); tp.publish(replyMsg); tc.close();

} else {

System.err.println("Message of wrong type: " + inMessage.getClass().getName());

}

} catch (JMSException e) { System.err.println("ReplyMsgBean.onMessage: " +

"JMSException: " + e.toString());

} catch (Throwable te) { System.err.println("ReplyMsgBean.onMessage: " +

"Exception: " + te.toString());

}

}

/\*\*

* ejbRemove method, declared as public (but not final or
* static), with a return type of void, and with no
* arguments.

\*/

public void ejbRemove() {

System.out.println("In ReplyMsgBean.ejbRemove()");

}

}

**Code Example 10.2** ReplyMsgBean.java

#### Compiling the Source Files

To compile the files in the application, go to the directory multi\_server and do the following.

* + - 1. Make sure that you have set the environment variables shown in [Table 4.1 on page 34:](#_bookmark84) JAVA\_HOME, J2EE\_HOME, CLASSPATH, and PATH.
      2. At a command line prompt, compile the source files:

javac MultiAppServerRequester.java javac ReplyMsgBean.java

### Creating and Packaging the Application

Creating and packaging this application involve several steps:

* + 1. Starting the J2EE servers and the deploytool
    2. Creating a connection factory
    3. Creating the first J2EE application
    4. Packaging the application client
    5. Creating the second J2EE application
    6. Packaging the message-driven bean
    7. Checking the JNDI names

#### Starting the J2EE Servers and the Deploytool

Before you can create and package the application, you must start the local and remote J2EE servers and the deploytool. Follow these steps.

* + - 1. At a command line prompt on the local system, start the J2EE server:

j2ee -verbose

Wait until the server displays the message “J2EE server startup complete.” (To stop the server, type j2ee -stop.)

* + - 1. At another command line prompt on the local system, start the deploytool:

deploytool

(To access the tool’s context-sensitive help, press F1.)

* + - 1. At a command line prompt on the remote system, start the J2EE server:

j2ee -verbose

#### Creating a Connection Factory

For this example, you create on the local system a connection factory that allows the client to communicate with the remote server. If you downloaded the tutorial exam- ples as described in the preface, you will find in the multi\_server directory a Microsoft Windows script called setup.bat and a UNIX script called setup.sh. You can use one of these scripts to create the connection factory on the local system. The command in setup.bat looks like this:

call j2eeadmin -addJmsFactory jms/RemoteTCF topic -props url=corbaname:iiop:%1:1050#%1

The UNIX command in setup.sh looks like this:

#!/bin/sh -x

j2eeadmin -addJmsFactory jms/RemoteTCF topic -props url=corbaname:iiop:$1:1050#$1

1. To run the script, specify the name of the remote server as an argument. Use the host name that is visible to you on your network; do not use an IP address. For example, if the remote system is named mars, enter the following:

setup.bat mars

or

setup.sh mars

1. Verify that the connection factory was created:

j2eeadmin -listJmsFactory

One line of the output looks like this (it appears on one line):

< JMS Cnx Factory : jms/RemoteTCF , Topic , [ url=corbaname:iiop:mars:1050#mars ] >

#### Creating the First J2EE Application

Create a new J2EE application called MultiApp and store it in the file named

MultiApp.ear. Follow these steps.

* + - 1. In the deploytool, select the File menu.
      2. From the File menu, choose New Application.
      3. Click Browse next to the Application File Name field, and use the file chooser to locate the directory multi\_server.
      4. In the File Name field, enter MultiApp.
      5. Click New Application.
      6. Click OK.

A diamond icon labeled MultiApp appears in the tree view on the left side of the deploytool window. The full path name of MultiApp.ear appears in the General tabbed pane on the right side.

#### Packaging the Application Client

In this section, you will run the New Application Client Wizard of the deploytool to package the application client. To start the New Application Client Wizard, follow these steps.

* + - 1. In the tree view, select MultiApp.
      2. From the File menu, choose New Application Client. The wizard displays a series of dialog boxes.
      3. **Introduction Dialog Box**

Click Next.

* + - 1. **JAR File Contents Dialog Box**
         1. In the combo box labeled Create Archive Within Application, select

MultiApp.

* + - * 1. Click the Edit button next to the Contents text area.
        2. In the dialog box Edit Contents of <Application Client>, choose the multi\_server directory. If the directory is not already in the Starting Direc- tory field, type it in the field, or locate it by browsing through the Available Files tree.
        3. Select MultiAppServerRequester.class and MultiAppServerRequester$Re- plyListener.class from the Available Files tree area and click Add.
        4. Click OK.
        5. Click Next.
      1. **General Dialog Box**
         1. In the Application Client combo box, select MultiAppServerRequester in the Main Class field, and enter MultiAppServerRequester in the Display Name field.
         2. In the Callback Handler Class combo box, verify that container-managed au- thentication is selected.
         3. Click Next.
      2. **Environment Entries Dialog Box**

Click Next.

* + - 1. **Enterprise Bean References Dialog Box**

Click Next.

* + - 1. **Resource References Dialog Box**

In this dialog box, you associate the JNDI API context names for the connection factories in the MultiAppServerRequester.java source file with the names of the local and remote connection factories. You also specify container authentication for the connection factory resources, defining the user name and the password that the user must enter in order to be able to create a connection. Follow these steps.

* + - * 1. Click Add.
        2. In the Coded Name field, enter jms/TopicConnectionFactory1—the first log- ical name referenced by MultiAppServerRequester.
        3. In the Type field, select javax.jms.TopicConnectionFactory.
        4. In the Authentication field, select Container.
        5. In the Sharable field, make sure that the checkbox is selected. This allows the container to optimize connections.
        6. In the JNDI Name field, enter jms/TopicConnectionFactory.
        7. In the User Name field, enter j2ee.
        8. In the Password field, enter j2ee.
        9. Click Add.
        10. In the Coded Name field, enter jms/TopicConnectionFactory2—the other logical name referenced by MultiAppServerRequester.
        11. In the Type field, select javax.jms.TopicConnectionFactory.
        12. In the Authentication field, select Container.
        13. In the Sharable field, make sure that the checkbox is selected.
        14. In the JNDI Name field, enter jms/RemoteTCF.
        15. In the User Name field, enter j2ee. (If the user name and the password appear to be filled in already, make sure that you follow the instructions at the end of [Section 10.3.4.8](#_bookmark408) after you exit the Wizard.)
        16. In the Password field, enter j2ee.
        17. Click Next.
      1. **JMS Destination References Dialog Box**

In this dialog box, you associate the JNDI API context name for the topic in the MultiAppServerRequester.java source file with the name of the default topic. The client code also uses a reply topic, but it is a temporary topic created programmati- cally rather than administratively and does not have to be specified in the deploy- ment descriptor. Follow these steps.

* + - * 1. Click Add.
        2. In the Coded Name field, enter jms/PTopic—the logical name for the pub- lisher topic referenced by MultiAppServerRequester.
        3. In the Type field, select javax.jms.Topic.
        4. In the JNDI Name field, enter jms/Topic—the preconfigured topic.
        5. Click Next.
      1. **Review Settings Dialog Box**
         1. Check the settings for the deployment descriptor.
         2. Click Finish.

After you exit the Wizard, do the following.

1. Select the MultiAppServerRequester node in the tree.
2. Select the Resource Refs tabbed pane.
3. Select the second entry in the table, jms/TopicConnectionFactory2.
4. If the User Name and the Password fields are blank, enter j2ee in each field.
5. Choose Save from the File menu to save the application.

#### Creating the Second J2EE Application

Create a new J2EE application, called ReplyBeanApp, and store it in the file named

ReplyBeanApp.ear. Follow these steps.

* + - 1. In the deploytool, select the File menu.
      2. From the File menu, choose New Application.
      3. Click Browse next to the Application File Name field, and use the file chooser to locate the directory multi\_server.
      4. In the File Name field, enter ReplyBeanApp.
      5. Click New Application.
      6. Click OK.

A diamond icon labeled ReplyBeanApp appears in the tree view on the left side of the deploytool window. The full path name of ReplyBeanApp.ear appears in the General tabbed pane on the right side.

#### Packaging the Message-Driven Bean

In this section, you will run the New Enterprise Bean Wizard of the deploytool to package the message-driven bean. To start the New Enterprise Bean Wizard, follow these steps.

* + - 1. In the tree view, select ReplyBeanApp.
      2. From the File menu, choose New Enterprise Bean.
      3. **Introduction Dialog Box**

Click Next.

* + - 1. **EJB JAR Dialog Box**
         1. In the combo box labeled JAR File Location, verify that Create New JAR File in Application and ReplyBeanApp are selected.
         2. In the JAR Display Name field, verify that the name is Ejb1, the default dis- play name.
         3. Click the Edit button next to the Contents text area.
         4. In the dialog box Edit Contents of Ejb1, choose the multi\_server directory. If the directory is not already in the Starting Directory field, type it in the field, or locate it by browsing through the Available Files tree.
         5. Select the ReplyMsgBean.class file from the Available Files tree area and click Add.
         6. Click OK.
         7. Click Next.
      2. **General Dialog Box**
         1. In the Bean Type combo box, select the Message-Driven radio button.
         2. Under Enterprise Bean Class, select ReplyMsgBean. The combo boxes for the local and remote interfaces are grayed out.
         3. In the Enterprise Bean Name field, enter ReplyMDB. This name will represent the message-driven bean in the tree view.
         4. Click Next.
      3. **Transaction Management Dialog Box**
         1. Select the Container-Managed radio button.
         2. In the Transaction Attribute field opposite the onMessage method, verify that Required is selected.
         3. Click Next.
      4. **Message-Driven Bean Settings Dialog Box**
         1. In the Destination Type combo box, select Topic.
         2. In the Destination field, select jms/Topic.
         3. In the Connection Factory field, select jms/TopicConnectionFactory.
         4. Click Next.
      5. **Environment Entries Dialog Box**

Click Next.

* + - 1. **Enterprise Bean References Dialog Box**

Click Next.

* + - 1. **Resource References Dialog Box**
         1. Click Add.
         2. In the Coded Name field, enter jms/TopicConnectionFactory.
         3. In the Type field, select javax.jms.TopicConnectionFactory.
         4. In the Authentication field, select Container.
         5. In the JNDI Name field, enter jms/TopicConnectionFactory.
         6. In the User Name field, enter j2ee.
         7. In the Password field, enter j2ee.
         8. Click Finish. You do not need to enter anything in the other dialog boxes.

#### Checking the JNDI Names

Verify that the JNDI names for the application components are correct. To do so, do the following.

* + - 1. In the tree view, select the MultiApp application.
      2. Select the JNDI Names tabbed pane.
      3. [Verify that the JNDI names appear as shown in Table 10.1.](#_bookmark417)

#### Table 10.1: References Pane

|  |  |  |  |
| --- | --- | --- | --- |
| **Ref. Type** | **Referenced By** | **Reference Name** | **JNDI Name** |
| Resource | MultiAppServer- Requester | jms/Topic- ConnectionFactory1 | jms/Topic- ConnectionFactory |
| Resource | MultiAppServer- Requester | jms/Topic- ConnectionFactory2 | jms/RemoteTCF |
| Env Resource | MultiAppServer- Requester | jms/PTopic | jms/Topic |

* + - 1. In the tree view, select the ReplyBeanApp application.
      2. Select the JNDI Names tabbed pane.
      3. [Verify that the JNDI names appear as shown in Tables 10.2](#_bookmark418) and [10.3.](#_bookmark419)

#### Table 10.2: Application Pane

|  |  |  |
| --- | --- | --- |
| **Component Type** | **Component** | **JNDI Name** |
| EJB | ReplyMDB | jms/Topic |

**Table 10.3: References Pane**

|  |  |  |  |
| --- | --- | --- | --- |
| **Ref. Type** | **Referenced By** | **Reference Name** | **JNDI Name** |
| Resource | ReplyMDB | jms/Topic- ConnectionFactory | jms/Topic- ConnectionFactory |

**10.4 Deploying and Running the Applications**

Deploying and running this application involve several steps:

1. Adding the server
2. Deploying the applications
3. Running the client
4. Undeploying the applications
5. Removing the applications and stopping the server

#### Adding the Server

Before you can deploy the application, you must make available to the deploytool both the J2EE servers you started in [Section 10.3.1 on page 195.](#_bookmark397) To add the remote server, follow these steps.

* + - 1. From the File menu, choose Add Server.
      2. In the Add Server dialog box, enter the name of the remote system in the Server Name field. Use the same name you specified when you ran the setup [script in Section 10.3.2 on page 195.](#_bookmark400)
      3. Click OK.

A node with the name of the remote system appears under Servers in the tree view. Because you started the local J2EE server before you started the deploytool,

the server, named localhost, probably appears in the tree under Servers. If it does not, do the following.

1. From the File menu, choose Add Server.
2. In the Add Server dialog box, enter localhost in the Server Name field.
3. Click OK.

The localhost node appears under Servers in the tree view.

#### Deploying the Applications

To deploy the MultiApp application, perform the following steps.

* + - 1. In the tree view, select the MultiApp application.
      2. From the Tools menu, choose Deploy.
      3. In the Introduction dialog box, verify that the Object to Deploy selection is

MultiApp, and select localhost as the Target Server.

* + - 1. Click Next.
      2. In the JNDI Names dialog box, verify that the JNDI names are correct.
      3. Click Next.
      4. Click Finish.
      5. In the Deployment Progress dialog box, click OK when the “Deployment of MultiApp is complete” message appears.
      6. In the tree view, expand Servers and select the host name. Verify that

MultiApp is deployed.

To deploy the ReplyBeanApp application on the local server, perform the fol- lowing steps.

1. In the tree view, select the ReplyBeanApp application.
2. From the Tools menu, choose Deploy.
3. In the Introduction dialog box, verify that the Object to Deploy selection is

ReplyBeanApp, and select the local server as the Target Server.

1. Click Next.
2. In the JNDI Names dialog box, verify that the JNDI names are correct.
3. Click Next.
4. Click Finish.
5. In the Deployment Progress dialog box, click OK when the “Deployment of ReplyBeanApp is complete” message appears.
6. In the tree view, expand Servers and select the host name. Verify that

ReplyBeanApp is deployed.

1. Repeat steps 1–9 for the remote server, selecting the remote server as the Tar- get Server in step 3.

#### Running the Client

To run the client, perform the following steps.

* + - 1. At a command line prompt on the local system, enter the following on one line:

runclient -client MultiApp.ear -name MultiAppServerRequester

-textauth

* + - 1. At the login prompts, enter j2ee as the user name and j2ee as the password.
      2. Click OK.

The client program runs in the command window. Output from the message- driven beans appears on both the local and the remote systems, in the windows in which you started each J2EE server.

#### Undeploying the Applications

To undeploy the J2EE applications, follow these steps.

* + - 1. In the tree view, select localhost under Servers.
      2. Select MultiApp in the Deployed Objects area.
      3. Click Undeploy.
      4. Answer Yes in the confirmation dialog.
      5. Repeat steps 1–4 for ReplyBeanApp on both the local and the remote servers.

#### Removing the Applications and Stopping the Servers

To remove the applications from the deploytool, follow these steps.

* + - 1. Select MultiApp in the tree view.
      2. Select Close from the File menu.
      3. Repeat these steps for ReplyBeanApp.

To delete the connection factory you created, enter the following at a command line prompt on the local system:

j2eeadmin -removeJmsFactory jms/RemoteTCF

To stop the J2EE servers, use the following command on each system:

j2ee -stop

To exit the deploytool, choose Exit from the File menu.

### 10.5 Accessing a J2EE Application from a Remote System that Is Not Running a J2EE Server

To run an application installed on a J2EE server from a system that is not running a J2EE server, you perform tasks similar to those described in [Section 4.4.2 on](#_bookmark126) [page 58.](#_bookmark126) Again, the J2EE SDK must be installed on both systems. You may also want to use the runclient command to run an application client installed on a remote system.

This section describes both of these situations:

* Accessing a J2EE application from a standalone client
* Using runclient to access a remote application client

#### Accessing a J2EE Application from a Standalone Client

You can run a standalone client that uses messages to communicate with a J2EE application. For example, you can use the deploytool to deploy the ReplyBeanApp application on a system running the J2EE server, then use a standalone client to

publish messages to the topic that the ReplyMsgBean is listening on and receive replies on a temporary topic.

For example, suppose that the ReplyBeanApp application is deployed on the server running on the system earth, and suppose that the standalone client is named PubSub and will run on the system mars. [Section 10.5.1.1](#_bookmark437) shows the client program.

To specify the remote system on the command line, you use a command line just like the one in [Section 4.4.2](#_bookmark126) (you do so after setting your environment vari- ables as shown in [Table 4.1 on page](#_bookmark84) 34).

* On a Microsoft Windows system, type the following command on a single line:

java -Djms.properties=%J2EE\_HOME%\config\jms\_client.properties

-Dorg.omg.CORBA.ORBInitialHost=earth PubSub jms/Topic

* On a UNIX system, type the following command on a single line:

java -Djms.properties=$J2EE\_HOME/config/jms\_client.properties

-Dorg.omg.CORBA.ORBInitialHost=earth PubSub jms/Topic

If all the remote applications you need to access are deployed on the same server, you can edit the file %J2EE\_HOME%\config\orb.properties (on Microsoft Windows systems) or $J2EE\_HOME/config/orb.properties (on UNIX systems) on the local system. The second line of this file looks like this:

host=localhost

Change localhost to the name of the system on which the remote applica- tions are deployed (for example, earth):

host=earth

You can now run the client program as before, but you do not need to specify the option -Dorg.omg.CORBA.ORBInitialHost.

* + - 1. **The Sample Client Program:** **PubSub.java**

The sample client program PubSub.java can publish messages to a topic that the

ReplyMsgBean is listening on and receive the message bean’s replies.

/\*\*

* The PubSub class consists of

\*

* - A main method, which publishes several messages to a topic
* and creates a subscriber and a temporary topic on which
* to receive replies
* - A TextListener class that receives the replies

\*

* Run this program in conjunction with ReplyBeanApp.
* Specify a topic name on the command line when you run the
* program. By default, the program sends one message.
* Specify a number after the topic name to send that number
* of messages.

\*

* To end the program, enter Q or q on the command line.

\*/

import javax.jms.\*; import javax.naming.\*; import java.io.\*;

public class PubSub {

/\*\*

* + Main method.

\*

* + @param args the topic used by the example and,
  + optionally, the number of messages to send

\*/

public static void main(String[] args) { String topicName = null;

Context jndiContext = null; TopicConnectionFactory topicConnectionFactory = null; TopicConnection topicConnection = null;

TopicSession topicSession = null;

Topic topic = null;

Topic replyTopic = null;

TopicPublisher topicPublisher = null; TopicSubscriber topicSubscriber = null; TextMessage message = null; InputStreamReader inputStreamReader = null; char answer = '\0';

final int NUM\_MSGS;

if ( (args.length < 1) || (args.length > 2) ) { System.out.println("Usage: java " +

"PubSub <topic-name> " + "[<number-of-messages>]");

System.exit(1);

}

topicName = new String(args[0]); System.out.println("Topic name is " + topicName); if (args.length == 2){

NUM\_MSGS = (new Integer(args[1])).intValue();

} else {

NUM\_MSGS = 1;

}

/\*

* Create a JNDI API InitialContext object if none exists
* yet.

\*/ try {

jndiContext = new InitialContext();

} catch (NamingException e) { System.out.println("Could not create JNDI API " +

"context: " + e.toString()); e.printStackTrace(); System.exit(1);

}

/\*

* Look up connection factory and topic. If either does

\* not exist, exit.

\*/ try {

topicConnectionFactory = (TopicConnectionFactory) jndiContext.lookup("jms/TopicConnectionFactory");

topic = (Topic) jndiContext.lookup(topicName);

} catch (NamingException e) { System.out.println("JNDI API lookup failed: " +

e.toString()); e.printStackTrace(); System.exit(1);

}

/\*

* Create connection.
* Create session from connection; false means session is
* not transacted.
* Create publisher, temporary topic, and text message,
* setting JMSReplyTo field to temporary topic and
* setting an id property.
* Send messages, varying text slightly.
* Create subscriber and set message listener to receive
* replies.
* When all messages have been received, enter Q to quit.
* Finally, close connection.

\*/ try {

topicConnection = topicConnectionFactory.createTopicConnection();

topicSession = topicConnection.createTopicSession(false,

Session.AUTO\_ACKNOWLEDGE);

topicPublisher = topicSession.createPublisher(topic); replyTopic = topicSession.createTemporaryTopic(); message = topicSession.createTextMessage(); message.setJMSReplyTo(replyTopic);

int id = 1;

for (int i = 0; i < NUM\_MSGS; i++) { message.setText("This is message " + id);

message.setIntProperty("id", id); System.out.println("Publishing message: " +

message.getText()); topicPublisher.publish(message); id++;

}

topicSubscriber = topicSession.createSubscriber(replyTopic);

topicSubscriber.setMessageListener(new TextListener()); topicConnection.start();

System.out.println("To end program, enter Q or q, " + "then <return>");

inputStreamReader = new InputStreamReader(System.in); while (!((answer == 'q') || (answer == 'Q'))) {

try {

answer = (char) inputStreamReader.read();

} catch (IOException e) { System.out.println("I/O exception: "

+ e.toString());

}

}

} catch (JMSException e) { System.out.println("Exception occurred: " +

e.toString());

} finally {

if (topicConnection != null) { try {

topicConnection.close();

} catch (JMSException e) {}

}

}

}

/\*\*

* The TextListener class implements the MessageListener
* interface by defining an onMessage method that displays
* the contents and id property of a TextMessage.

\*

* + This class acts as the listener for the PubSub
  + class.

\*/

static class TextListener implements MessageListener {

/\*\*

* + - Casts the message to a TextMessage and displays its
    - text.

\*

* + - @param message the incoming message

\*/

public void onMessage(Message message) { TextMessage msg = null;

String txt = null;

int id = 0;

try {

if (message instanceof TextMessage) { msg = (TextMessage) message;

id = msg.getIntProperty("id"); txt = msg.getText();

System.out.println("Reading message: id=" + id + ", text=" + txt);

} else {

System.out.println("Message of wrong type: "

+ message.getClass().getName());

}

} catch (JMSException e) { System.out.println("JMSException in onMessage():"

+ e.toString());

} catch (Throwable t) { System.out.println("Exception in onMessage():" +

t.getMessage());

}

}

}

}

**Code Example 10.3** PubSub.java

#### Using runclient to Access a Remote Application Client

If you need to run a J2EE application that contains an application client and that is deployed on a remote system, you can use the runclient command to do so. For example, if you deploy both ReplyBeanApp and MultiApp on the server running on earth, the steps are as follows.

1. Make sure that the multi\_server directory on earth is accessible to you via the file system so that the runclient command can find it.
2. [Follow the instructions in Section 10.3.2 on page 195](#_bookmark400) and create on mars a connection factory that will refer to the corresponding connection factory on

earth.

1. Set the host property in the orb.properties file in the J2EE SDK on mars, as [described in Section 10.5.1,](#_bookmark435) because the runclient command does not allow you to specify the ORBInitialHost value:

host=earth

1. Go to the multi\_server directory on earth—or specify the complete path to the MultiApp.ear file—and issue the runclient command (on one line):

runclient -client MultiApp.ear -name MultiAppServerRequester

-textauth

A P P E N D I X A

JMS Client Examples

**T**HIS appendix contains a number of sample programs that illustrate JMS API concepts and features. The samples are as follows:

* + DurableSubscriberExample.java, a program that illustrates the use of dura- ble subscriptions
  + TransactedExample.java, a program that shows how to use transactions in standalone applications
  + AckEquivExample.java, a program that illustrates acknowledgment modes
  + SampleUtilities.java, a utility class containing methods called by the other sample programs

The programs are all self-contained threaded applications. The programs include producer and consumer classes that send and receive messages. If you downloaded the tutorial examples as described in the preface, you will find the examples for this chapter in the directory jms\_tutorial/examples/appendix (on UNIX systems) or jms\_tutorial\examples\appendix (on Microsoft Windows systems). You can compile and run the examples using the instructions in [Chapter](#_bookmark79) 4.

### Durable Subscriptions

The DurableSubscriberExample.java program shows how durable subscriptions work. It demonstrates that a durable subscription is active even when the subscriber is not active. The program contains a DurableSubscriber class, a
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MultiplePublisher class, a main method, and a method that instantiates the classes and calls their methods in sequence.

The program begins like any publish/subscribe program: The subscriber starts, the publisher publishes some messages, and the subscriber receives them. At this point, the subscriber closes itself. The publisher then publishes some mes- sages while the subscriber is not active. The subscriber then restarts and receives the messages.

Before you run this program, create a connection factory with a client ID. You can use a command similar to the one shown in [Section 8.2.3 on page 116.](#_bookmark281) Then specify the connection factory name and the topic name on the command line when you run the program, as in the following sample command, which should all be on one line, for a Microsoft Windows system:

java -Djms.properties=%J2EE\_HOME%\config\jms\_client.properties DurableSubscriberExample DurableTopicCF jms/Topic

The output looks something like this:

Connection factory name is DurableTopicCF Topic name is jms/Topic

Java(TM) Message Service 1.0.2 Reference Implementation (build b14) Starting subscriber

PUBLISHER: Publishing message: Here is a message 1 PUBLISHER: Publishing message: Here is a message 2 PUBLISHER: Publishing message: Here is a message 3 SUBSCRIBER: Reading message: Here is a message 1 SUBSCRIBER: Reading message: Here is a message 2 SUBSCRIBER: Reading message: Here is a message 3 Closing subscriber

PUBLISHER: Publishing message: Here is a message 4 PUBLISHER: Publishing message: Here is a message 5 PUBLISHER: Publishing message: Here is a message 6 Starting subscriber

SUBSCRIBER: Reading message: Here is a message 4 SUBSCRIBER: Reading message: Here is a message 5 SUBSCRIBER: Reading message: Here is a message 6 Closing subscriber

Unsubscribing from durable subscription

import javax.naming.\*; import javax.jms.\*;

public class DurableSubscriberExample { String conFacName = null; String topicName = null; static int startindex = 0;

/\*\*

* The DurableSubscriber class contains a constructor, a
* startSubscriber method, a closeSubscriber method, and a
* finish method.

\*

* The class fetches messages asynchronously, using a message
* listener, TextListener.

\*/

public class DurableSubscriber {

Context jndiContext = null; TopicConnectionFactory topicConnectionFactory = null; TopicConnection topicConnection = null;

TopicSession topicSession = null;

Topic topic = null;

TopicSubscriber topicSubscriber = null;

TextListener topicListener = null;

/\*\*

* + The TextListener class implements the MessageListener
  + interface by defining an onMessage method for the
  + DurableSubscriber class.

\*/

private class TextListener implements MessageListener { final SampleUtilities.DoneLatch monitor =

new SampleUtilities.DoneLatch();

/\*\*

* + - Casts the message to a TextMessage and displays
    - its text. A non-text message is interpreted as the
* end of the message stream, and the message
* listener sets its monitor state to all done
* processing messages.

\*

* @param message the incoming message

\*/

public void onMessage(Message message) { if (message instanceof TextMessage) {

TextMessage msg = (TextMessage) message;

try {

System.out.println("SUBSCRIBER: " + "Reading message: " + msg.getText());

} catch (JMSException e) { System.err.println("Exception in " +

"onMessage(): " + e.toString());

}

} else {

monitor.allDone();

}

}

}

/\*\*

* Constructor: looks up a connection factory and topic
* and creates a connection and session.

\*/

public DurableSubscriber() {

/\*

* + Create a JNDI API InitialContext object if none
  + exists yet.

\*/ try {

jndiContext = new InitialContext();

} catch (NamingException e) { System.err.println("Could not create JNDI API " +

"context: " + e.toString());

System.exit(1);

}

/\*

* + - Look up connection factory and topic. If either
    - does not exist, exit.

\*/ try {

topicConnectionFactory = (TopicConnectionFactory) jndiContext.lookup(conFacName);

} catch (NamingException e) { System.err.println("JNDI API lookup failed: " +

e.toString()); System.exit(1);

}

try {

topicConnection = topicConnectionFactory.createTopicConnection();

topicSession = topicConnection.createTopicSession(false,

Session.AUTO\_ACKNOWLEDGE);

topic = SampleUtilities.getTopic(topicName, topicSession);

} catch (Exception e) { System.err.println("Connection problem: " +

e.toString());

if (topicConnection != null) { try {

topicConnection.close();

} catch (JMSException ee) {}

}

System.exit(1);

}

}

/\*\*

* Stops connection, then creates durable subscriber,
* registers message listener (TextListener), and starts
* message delivery; listener displays the messages
* obtained.

\*/

public void startSubscriber() { try {

System.out.println("Starting subscriber"); topicConnection.stop();

topicSubscriber = topicSession.createDurableSubscriber(topic,

"MakeItLast"); topicListener = new TextListener();

topicSubscriber.setMessageListener(topicListener); topicConnection.start();

} catch (JMSException e) { System.err.println("Exception occurred: " +

e.toString());

}

}

/\*\*

* Blocks until publisher issues a control message
* indicating end of publish stream, then closes
* subscriber.

\*/

public void closeSubscriber() { try {

topicListener.monitor.waitTillDone(); System.out.println("Closing subscriber"); topicSubscriber.close();

} catch (JMSException e) { System.err.println("Exception occurred: " +

e.toString());

}

}

/\*\*

* Closes the connection.

\*/

public void finish() {

if (topicConnection != null) { try {

System.out.println("Unsubscribing from " + "durable subscription");

topicSession.unsubscribe("MakeItLast"); topicConnection.close();

} catch (JMSException e) {}

}

}

}

/\*\*

* + The MultiplePublisher class publishes several messages to
  + a topic. It contains a constructor, a publishMessages
  + method, and a finish method.

\*/

public class MultiplePublisher { TopicConnection topicConnection = null; TopicSession topicSession = null; Topic topic = null; TopicPublisher topicPublisher = null;

/\*\*

* + - Constructor: looks up a connection factory and topic
    - and creates a connection, session, and publisher.

\*/

public MultiplePublisher() {

TopicConnectionFactory topicConnectionFactory = null;

try {

topicConnectionFactory = SampleUtilities.getTopicConnectionFactory();

topicConnection = topicConnectionFactory.createTopicConnection();

topicSession = topicConnection.createTopicSession(false,

Session.AUTO\_ACKNOWLEDGE);

topic =

SampleUtilities.getTopic(topicName, topicSession);

topicPublisher = topicSession.createPublisher(topic);

} catch (Exception e) { System.err.println("Connection problem: " +

e.toString());

if (topicConnection != null) { try {

topicConnection.close();

} catch (JMSException ee) {}

}

System.exit(1);

}

}

/\*\*

* Creates text message.
* Sends some messages, varying text slightly.
* Messages must be persistent.

\*/

public void publishMessages() { TextMessage message = null; int i;

final int NUMMSGS = 3; final String MSG\_TEXT =

new String("Here is a message");

try {

message = topicSession.createTextMessage(); for (i = startindex;

i < startindex + NUMMSGS; i++) { message.setText(MSG\_TEXT + " " + (i + 1)); System.out.println("PUBLISHER: Publishing " +

"message: " + message.getText()); topicPublisher.publish(message);

}

/\*

* + Send a non-text control message indicating end
  + of messages.

\*/ topicPublisher.publish(topicSession.createMessage());

startindex = i;

} catch (JMSException e) { System.err.println("Exception occurred: " +

e.toString());

}

}

/\*\*

\* Closes the connection.

\*/

public void finish() {

if (topicConnection != null) { try {

topicConnection.close();

} catch (JMSException e) {}

}

}

}

/\*\*

* Instantiates the subscriber and publisher classes.
* Starts the subscriber; the publisher publishes some
* messages.
* Closes the subscriber; while it is closed, the publisher
* publishes some more messages.
* Restarts the subscriber and fetches the messages.
* Finally, closes the connections.

\*/

public void run\_program() { DurableSubscriber durableSubscriber =

new DurableSubscriber(); MultiplePublisher multiplePublisher =

new MultiplePublisher();

durableSubscriber.startSubscriber(); multiplePublisher.publishMessages(); durableSubscriber.closeSubscriber(); multiplePublisher.publishMessages(); durableSubscriber.startSubscriber(); durableSubscriber.closeSubscriber(); multiplePublisher.finish(); durableSubscriber.finish();

}

/\*\*

* Reads the topic name from the command line, then calls the
* run\_program method.

\*

* @param args the topic used by the example

\*/

public static void main(String[] args) { DurableSubscriberExample dse =

new DurableSubscriberExample();

if (args.length != 2) { System.out.println("Usage: java " +

"DurableSubscriberExample " + "<connection\_factory\_name> <topic\_name>");

System.exit(1);

}

dse.conFacName = new String(args[0]); System.out.println("Connection factory name is " +

dse.conFacName);

dse.topicName = new String(args[1]); System.out.println("Topic name is " + dse.topicName);

dse.run\_program();

}

}

**Code Example A.1** DurableSubscriberExample.java

### Transactions

The TransactedExample.java program demonstrates the use of transactions in a JMS client application. The program represents a highly simplified e-Commerce application, in which the following things happen.

* + 1. A retailer sends a message to the vendor order queue, ordering a quantity of computers, and waits for the vendor’s reply.
    2. The vendor receives the retailer’s order message and places an order message into each of its suppliers’ order queues, all in one transaction. This JMS trans- action combines one synchronous receive with multiple sends.
    3. One supplier receives the order from its order queue, checks its inventory, and sends the items ordered to the destination named in the order message’s JMSReplyTo field. If it does not have enough in stock, the supplier sends what it has. The synchronous receive and the send take place in one JMS transaction.
    4. The other supplier receives the order from its order queue, checks its inven- tory, and sends the items ordered to the destination named in the order mes- sage’s JMSReplyTo field. If it does not have enough in stock, the supplier sends what it has. The synchronous receive and the send take place in one JMS transaction.
    5. The vendor receives the replies from the suppliers from its confirmation queue and updates the state of the order. Messages are processed by an asyn- chronous message listener; this step illustrates using JMS transactions with a message listener.
    6. When all outstanding replies are processed for a given order, the vendor sends a message notifying the retailer whether it can fulfill the order.
    7. The retailer receives the message from the vendor.

[Figure A.1](#_bookmark449) illustrates these steps.
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**Figure A.1** Transactions: JMS Client Example

The program contains five classes: Retailer, Vendor, GenericSupplier, VendorMessageListener, and Order. The program also contains a main method and a method that runs the threads of the Retail, Vendor, and two supplier classes. All the messages use the MapMessage message type. Synchronous receives are used for all message reception except for the case of the vendor processing the replies of the suppliers. These replies are processed asynchronously and demon-

strate how to use transactions within a message listener.

At random intervals, the Vendor class throws an exception to simulate a data- base problem and cause a rollback.

All classes except Retailer use transacted sessions.

The program uses five queues. Before you run the program, create the queues and name them A, B, C, D and E.

When you run the program, specify on the command line the number of com- puters to be ordered. For example, on a Microsoft Windows system:

java -Djms.properties=%J2EE\_HOME%\config\jms\_client.properties TransactedExample 3

The output looks something like this:

Quantity to be ordered is 3

Java(TM) Message Service 1.0.2 Reference Implementation (build b14) Java(TM) Message Service 1.0.2 Reference Implementation (build b14) Java(TM) Message Service 1.0.2 Reference Implementation (build b14) Java(TM) Message Service 1.0.2 Reference Implementation (build b14) Retailer: ordered 3 computer(s)

Vendor: JMSException occurred: javax.jms.JMSException: Simulated database concurrent access exception

javax.jms.JMSException: Simulated database concurrent access excep- tion at TransactedExample$Vendor.run(TransactedExample.java:300)

Vendor: rolled back transaction 1 Vendor: Retailer ordered 3 Computer(s) Vendor: ordered 3 Monitor(s)

Vendor: ordered 3 Hard Drive(s)

Hard Drive Supplier: Vendor ordered 3 Hard Drive(s) Hard Drive Supplier: sent 3 Hard Drive(s)

Vendor: committed transaction 1

Monitor Supplier: Vendor ordered 3 Monitor(s) Monitor Supplier: sent 3 Monitor(s)

Hard Drive Supplier: committed transaction Monitor Supplier: committed transaction

Vendor: Completed processing for order 1 Vendor: sent 3 computer(s)

Vendor: committed transaction 2 Retailer: Order filled

Retailer: placing another order Retailer: ordered 6 computer(s) Vendor: Retailer ordered 6 Computer(s) Vendor: ordered 6 Monitor(s)

Vendor: ordered 6 Hard Drive(s) Vendor: committed transaction 1

Monitor Supplier: Vendor ordered 6 Monitor(s)

Hard Drive Supplier: Vendor ordered 6 Hard Drive(s) Hard Drive Supplier: sent 6 Hard Drive(s)

Monitor Supplier: sent 0 Monitor(s) Monitor Supplier: committed transaction

Hard Drive Supplier: committed transaction

Vendor: Completed processing for order 2 Vendor: unable to send 6 computer(s)

Vendor: committed transaction 2 Retailer: Order not filled

import java.util.\*; import javax.jms.\*;

public class TransactedExample {

public static String vendorOrderQueueName = null; public static String retailerConfirmQueueName = null; public static String monitorOrderQueueName = null; public static String storageOrderQueueName = null; public static String vendorConfirmQueueName = null;

/\*\*

* The Retailer class orders a number of computers by sending
* a message to a vendor. It then waits for the order to be
* confirmed.

\*

* In this example, the Retailer places two orders, one for
* the quantity specified on the command line and one for
* twice that number.

\*

* This class does not use transactions.

\*/

public static class Retailer extends Thread { int quantity = 0;

/\*\*

* + Constructor. Instantiates the retailer with the
  + quantity of computers being ordered.

\*

* + @param q the quantity specified in the program
  + arguments

\*/

public Retailer(int q) { quantity = q;

}

/\*\*

\* Runs the thread.

\*/

public void run() {

QueueConnectionFactory queueConnectionFactory = null; QueueConnection queueConnection = null; QueueSession queueSession = null;

Queue vendorOrderQueue = null;

Queue retailerConfirmQueue = null;

QueueSender queueSender = null;

MapMessage outMessage = null; QueueReceiver orderConfirmReceiver = null; MapMessage inMessage = null;

try {

queueConnectionFactory = SampleUtilities.getQueueConnectionFactory();

queueConnection = queueConnectionFactory.createQueueConnection();

queueSession = queueConnection.createQueueSession(false,

Session.AUTO\_ACKNOWLEDGE);

vendorOrderQueue = SampleUtilities.getQueue(vendorOrderQueueName,

queueSession); retailerConfirmQueue =

SampleUtilities.getQueue(retailerConfirmQueueName, queueSession);

} catch (Exception e) { System.err.println("Connection problem: " +

e.toString()); System.err.println("Program assumes five " +

"queues named A B C D E");

if (queueConnection != null) { try {

queueConnection.close();

} catch (JMSException ee) {}

}

System.exit(1);

}

/\*

* + - Create non-transacted session and sender for
    - vendor order queue.
    - Create message to vendor, setting item and
    - quantity values.
    - Send message.
    - Create receiver for retailer confirmation queue.
    - Get message and report result.
    - Send an end-of-message-stream message so vendor
    - will stop processing orders.

\*/ try {

queueSender =

queueSession.createSender(vendorOrderQueue); outMessage = queueSession.createMapMessage(); outMessage.setString("Item", "Computer(s)"); outMessage.setInt("Quantity", quantity); outMessage.setJMSReplyTo(retailerConfirmQueue); queueSender.send(outMessage); System.out.println("Retailer: ordered " +

quantity + " computer(s)");

orderConfirmReceiver = queueSession.createReceiver(retailerConfirmQueue);

queueConnection.start(); inMessage =

(MapMessage) orderConfirmReceiver.receive(); if (inMessage.getBoolean("OrderAccepted")

== true) {

System.out.println("Retailer: Order filled");

} else {

System.out.println("Retailer: Order not " + "filled");

}

System.out.println("Retailer: placing another " + "order");

outMessage.setInt("Quantity", quantity \* 2); queueSender.send(outMessage); System.out.println("Retailer: ordered " +

outMessage.getInt("Quantity") + " computer(s)");

inMessage =

(MapMessage) orderConfirmReceiver.receive(); if (inMessage.getBoolean("OrderAccepted")

== true) {

System.out.println("Retailer: Order filled");

} else {

System.out.println("Retailer: Order not " + "filled");

}

/\*

* + - * Send a non-text control message indicating end
      * of messages.

\*/ queueSender.send(queueSession.createMessage());

} catch (Exception e) { System.err.println("Retailer: Exception " +

"occurred: " + e.toString()); e.printStackTrace();

} finally {

if (queueConnection != null) { try {

queueConnection.close();

} catch (JMSException e) {}

}

}

}

}

/\*\*

* The Vendor class uses one transaction to receive the
* computer order from the retailer and order the needed
* number of monitors and disk drives from its suppliers.
* At random intervals, it throws an exception to simulate a
* database problem and cause a rollback.

\*

* The class uses an asynchronous message listener to process
* replies from suppliers. When all outstanding supplier
* inquiries complete, it sends a message to the Retailer
* accepting or refusing the order.

\*/

public static class Vendor extends Thread { Random rgen = new Random();

int throwException = 1;

/\*\*

* + Runs the thread.

\*/

public void run() {

QueueConnectionFactory queueConnectionFactory = null; QueueConnection queueConnection = null; QueueSession queueSession = null;

QueueSession asyncQueueSession = null;

Queue vendorOrderQueue = null;

Queue monitorOrderQueue = null;

Queue storageOrderQueue = null;

Queue vendorConfirmQueue = null; QueueReceiver vendorOrderQueueReceiver = null; QueueSender monitorOrderQueueSender = null; QueueSender storageOrderQueueSender = null; MapMessage orderMessage = null; QueueReceiver vendorConfirmQueueReceiver = null; VendorMessageListener listener = null;

Message inMessage = null;

MapMessage vendorOrderMessage = null;

Message endOfMessageStream = null;

Order order = null;

int quantity = 0;

try {

queueConnectionFactory = SampleUtilities.getQueueConnectionFactory();

queueConnection = queueConnectionFactory.createQueueConnection();

queueSession = queueConnection.createQueueSession(true, 0);

asyncQueueSession = queueConnection.createQueueSession(true, 0);

vendorOrderQueue = SampleUtilities.getQueue(vendorOrderQueueName,

queueSession); monitorOrderQueue =

SampleUtilities.getQueue(monitorOrderQueueName, queueSession);

storageOrderQueue = SampleUtilities.getQueue(storageOrderQueueName,

queueSession); vendorConfirmQueue =

SampleUtilities.getQueue(vendorConfirmQueueName, queueSession);

} catch (Exception e) { System.err.println("Connection problem: " +

e.toString()); System.err.println("Program assumes five " +

"queues named A B C D E"); if (queueConnection != null) {

try {

queueConnection.close();

} catch (JMSException ee) {}

}

System.exit(1);

}

try {

/\*

* + - Create receiver for vendor order queue, sender
    - for supplier order queues, and message to send
    - to suppliers.

\*/ vendorOrderQueueReceiver =

queueSession.createReceiver(vendorOrderQueue); monitorOrderQueueSender =

queueSession.createSender(monitorOrderQueue); storageOrderQueueSender =

queueSession.createSender(storageOrderQueue); orderMessage = queueSession.createMapMessage();

/\*

* Configure an asynchronous message listener to
* process supplier replies to inquiries for
* parts to fill order. Start delivery.

\*/ vendorConfirmQueueReceiver =

asyncQueueSession.createReceiver(vendorConfirmQueue); listener =

new VendorMessageListener(asyncQueueSession, 2);

vendorConfirmQueueReceiver.setMessageListener(listener); queueConnection.start();

/\*

* Process orders in vendor order queue.
* Use one transaction to receive order from
* order queue and send messages to suppliers'
* order queues to order components to fulfill
* the order placed with the vendor.

\*/

while (true) { try {

// Receive an order from a retailer. inMessage =

vendorOrderQueueReceiver.receive(); if (inMessage instanceof MapMessage) {

vendorOrderMessage = (MapMessage) inMessage;

} else {

/\*

* + Message is an end-of-message-
  + stream message from retailer.
  + Send similar messages to
  + suppliers, then break out of
  + processing loop.

\*/ endOfMessageStream =

queueSession.createMessage(); endOfMessageStream.setJMSReplyTo(vendorConfirmQueue);

monitorOrderQueueSender.send(endOfMessageStream); storageOrderQueueSender.send(endOfMessageStream);

queueSession.commit(); break;

}

/\*

* A real application would check an
* inventory database and order only the
* quantities needed. Throw an exception
* every few times to simulate a database
* concurrent-access exception and cause
* a rollback.

\*/

if (rgen.nextInt(3) == throwException) { throw new JMSException("Simulated " + "database concurrent access " + "exception");

}

/\*

* Record retailer order as a pending
* order.

\*/

order = new Order(vendorOrderMessage);

/\*

* Set order number and reply queue for
* outgoing message.

\*/ orderMessage.setInt("VendorOrderNumber",

order.orderNumber); orderMessage.setJMSReplyTo(vendorConfirmQueue);

quantity = vendorOrderMessage.getInt("Quantity"); System.out.println("Vendor: Retailer " +

"ordered " + quantity + " " + vendorOrderMessage.getString("Item"));

// Send message to monitor supplier. orderMessage.setString("Item",

"Monitor"); orderMessage.setInt("Quantity",

quantity); monitorOrderQueueSender.send(orderMessage);

System.out.println("Vendor: ordered " + quantity + " " + orderMessage.getString("Item") + "(s)");

/\*

* Reuse message to send to storage
* supplier, changing only item name.

\*/ orderMessage.setString("Item",

"Hard Drive"); storageOrderQueueSender.send(orderMessage);

System.out.println("Vendor: ordered " + quantity + " " + orderMessage.getString("Item") + "(s)");

// Commit session. queueSession.commit(); System.out.println(" Vendor: " +

"committed transaction 1");

} catch(JMSException e) { System.err.println("Vendor: " +

"JMSException occurred: " +

e.toString()); e.printStackTrace(); queueSession.rollback();

System.err.println(" Vendor: rolled " + "back transaction 1");

}

}

// Wait till suppliers get back with answers. listener.monitor.waitTillDone();

} catch (JMSException e) { System.err.println("Vendor: Exception " +

"occurred: " + e.toString()); e.printStackTrace();

} finally {

if (queueConnection != null) { try {

queueConnection.close();

} catch (JMSException e) {}

}

}

}

}

/\*\*

* The Order class represents a Retailer order placed with a
* Vendor. It maintains a table of pending orders.

\*/

public static class Order {

private static Hashtable pendingOrders = new Hashtable(); private static int nextOrderNumber = 1;

private static final int PENDING\_STATUS = 1; private static final int CANCELLED\_STATUS = 2; private static final int FULFILLED\_STATUS = 3; int status;

public final int orderNumber;

public int quantity;

// Original order from retailer

public final MapMessage order;

// Reply from supplier

public MapMessage monitor = null;

// Reply from supplier

public MapMessage storage = null;

/\*\*

* + Returns the next order number and increments the
  + static variable that holds this value.

\*

* + @return the next order number

\*/

private static int getNextOrderNumber() { int result = nextOrderNumber; nextOrderNumber++;

return result;

}

/\*\*

* + Constructor. Sets order number; sets order and
  + quantity from incoming message. Sets status to
  + pending, and adds order to hash table of pending
  + orders.

\*

* + @param order the message containing the order

\*/

public Order(MapMessage order) { this.orderNumber = getNextOrderNumber(); this.order = order;

try {

this.quantity = order.getInt("Quantity");

} catch (JMSException je) { System.err.println("Unexpected error. Message " +

"missing Quantity"); this.quantity = 0;

}

status = PENDING\_STATUS;

pendingOrders.put(new Integer(orderNumber), this);

}

/\*\*

* + - Returns the number of orders in the hash table.

\*

* + - @return the number of pending orders

\*/

public static int outstandingOrders() { return pendingOrders.size();

}

/\*\*

* + - Returns the order corresponding to a given order
    - number.

\*

* + - @param orderNumber the number of the requested order
    - @return the requested order

\*/

public static Order getOrder(int orderNumber) { return (Order)

pendingOrders.get(new Integer(orderNumber));

}

/\*\*

* + - Called by the onMessage method of the
    - VendorMessageListener class to process a reply from
    - a supplier to the Vendor.

\*

* + - @param component the message from the supplier
    - @return the order with updated status
    - information

\*/

public Order processSubOrder(MapMessage component) { String itemName = null;

// Determine which subcomponent this is. try {

itemName = component.getString("Item");

} catch (JMSException je) { System.err.println("Unexpected exception. " +

"Message missing Item");

}

if (itemName.compareTo("Monitor") == 0) { monitor = component;

} else if (itemName.compareTo("Hard Drive") == 0 ) { storage = component;

}

/\*

* If notification for all subcomponents has been
* received, verify the quantities to compute if able
* to fulfill order.

\*/

if ( (monitor != null) && (storage != null) ) { try {

if (quantity > monitor.getInt("Quantity")) { status = CANCELLED\_STATUS;

} else if (quantity >

storage.getInt("Quantity")) { status = CANCELLED\_STATUS;

} else {

status = FULFILLED\_STATUS;

}

} catch (JMSException je) { System.err.println("Unexpected exception: " +

je.toString());

status = CANCELLED\_STATUS;

}

/\*

* + Processing of order is complete, so remove it
  + from pending-order list.

\*/

pendingOrders.remove(new Integer(orderNumber));

}

return this;

}

/\*\*

* + Determines if order status is pending.

\*

* + - @return true if order is pending, false if not

\*/

public boolean isPending() {

return status == PENDING\_STATUS;

}

/\*\*

* + - Determines if order status is cancelled.

\*

* + - @return true if order is cancelled, false if not

\*/

public boolean isCancelled() {

return status == CANCELLED\_STATUS;

}

/\*\*

* + - Determines if order status is fulfilled.

\*

* + - @return true if order is fulfilled, false if not

\*/

public boolean isFulfilled() {

return status == FULFILLED\_STATUS;

}

}

/\*\*

* The VendorMessageListener class processes an order
* confirmation message from a supplier to the vendor.

\*

* It demonstrates the use of transactions within message
* listeners.

\*/

public static class VendorMessageListener implements MessageListener {

final SampleUtilities.DoneLatch monitor =

new SampleUtilities.DoneLatch();

private final QueueSession session;

int numSuppliers;

/\*\*

* + Constructor. Instantiates the message listener with
  + the session of the consuming class (the vendor).

\*

* + @param qs the session of the consumer
  + @param numSuppliers the number of suppliers

\*/

public VendorMessageListener(QueueSession qs,

int numSuppliers) {

this.session = qs; this.numSuppliers = numSuppliers;

}

/\*\*

* + Casts the message to a MapMessage and processes the
  + order. A message that is not a MapMessage is
  + interpreted as the end of the message stream, and the
  + message listener sets its monitor state to all done
  + processing messages.

\*

* + Each message received represents a fulfillment message
  + from a supplier.

\*

* + @param message the incoming message

\*/

public void onMessage(Message message) {

/\*

* + - If message is an end-of-message-stream message and
    - this is the last such message, set monitor status
    - to all done processing messages and commit
    - transaction.

\*/

if (! (message instanceof MapMessage)) { if (Order.outstandingOrders() == 0) {

numSuppliers--;

if (numSuppliers == 0) { monitor.allDone();

}

}

try {

session.commit();

} catch (JMSException je) {} return;

}

/\*

* + - * Message is an order confirmation message from a
      * supplier.

\*/

int orderNumber = -1; try {

MapMessage component = (MapMessage) message;

/\*

* + - * + Process the order confirmation message and
        + commit the transaction.

\*/ orderNumber =

component.getInt("VendorOrderNumber"); Order order =

Order.getOrder(orderNumber).processSubOrder(component); session.commit();

/\*

* + - * + If this message is the last supplier message,
        + send message to Retailer and commit
        + transaction.

\*/

if (! order.isPending()) { System.out.println("Vendor: Completed " +

"processing for order " + order.orderNumber);

Queue replyQueue =

(Queue) order.order.getJMSReplyTo(); QueueSender qs =

session.createSender(replyQueue);

MapMessage retailerConfirmMessage = session.createMapMessage();

if (order.isFulfilled()) { retailerConfirmMessage.setBoolean("OrderAccepted",

true); System.out.println("Vendor: sent " +

order.quantity + " computer(s)");

} else if (order.isCancelled()) { retailerConfirmMessage.setBoolean("OrderAccepted",

false);

System.out.println("Vendor: unable to " + "send " + order.quantity +

" computer(s)");

}

qs.send(retailerConfirmMessage); session.commit();

System.out.println(" Vendor: committed " + "transaction 2");

}

} catch (JMSException je) { je.printStackTrace(); try {

session.rollback();

} catch (JMSException je2) {}

} catch (Exception e) { e.printStackTrace(); try {

session.rollback();

} catch (JMSException je2) {}

}

}

}

/\*\*

* The GenericSupplier class receives an item order from the
* vendor and sends a message accepting or refusing it.

\*/

public static class GenericSupplier extends Thread { final String PRODUCT\_NAME;

final String IN\_ORDER\_QUEUE; int quantity = 0;

/\*\*

* + Constructor. Instantiates the supplier as the
  + supplier for the kind of item being ordered.

\*

* + @param itemName the name of the item being ordered
  + @param inQueue the queue from which the order is
  + obtained

\*/

public GenericSupplier(String itemName, String inQueue) { PRODUCT\_NAME = itemName;

IN\_ORDER\_QUEUE = inQueue;

}

/\*\*

* + Checks to see if there are enough items in inventory.
  + Rather than go to a database, it generates a random
  + number related to the order quantity, so that some of
  + the time there won't be enough in stock.

\*

* + @return the number of items in inventory

\*/

public int checkInventory() { Random rgen = new Random();

return (rgen.nextInt(quantity \* 5));

}

/\*\*

* + Runs the thread.

\*/

public void run() {

QueueConnectionFactory queueConnectionFactory = null; QueueConnection queueConnection = null; QueueSession queueSession = null;

Queue orderQueue = null;

QueueReceiver queueReceiver = null;

Message inMessage = null;

MapMessage orderMessage = null;

MapMessage outMessage = null;

try {

queueConnectionFactory = SampleUtilities.getQueueConnectionFactory();

queueConnection = queueConnectionFactory.createQueueConnection();

queueSession = queueConnection.createQueueSession(true, 0);

orderQueue =

SampleUtilities.getQueue(IN\_ORDER\_QUEUE, queueSession);

} catch (Exception e) { System.err.println("Connection problem: " +

e.toString()); System.err.println("Program assumes five " +

"queues named A B C D E"); if (queueConnection != null) {

try {

queueConnection.close();

} catch (JMSException ee) {}

}

System.exit(1);

}

/\*

* Create receiver for order queue and start message
* delivery.

\*/ try {

queueReceiver = queueSession.createReceiver(orderQueue);

queueConnection.start();

} catch (JMSException je) {}

/\*

* Keep checking supplier order queue for order
  + request until end-of-message-stream message is
  + received. Receive order and send an order
  + confirmation as one transaction.

\*/

while (true) { try {

inMessage = queueReceiver.receive(); if (inMessage instanceof MapMessage) {

orderMessage = (MapMessage) inMessage;

} else {

/\*

* + - Message is an end-of-message-stream
    - message. Send a similar message to
    - reply queue, commit transaction, then
    - stop processing orders by breaking out
    - of loop.

\*/

QueueSender queueSender = queueSession.createSender((Queue)

inMessage.getJMSReplyTo()); queueSender.send(queueSession.createMessage());

queueSession.commit(); break;

}

/\*

* Extract quantity ordered from order
* message.

\*/

quantity = orderMessage.getInt("Quantity"); System.out.println(PRODUCT\_NAME +

" Supplier: Vendor ordered " + quantity + " " + orderMessage.getString("Item") + "(s)");

/\*

* Create sender and message for reply queue.
* Set order number and item; check inventory
* and set quantity available.
* Send message to vendor and commit
* transaction.

\*/

QueueSender queueSender = queueSession.createSender((Queue)

orderMessage.getJMSReplyTo()); outMessage = queueSession.createMapMessage(); outMessage.setInt("VendorOrderNumber",

orderMessage.getInt("VendorOrderNumber")); outMessage.setString("Item", PRODUCT\_NAME); int numAvailable = checkInventory();

if (numAvailable >= quantity) { outMessage.setInt("Quantity", quantity);

} else {

outMessage.setInt("Quantity", numAvailable);

}

queueSender.send(outMessage); System.out.println(PRODUCT\_NAME +

* Supplier: sent " + outMessage.getInt("Quantity") + " " + outMessage.getString("Item") + "(s)");

queueSession.commit(); System.out.println(" " + PRODUCT\_NAME +

* Supplier: committed transaction");

} catch (Exception e) { System.err.println(PRODUCT\_NAME +

* Supplier: Exception occurred: " + e.toString());

e.printStackTrace();

}

}

if (queueConnection != null) { try {

queueConnection.close();

} catch (JMSException e) {}

}

}

}

/\*\*

* Creates the Retailer and Vendor classes and the two
* supplier classes, then starts the threads.

\*

* @param quantity the quantity specified on the command
* line

\*/

public static void run\_threads(int quantity) { Retailer r = new Retailer(quantity);

Vendor v = new Vendor();

GenericSupplier ms = new GenericSupplier("Monitor",

monitorOrderQueueName); GenericSupplier ss = new GenericSupplier("Hard Drive",

storageOrderQueueName);

r.start();

v.start();

ms.start();

ss.start(); try {

r.join();

v.join();

ms.join();

ss.join();

} catch (InterruptedException e) {}

}

/\*\*

* Reads the order quantity from the command line, then
* calls the run\_threads method to execute the program
* threads.

\*

* @param args the quantity of computers being ordered

\*/

public static void main(String[] args) { TransactedExample te = new TransactedExample(); int quantity = 0;

if (args.length != 1) {

System.out.println("Usage: java TransactedExample " + "<integer>");

System.out.println("Program assumes five queues " + "named A B C D E");

System.exit(1);

}

te.vendorOrderQueueName = new String("A"); te.retailerConfirmQueueName = new String("B"); te.monitorOrderQueueName = new String("C"); te.storageOrderQueueName = new String("D"); te.vendorConfirmQueueName = new String("E"); quantity = (new Integer(args[0])).intValue(); System.out.println("Quantity to be ordered is " +

quantity);

if (quantity > 0) { te.run\_threads(quantity);

} else {

System.out.println("Quantity must be positive and " + "nonzero");

}

}

}

**Code Example A.2** TransactedExample.java

### Acknowledgment Modes

The AckEquivExample.java program shows how the following two scenarios both ensure that a message will not be acknowledged until processing of it is complete:

* Using an asynchronous receiver—a message listener—in an

AUTO\_ACKNOWLEDGE session

* Using a synchronous receiver in a CLIENT\_ACKNOWLEDGE session

With a message listener, the automatic acknowledgment happens when the

onMessage method returns—that is, after message processing has finished. With a

synchronous receiver, the client acknowledges the message after processing is complete. (If you use AUTO\_ACKNOWLEDGE with a synchronous receive, the acknowledgment happens immediately after the receive call; if any subsequent processing steps fail, the message cannot be redelivered.)

The program contains a SynchSender class, a SynchReceiver class, an AsynchSubscriber class with a TextListener class, a MultiplePublisher class, a main method, and a method that runs the other classes’ threads.

The program needs two queues, a topic, and a connection factory with a client ID, similar to the one in the example in [Section A.1 on page 215.](#_bookmark443) You can use existing administered objects or create new ones. Edit the names at the beginning of the source file before compiling if you do not use the objects already specified. You can run the program with a command on one line similar to the following example for UNIX systems:

java -Djms.properties=$J2EE\_HOME/config/jms\_client.properties AckEquivExample

The output looks like this:

java -Djms.properties=$J2EE\_HOME/config/jms\_client.properties AckEquivExample

Queue name is controlQueue Queue name is jms/Queue Topic name is jms/Topic

Connection factory name is DurableTopicCF

Java(TM) Message Service 1.0.2 Reference Implementation (build b14) Java(TM) Message Service 1.0.2 Reference Implementation (build b14)

SENDER: Created client-acknowledge session RECEIVER: Created client-acknowledge session

SENDER: Sending message: Here is a client-acknowledge message RECEIVER: Processing message: Here is a client-acknowledge message RECEIVER: Now I'll acknowledge the message

SUBSCRIBER: Created auto-acknowledge session PUBLISHER: Created auto-acknowledge session

PUBLISHER: Receiving synchronize messages from controlQueue; count

= 1

SUBSCRIBER: Sending synchronize message to controlQueue PUBLISHER: Received synchronize message; expect 0 more

PUBLISHER: Publishing message: Here is an auto-acknowledge message 1

PUBLISHER: Publishing message: Here is an auto-acknowledge message 2 PUBLISHER: Publishing message: Here is an auto-acknowledge message 3 SUBSCRIBER: Processing message: Here is an auto-acknowledge message 1

SUBSCRIBER: Processing message: Here is an auto-acknowledge message 2

SUBSCRIBER: Processing message: Here is an auto-acknowledge message 3

import javax.jms.\*; import javax.naming.\*;

public class AckEquivExample {

final String CONTROL\_QUEUE = "controlQueue"; final String queueName = "jms/Queue";

final String topicName = "jms/Topic";

final String conFacName = "DurableTopicCF";

/\*\*

* The SynchSender class creates a session in
* CLIENT\_ACKNOWLEDGE mode and sends a message.

\*/

public class SynchSender extends Thread {

/\*\*

* + Runs the thread.

\*/

public void run() {

QueueConnectionFactory queueConnectionFactory = null; QueueConnection queueConnection = null; QueueSession queueSession = null;

Queue queue = null;

QueueSender queueSender = null;

final String MSG\_TEXT =

new String("Here is a client-acknowledge message"); TextMessage message = null;

try {

queueConnectionFactory = SampleUtilities.getQueueConnectionFactory();

queueConnection = queueConnectionFactory.createQueueConnection();

queueSession = queueConnection.createQueueSession(false,

Session.CLIENT\_ACKNOWLEDGE);

queue = SampleUtilities.getQueue(queueName, queueSession);

} catch (Exception e) { System.err.println("Connection problem: " +

e.toString());

if (queueConnection != null) { try {

queueConnection.close();

} catch (JMSException ee) {}

}

System.exit(1);

}

/\*

* Create client-acknowledge sender.
* Create and send message.

\*/

try {

System.out.println(" SENDER: Created " + "client-acknowledge session");

queueSender = queueSession.createSender(queue); message = queueSession.createTextMessage(); message.setText(MSG\_TEXT);

System.out.println(" SENDER: Sending " + "message: " + message.getText());

queueSender.send(message);

} catch (JMSException e) { System.err.println("Exception occurred: " +

e.toString());

} finally {

if (queueConnection != null) { try {

queueConnection.close();

} catch (JMSException e) {}

}

}

}

}

/\*\*

* The SynchReceiver class creates a session in
* CLIENT\_ACKNOWLEDGE mode and receives the message sent by
* the SynchSender class.

\*/

public class SynchReceiver extends Thread {

/\*\*

* + Runs the thread.

\*/

public void run() {

QueueConnectionFactory queueConnectionFactory = null; QueueConnection queueConnection = null; QueueSession queueSession = null;

Queue queue = null;

QueueReceiver queueReceiver = null;

TextMessage message = null; try {

queueConnectionFactory = SampleUtilities.getQueueConnectionFactory();

queueConnection = queueConnectionFactory.createQueueConnection();

queueSession = queueConnection.createQueueSession(false,

Session.CLIENT\_ACKNOWLEDGE);

queue =

SampleUtilities.getQueue(queueName, queueSession);

} catch (Exception e) { System.err.println("Connection problem: " +

e.toString());

if (queueConnection != null) { try {

queueConnection.close();

} catch (JMSException ee) {}

}

System.exit(1);

}

/\*

* + - Create client-acknowledge receiver.
    - Receive message and process it.
    - Acknowledge message.

\*/ try {

System.out.println(" RECEIVER: Created " + "client-acknowledge session");

queueReceiver = queueSession.createReceiver(queue);

queueConnection.start();

message = (TextMessage) queueReceiver.receive(); System.out.println(" RECEIVER: Processing " +

"message: " + message.getText()); System.out.println(" RECEIVER: Now I'll " +

"acknowledge the message"); message.acknowledge();

} catch (JMSException e) { System.err.println("Exception occurred: " +

e.toString());

} finally {

if (queueConnection != null) { try {

queueConnection.close();

} catch (JMSException e) {}

}

}

}

}

/\*\*

* The AsynchSubscriber class creates a session in
* AUTO\_ACKNOWLEDGE mode and fetches several messages from a
* topic asynchronously, using a message listener,
* TextListener.

\*

* Each message is acknowledged after the onMessage method
* completes.

\*/

public class AsynchSubscriber extends Thread {

/\*\*

* + The TextListener class implements the MessageListener
  + interface by defining an onMessage method for the
  + AsynchSubscriber class.

\*/

private class TextListener implements MessageListener { final SampleUtilities.DoneLatch monitor =

new SampleUtilities.DoneLatch();

/\*\*

* + - Casts the message to a TextMessage and displays
    - its text. A non-text message is interpreted as the
    - end of the message stream, and the message
    - listener sets its monitor state to all done
    - processing messages.

\*

* + - @param message the incoming message

\*/

public void onMessage(Message message) { if (message instanceof TextMessage) {

TextMessage msg = (TextMessage) message;

try {

System.out.println("SUBSCRIBER: " + "Processing message: " + msg.getText());

} catch (JMSException e) {

System.err.println("Exception in " + "onMessage(): " + e.toString());

}

} else {

monitor.allDone();

}

}

}

/\*\*

\* Runs the thread.

\*/

public void run() {

Context jndiContext = null; TopicConnectionFactory topicConnectionFactory = null; TopicConnection topicConnection = null; TopicSession topicSession = null;

Topic topic = null;

TopicSubscriber topicSubscriber = null; TextListener topicListener = null;

/\*

* Create a JNDI API InitialContext object if none
* exists yet.

\*/ try {

jndiContext = new InitialContext();

} catch (NamingException e) { System.err.println("Could not create JNDI API " +

"context: " + e.toString()); System.exit(1);

}

/\*

* Look up connection factory and topic. If either
* does not exist, exit.

\*/

try {

topicConnectionFactory = (TopicConnectionFactory) jndiContext.lookup(conFacName);

topicConnection = topicConnectionFactory.createTopicConnection();

topicSession = topicConnection.createTopicSession(false,

Session.AUTO\_ACKNOWLEDGE);

System.out.println("SUBSCRIBER: Created " + "auto-acknowledge session");

topic = SampleUtilities.getTopic(topicName, topicSession);

} catch (Exception e) { System.err.println("Connection problem: " +

e.toString());

if (topicConnection != null) { try {

topicConnection.close();

} catch (JMSException ee) {}

}

System.exit(1);

}

/\*

* + - Create auto-acknowledge subscriber.
    - Register message listener (TextListener).
    - Start message delivery.
    - Send synchronize message to publisher, then wait
    - till all messages have arrived.
    - Listener displays the messages obtained.

\*/ try {

topicSubscriber = topicSession.createDurableSubscriber(topic,

"AckSub");

topicListener = new TextListener(); topicSubscriber.setMessageListener(topicListener);

topicConnection.start();

// Let publisher know that subscriber is ready. try {

SampleUtilities.sendSynchronizeMessage("SUBSCRIBER: ", CONTROL\_QUEUE);

} catch (Exception e) { System.err.println("Queue probably " +

"missing: " + e.toString()); if (topicConnection != null) {

try {

topicConnection.close();

} catch (JMSException ee) {}

}

System.exit(1);

}

/\*

* + - * Asynchronously process messages.
      * Block until publisher issues a control message
      * indicating end of publish stream.

\*/ topicListener.monitor.waitTillDone(); topicSubscriber.close(); topicSession.unsubscribe("AckSub");

} catch (JMSException e) { System.err.println("Exception occurred: " +

e.toString());

} finally {

if (topicConnection != null) { try {

topicConnection.close();

} catch (JMSException e) {}

}

}

}

}

/\*\*

* The MultiplePublisher class creates a session in
* AUTO\_ACKNOWLEDGE mode and publishes three messages
* to a topic.

\*/

public class MultiplePublisher extends Thread {

/\*\*

* + Runs the thread.

\*/

public void run() {

TopicConnectionFactory topicConnectionFactory = null; TopicConnection topicConnection = null; TopicSession topicSession = null;

Topic topic = null;

TopicPublisher topicPublisher = null; TextMessage message = null;

final int NUMMSGS = 3;

final String MSG\_TEXT =

new String("Here is an auto-acknowledge message");

try {

topicConnectionFactory = SampleUtilities.getTopicConnectionFactory();

topicConnection = topicConnectionFactory.createTopicConnection();

topicSession = topicConnection.createTopicSession(false,

Session.AUTO\_ACKNOWLEDGE);

System.out.println("PUBLISHER: Created " + "auto-acknowledge session");

topic =

SampleUtilities.getTopic(topicName, topicSession);

} catch (Exception e) { System.err.println("Connection problem: " +

e.toString());

if (topicConnection != null) { try {

topicConnection.close();

} catch (JMSException ee) {}

}

System.exit(1);

}

/\*

* + - After synchronizing with subscriber, create
    - publisher.
    - Send 3 messages, varying text slightly.
    - Send end-of-messages message.

\*/ try {

/\*

* + - * Synchronize with subscriber. Wait for message
      * indicating that subscriber is ready to receive
      * messages.

\*/ try {

SampleUtilities.receiveSynchronizeMessages("PUBLISHER: ", CONTROL\_QUEUE, 1);

} catch (Exception e) { System.err.println("Queue probably " +

"missing: " + e.toString()); if (topicConnection != null) {

try {

topicConnection.close();

} catch (JMSException ee) {}

}

System.exit(1);

}

topicPublisher = topicSession.createPublisher(topic);

message = topicSession.createTextMessage(); for (int i = 0; i < NUMMSGS; i++) {

message.setText(MSG\_TEXT + " " + (i + 1)); System.out.println("PUBLISHER: Publishing " +

"message: " + message.getText()); topicPublisher.publish(message);

}

/\*

* Send a non-text control message indicating
* end of messages.

\*/ topicPublisher.publish(topicSession.createMessage());

} catch (JMSException e) { System.err.println("Exception occurred: " +

e.toString());

} finally {

if (topicConnection != null) { try {

topicConnection.close();

} catch (JMSException e) {}

}

}

}

}

/\*\*

* Instantiates the sender, receiver, subscriber, and
* publisher classes and starts their threads.
* Calls the join method to wait for the threads to die.

\*/

public void run\_threads() {

SynchSender synchSender = new SynchSender(); SynchReceiver synchReceiver = new SynchReceiver(); AsynchSubscriber asynchSubscriber =

new AsynchSubscriber(); MultiplePublisher multiplePublisher =

new MultiplePublisher();

synchSender.start(); synchReceiver.start(); try {

synchSender.join(); synchReceiver.join();

} catch (InterruptedException e) {} asynchSubscriber.start();

multiplePublisher.start(); try {

asynchSubscriber.join(); multiplePublisher.join();

} catch (InterruptedException e) {}

}

/\*\*

* + Reads the queue and topic names from the command line,
  + then calls the run\_threads method to execute the program
  + threads.

\*

* + @param args the topic used by the example

\*/

public static void main(String[] args) { AckEquivExample aee = new AckEquivExample();

if (args.length != 0) {

System.out.println("Usage: java AckEquivExample"); System.exit(1);

}

System.out.println("Queue name is " + aee.queueName); System.out.println("Topic name is " + aee.topicName); System.out.println("Connection factory name is " +

aee.conFacName);

aee.run\_threads();

}

}

**Code Example A.3** AckEquivExample.java

### Utility Class

The SampleUtilities class, in SampleUtilities.java, is a utility class for the other sample programs. It contains the following methods:

* getQueueConnectionFactory
* getTopicConnectionFactory
* getQueue
* getTopic
* jndiLookup
* receiveSynchronizeMessages
* sendSynchronizeMessages

It also contains the class DoneLatch, which has the following methods:

* waitTillDone
* allDone

import javax.naming.\*; import javax.jms.\*;

public class SampleUtilities {

public static final String QUEUECONFAC =

"QueueConnectionFactory"; public static final String TOPICCONFAC =

"TopicConnectionFactory"; private static Context jndiContext = null;

/\*\*

* Returns a QueueConnectionFactory object.

\*

* @return a QueueConnectionFactory object
  + @throws javax.naming.NamingException (or other
  + exception) if name cannot be found

\*/

public static QueueConnectionFactory getQueueConnectionFactory() throws Exception {

return (QueueConnectionFactory) jndiLookup(QUEUECONFAC);

}

/\*\*

* + Returns a TopicConnectionFactory object.

\*

* + @return a TopicConnectionFactory object
  + @throws javax.naming.NamingException (or other
  + exception) if name cannot be found

\*/

public static TopicConnectionFactory getTopicConnectionFactory() throws Exception {

return (TopicConnectionFactory) jndiLookup(TOPICCONFAC);

}

/\*\*

* + Returns a Queue object.

\*

* + @param name String specifying queue name
  + @param session a QueueSession object

\*

* + @return a Queue object
  + @throws javax.naming.NamingException (or other
  + exception) if name cannot be found

\*/

public static Queue getQueue(String name, QueueSession session) throws Exception {

return (Queue) jndiLookup(name);

}

/\*\*

* + Returns a Topic object.

\*

* + @param name String specifying topic name
* @param session a TopicSession object

\*

* @return a Topic object
* @throws javax.naming.NamingException (or other
* exception) if name cannot be found

\*/

public static Topic getTopic(String name, TopicSession session) throws Exception {

return (Topic) jndiLookup(name);

}

/\*\*

* Creates a JNDI API InitialContext object if none exists
* yet. Then looks up the string argument and returns the
* associated object.

\*

* @param name the name of the object to be looked up

\*

* @return the object bound to name
* @throws javax.naming.NamingException (or other
* exception) if name cannot be found

\*/

public static Object jndiLookup(String name) throws NamingException {

Object obj = null;

if (jndiContext == null) { try {

jndiContext = new InitialContext();

} catch (NamingException e) { System.err.println("Could not create JNDI API " +

"context: " + e.toString()); throw e;

}

}

try {

obj = jndiContext.lookup(name);

} catch (NamingException e) { System.err.println("JNDI API lookup failed: " +

e.toString()); throw e;

}

return obj;

}

/\*\*

* + Waits for 'count' messages on controlQueue before
  + continuing. Called by a publisher to make sure that
  + subscribers have started before it begins publishing
  + messages.

\*

* + If controlQueue does not exist, the method throws an
  + exception.

\*

* + @param prefix prefix (publisher or subscriber) to be
  + displayed
  + @param controlQueueName name of control queue
  + @param count number of messages to receive

\*/

public static void receiveSynchronizeMessages(String prefix, String controlQueueName, int count)

throws Exception {

QueueConnectionFactory queueConnectionFactory = null; QueueConnection queueConnection = null; QueueSession queueSession = null;

Queue controlQueue = null;

QueueReceiver queueReceiver = null;

try {

queueConnectionFactory = SampleUtilities.getQueueConnectionFactory();

queueConnection = queueConnectionFactory.createQueueConnection();

queueSession = queueConnection.createQueueSession(false,

Session.AUTO\_ACKNOWLEDGE);

controlQueue = getQueue(controlQueueName, queueSession);

queueConnection.start();

} catch (Exception e) { System.err.println("Connection problem: " +

e.toString());

if (queueConnection != null) { try {

queueConnection.close();

} catch (JMSException ee) {}

}

throw e;

}

try {

System.out.println(prefix +

"Receiving synchronize messages from " + controlQueueName + "; count = " + count);

queueReceiver = queueSession.createReceiver(controlQueue);

while (count > 0) { queueReceiver.receive(); count--; System.out.println(prefix +

"Received synchronize message; " + " expect " + count + " more");

}

} catch (JMSException e) { System.err.println("Exception occurred: " +

e.toString()); throw e;

} finally {

if (queueConnection != null) { try {

queueConnection.close();

} catch (JMSException e) {}

}

}

}

/\*\*

* + Sends a message to controlQueue. Called by a subscriber
  + to notify a publisher that it is ready to receive
  + messages.

\* <p>

* + If controlQueue doesn't exist, the method throws an
  + exception.

\*

* + @param prefix prefix (publisher or subscriber) to be
  + displayed
  + @param controlQueueName name of control queue

\*/

public static void sendSynchronizeMessage(String prefix, String controlQueueName)

throws Exception {

QueueConnectionFactory queueConnectionFactory = null; QueueConnection queueConnection = null; QueueSession queueSession = null;

Queue controlQueue = null;

QueueSender queueSender = null;

TextMessage message = null;

try {

queueConnectionFactory = SampleUtilities.getQueueConnectionFactory();

queueConnection = queueConnectionFactory.createQueueConnection();

queueSession = queueConnection.createQueueSession(false,

Session.AUTO\_ACKNOWLEDGE);

controlQueue = getQueue(controlQueueName, queueSession);

} catch (Exception e) { System.err.println("Connection problem: " +

e.toString());

if (queueConnection != null) { try {

queueConnection.close();

} catch (JMSException ee) {}

}

throw e;

}

try {

queueSender =

queueSession.createSender(controlQueue); message = queueSession.createTextMessage(); message.setText("synchronize"); System.out.println(prefix +

"Sending synchronize message to " + controlQueueName);

queueSender.send(message);

} catch (JMSException e) { System.err.println("Exception occurred: " +

e.toString()); throw e;

} finally {

if (queueConnection != null) { try {

queueConnection.close();

} catch (JMSException e) {}

}

}

}

/\*\*

* Monitor class for asynchronous examples. Producer signals
* end of message stream; listener calls allDone() to notify
* consumer that the signal has arrived, while consumer calls
* waitTillDone() to wait for this notification.

\*/

static public class DoneLatch { boolean done = false;

/\*\*

* + Waits until done is set to true.

\*/

public void waitTillDone() { synchronized (this) {

while (! done) { try {

this.wait();

} catch (InterruptedException ie) {}

}

}

}

/\*\*

\* Sets done to true.

\*/

public void allDone() { synchronized (this) {

done = true; this.notify();

}

}

}

}

**Code Example A.4** SampleUtilities.java
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